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 Introduction
 This document defines SystemC, which is a C++ class library.
 As the electronics industry builds more complex systems involving large numbers of components includingsoftware, there is an increasing need for a modeling language that can manage the complexity and size ofthese systems. SystemC provides a mechanism for managing this complexity with its facility for modelinghardware and software together at multiple levels of abstraction. This capability is not available intraditional hardware description languages.
 Stakeholders in SystemC include Electronic Design Automation (EDA) companies who implementSystemC class libraries and tools, integrated circuit (IC) suppliers who extend those class libraries and useSystemC to model their intellectual property, and end users who use SystemC to model their systems.
 Before the publication of this standard, SystemC was defined by an open-source, proof-of-concept C++library, also known as the reference simulator, available from the Accellera Systems Initiative. In the eventof discrepancies between the behavior of the reference simulator and statements made in this standard, thisstandard shall be taken to be definitive.
 This standard is not intended to serve as a user’s guide or to provide an introduction to SystemC. Readersrequiring a SystemC tutorial or information on the intended use of SystemC should consult the AccelleraSystems Initiative Web site (www.accellera.org) to locate the many books and training classes available.
 Note that the Open Systems Initiative (OSCI) announced in December 2011 its merger with Accellera toform the “Accellera Systems Initiative.” The name of the new organization has been used throughout thisdocument instead of the name “Open SystemC Imitative” or the acronym “OSCI.” The exceptions are instatements that refer to previous OSCI actions, and standards such as “OSCI TLM-2.0.1,” whose nameshave not been changed.
 Notice to users
 Laws and regulations
 Users of these documents should consult all applicable laws and regulations. Compliance with theprovisions of this standard does not imply compliance to any applicable regulatory requirements.Implementers of the standard are responsible for observing or referring to the applicable regulatoryrequirements. IEEE does not, by the publication of its standards, intend to urge action that is not incompliance with applicable laws, and these documents may not be construed as doing so.
 Copyrights
 This document is copyrighted by the IEEE. It is made available for a wide variety of both public and privateuses. These include both use, by reference, in laws and regulations, and use in private self-regulation,standardization, and the promotion of engineering practices and methods. By making this documentavailable for use and adoption by public authorities and private users, the IEEE does not waive any rights incopyright to this document.
 This introduction is not part of IEEE Std 1666-2011, IEEE Standard for Standard SystemC® Language ReferenceManual.
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 Updating of IEEE documents
 Users of IEEE standards should be aware that these documents may be superseded at any time bythe issuance of new editions or may be amended from time to time through the issuance ofamendments, corrigenda, or errata. An official IEEE document at any point in time consists of thecurrent edition of the document together with any amendments, corrigenda, or errata then in effect.In order to determine whether a given document is the current edition and whether it has beenamended through the issuance of amendments, corrigenda, or errata, visit the IEEE StandardsAssociation website at http://ieeexplore.ieee.org/xpl/standards.jsp, or contact the IEEE at the addresslisted previously.
 For more information about the IEEE Standards Association or the IEEE standards development process,visit the IEEE-SA website at http://standards.ieee.org.
 Errata
 Errata, if any, for this and all other standards can be accessed at the following URL: http://standards.ieee.org/findstds/errata/index.html. Users are encouraged to check this URL for errataperiodically.
 Interpretations
 Current interpretations can be accessed at the following URL: http://standards.ieee.org/findstds/interps/index.html.
 Patents
 Attention is called to the possibility that implementation of this standard may require use of subject mattercovered by patent rights. By publication of this standard, no position is taken with respect to the existence orvalidity of any patent rights in connection therewith. The IEEE shall not be responsible for identifyingpatents or patent applications for which a license may be required to implement an IEEE standard or forconducting inquiries into the legal validity or scope of those patents that are brought to its attention.
 http://ieeexplore.ieee.org/xpl/standards.jsp
 http://standards.ieee.org
 http://standards.ieee.org/findstds/interps/index.html
 http://standards.ieee.org/findstds/interps/index.html
 http://standards.ieee.org/findstds/errata/index.html
 http://standards.ieee.org/findstds/errata/index.html
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 IEEE Standard for Standard SystemC® Language Reference Manual
 IMPORTANT NOTICE: This standard is not intended to ensure safety, security, health, orenvironmental protection. Implementers of the standard are responsible for determining appropriatesafety, security, environmental, and health practices or regulatory requirements.
 This IEEE document is made available for use subject to important notices and legal disclaimers. Thesenotices and disclaimers appear in all publications containing this document and may be found under theheading "Important Notice" or "Important Notices and Disclaimers Concerning IEEE Documents." Theycan also be obtained on request from IEEE or viewed at http://standards.ieee.org/IPR/disclaimers.html.
 1. Overview
 1.1 Scope
 This standard defines SystemC®1 with Transaction Level Modeling (TLM) as an ANSI standard C++ classlibrary for system and hardware design.
 1.2 Purpose
 The general purpose of this standard is to provide a C++-based standard for designers and architects whoneed to address complex systems that are a hybrid between hardware and software.
 The specific purpose of this standard is to provide a precise and complete definition of the SystemC classlibrary including a TLM library so that a SystemC implementation can be developed with reference to thisstandard alone. This standard is not intended to serve as a user’s guide or to provide an introduction toSystemC, but it does contain useful information for end users.
 1SystemC® is a registered trademark of the Accellera Systems Initiative.
 http://standards.ieee.org/IPR/disclaimers.html
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 1.3 Subsets
 It is anticipated that tool vendors will create implementations that support only a subset of this standard orthat impose further constraints on the use of this standard. Such implementations are not fully compliantwith this standard but may nevertheless claim partial compliance with this standard and may use the nameSystemC. See also 9.1 for a description of TLM-2.0-compliance.
 1.4 Relationship with C++
 This standard is closely related to the C++ programming language and adheres to the terminology used inISO/IEC 14882:2003.2 This standard does not seek to restrict the usage of the C++ programming language;a SystemC application may use any of the facilities provided by C++, which in turn may use any of thefacilities provided by C. However, where the facilities provided by this standard are used, they shall be usedin accordance with the rules and constraints set out in this standard.
 This standard defines the public interface to the SystemC class library and the constraints on how thoseclasses may be used. The SystemC class library may be implemented in any manner whatsoever, providedonly that the obligations imposed by this standard are honored.
 A C++ class library may be extended using the mechanisms provided by the C++ language. Implementorsand users are free to extend SystemC in this way, provided that they do not violate this standard.
 NOTE—It is possible to create a well-formed C++ program that is legal according to the C++ programming languagestandard but that violates this standard. An implementation is not obliged to detect every violation of this standard.3
 1.5 Guidance for readers
 Readers who are not entirely familiar with SystemC should start with Annex A, “Introduction to SystemC,”which provides a brief informal summary of the subject intended to aid in the understanding of thenormative definitions. Such readers may also find it helpful to scan the examples embedded in the normativedefinitions and to see Annex B, “Glossary.”
 Readers should pay close attention to Clause 3, “Terminology and conventions used in this standard.” Anunderstanding of the terminology defined in Clause 3 is necessary for a precise interpretation of this stan-dard.
 Clause 4, “Elaboration and simulation semantics,” defines the behavior of the SystemC kernel and is centralto an understanding of SystemC. The semantic definitions given in the subsequent clauses detailing theindividual classes are built on the foundations laid in Clause 4.
 The clauses from Clause 5 onward define the public interface to the SystemC class library. The followinginformation is listed for each class:
 a) A C++ source code listing of the class definition
 b) A statement of any constraints on the use of the class and its members
 c) A statement of the semantics of the class and its members
 d) For certain classes, a description of functions, typedefs, and macros associated with the class
 e) Informative examples illustrating both typical and atypical uses of the class
 2Information on references can be found in Clause 2.3Notes in text, tables, and figures are given for information only and do not contain requirements needed to implement the standard.
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 Readers should bear in mind that the primary obligation of a tool vendor is to implement the abstractsemantics defined in Clause 4, using the framework and constraints provided by the class definitions startingin Clause 5.
 The clauses from Clause 9 onward define the public interface to the TLM-2.0 class library, including theclasses of the interoperability layer and the utilities.
 Clause 17 defines the TLM-1 Message passing interface, including tlm_fifo and analysis ports.
 Annex A is intended to aid the reader in the understanding of the structure and intent of the SystemC classlibrary.
 Annex B is a glossary giving informal descriptions of the terms used in this standard.
 Annex C lists the deprecated features, that is, features that were present in version 2.0.1 of the OpenSystemC Initiative (OSCI) open source proof-of-concept SystemC implementation but are not part of thisstandard.
 Annex D lists the changes between IEEE Std 1666-2005 and IEEE 1666-2011.
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 2. Normative references
 The following referenced documents are indispensable for the application of this document (i.e., they mustbe understood and used, so each referenced document is cited in text and its relationship to this document isexplained). For dated references, only the edition cited applies. For undated references, the latest edition ofthe referenced document (including any amendments or corrigenda) applies.
 This standard shall be used in conjunction with the following publications:
 ISO/IEC 14882:2003, Programming Languages—C++.4
 4ISO/IEC publications are available from the ISO Central Secretariat, Case Postale 56, 1 rue de Varembé, CH-1211, Genève 20,Switzerland/Suisse (http://www.iso.ch/). ISO/IEC publications are also available in the United States from Global EngineeringDocuments, 15 Inverness Way East, Englewood, Colorado 80112, USA (http://global.ihs.com/). Electronic copies are available in theUnited States from the American National Standards Institute, 25 West 43rd Street, 4th Floor, New York, NY 10036, USA (http://www.ansi.org/).
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 3. Terminology and conventions used in this standard
 3.1 Terminology
 3.1.1 Shall, should, may, can
 The word shall is used to indicate a mandatory requirement.
 The word should is used to recommend a particular course of action, but it does not impose any obligation.
 The word may is used to mean shall be permitted (in the sense of being legally allowed).
 The word can is used to mean shall be able to (in the sense of being technically possible).
 In some cases, word usage is qualified to indicate on whom the obligation falls, such as an application mayor an implementation shall.
 3.1.2 Implementation, application
 The word implementation is used to mean any specific implementation of the full SystemC, TLM-1, andTLM-2.0 class libraries as defined in this standard, only the public interface of which need be exposed to theapplication.
 The word application is used to mean a C++ program, written by an end user, that uses the SystemC, TLM-1, and TLM-2.0 class libraries, that is, uses classes, functions, or macros defined in this standard.
 3.1.3 Call, called from, derived from
 The term call is taken to mean call directly or indirectly. Call indirectly means call an intermediate functionthat in turn calls the function in question, where the chain of function calls may be extended indefinitely.
 Similarly, called from means called from directly or indirectly.
 Except where explicitly qualified, the term derived from is taken to mean derived directly or indirectly from.Derived indirectly from means derived from one or more intermediate base classes.
 3.1.4 Specific technical terms
 The following terms are sometimes used to refer to classes and sometimes used to refer to objects of thoseclasses. When the distinction is important, the usage of the term may be qualified. For example, a portinstance is an object of a class derived from the class sc_port, whereas a port class is a class derived fromclass sc_port.
 A module is a class derived from the class sc_module.
 A port is either a class derived from the class sc_port or an object of the class sc_port.
 An export is an object of the class sc_export.
 An interface is a class derived from the class sc_interface.
 An interface proper is an abstract class derived from the class sc_interface but not derived from the classsc_object.
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 A primitive channel is a non-abstract class derived from one or more interfaces and also derived from theclass sc_prim_channel.
 A hierarchical channel is a non-abstract class derived from one or more interfaces and also derived from theclass sc_module.
 A channel is a non-abstract class derived from one or more interfaces. A channel may be a primitive channelor a hierarchical channel. If not, it is strongly recommended that a channel be derived from the classsc_object.
 An event is an object of the class sc_event.
 A signal is an object of the class sc_signal.
 A process instance is an object of an implementation-defined class derived from the class sc_object andcreated by one of the three macros SC_METHOD, SC_THREAD, or SC_CTHREAD or by calling thefunction sc_spawn.
 The term process refers to either a process instance or to the member function that is associated with aprocess instance when it is created. The meaning is made clear by the context.
 A static process is a process created during the construction of the module hierarchy or from thebefore_end_of_elaboration callback.
 A dynamic process is a process created from the end_of_elaboration callback or during simulation.
 An unspawned process is a process created by invoking one of the three macros SC_METHOD,SC_THREAD, or SC_CTHREAD. An unspawned process is typically a static process, but it would be adynamic process if invoked from the end_of_elaboration callback.
 A spawned process is a process created by calling the function sc_spawn. A spawned process is typically adynamic process, but it would be a static process if sc_spawn is called before the end of elaboration.
 A process handle is an object of the class sc_process_handle.
 The module hierarchy is the total set of module instances constructed during elaboration. The term issometimes used to include all of the objects instantiated within those modules during elaboration. Themodule hierarchy is a subset of the object hierarchy.
 The object hierarchy is the total set of objects of the class sc_object. Part of the object hierarchy isconstructed during elaboration (the module hierarchy) and includes module, port, primitive channel, andstatic process instances. Part is constructed dynamically and destroyed dynamically during simulation andincludes dynamic process instances (see 5.16). Events do not belong to the object hierarchy, although likeobjects of the class sc_object, events may have a hierarchical name.
 A given instance is within module M if the constructor of the instance is called (explicitly or implicitly) fromthe constructor of module M and if the instance is not within another module instance that is itself withinmodule M.
 A given module is said to contain a given instance if the instance is within that module.
 A child of a given module is an instance that is within that module.
 A parent of a given instance is a module having that instance as a child.
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 A top-level module is a module that is not instantiated within any other module.
 The concepts of elaboration and simulation are defined in Clause 4. The terms during elaboration andduring simulation indicate that an action may happen at that time. The implementation makes a number ofcallbacks to the application during elaboration and simulation. Whether a particular action is allowed withina particular callback cannot be inferred from the terms during elaboration and during simulation alone but isdefined in detail in 4.4. For example, a number of actions that are permitted during elaboration are explicitlyforbidden during the end_of_elaboration callback.
 The term during elaboration includes the construction of the module hierarchy and thebefore_end_of_elaboration callbacks.
 The term during elaboration or simulation includes every phase from the construction of the modulehierarchy up to and including the final delta cycle, but neither includes nor excludes activity subsequent tothe final delta cycle. In other words, use of this term infers nothing about whether specific actions are or arenot permitted after the final delta cycle.
 The term during simulation includes the initialization, evaluation, and update phases and any period whensimulation is paused.
 3.2 Syntactical conventions
 3.2.1 Implementation-defined
 The italicized term implementation-defined is used where part of a C++ definition is omitted from thisstandard. In such cases, an implementation shall provide an appropriate definition that honors the semanticsdefined in this standard.
 3.2.2 Disabled
 The italicized term disabled is used within a C++ class definition to indicate a group of member functionsthat shall be disabled by the implementation so that they cannot be called by an application. The disabledmember functions are typically the default constructor, the copy constructor, or the assignment operator.
 3.2.3 Ellipsis (...)
 An ellipsis, which consists of three consecutive dots (...), is used to indicate that irrelevant or repetitive partsof a C++ code listing or example have been omitted for clarity.
 3.2.4 Class names
 Class names italicized and annotated with a superscript dagger (†) should not be used explicitly within anapplication. Moreover, an application shall not create an object of such a class. It is strongly recommendedthat the given class name be used. However, an implementation may substitute an alternative class name inplace of every occurrence of a particular daggered class name.
 Only the class name is considered here. Whether any part of the definition of the class is implementation-defined is a separate issue.
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 The class names are the following:
 3.2.5 Embolded text
 Embolding is used to enhance readability in this standard but has no significance in SystemC itself.Embolding is used for names of types, classes, functions, and operators in running text and in codefragments where these names are defined. Embolding is never used for uppercase names of macros,constants, and enum literals.
 3.3 Semantic conventions
 3.3.1 Class definitions and the inheritance hierarchy
 An implementation may differ from this standard in that an implementation may introduce additional baseclasses, class members, and friends to the classes defined in this standard. An implementation may modifythe inheritance hierarchy by moving class members defined by this standard into base classes not defined bythis standard. Such additions and modifications may be made as necessary in order to implement thesemantics defined by this standard or in order to introduce additional functionality not defined by thisstandard.
 3.3.2 Function definitions and side-effects
 This standard explicitly defines the semantics of the C++ functions in the SystemC class library. Suchfunctions shall not have any side-effects that would contradict the behavior explicitly mandated by thisstandard. In general, the reader should assume the common-sense rule that if it is explicitly stated that afunction shall perform action A, that function shall not perform any action other than A, either directly or bycalling another function defined in this standard. However, a function may, and indeed in certaincircumstances shall, perform any tasks necessary for resource management, performance optimization, or tosupport any ancillary features of an implementation. As an example of resource management, it is assumedthat a destructor will perform any tasks necessary to release the resources allocated by the correspondingconstructor. As an example of an ancillary feature, an implementation could have the constructor for classsc_module increment a count of the number of module instances in the module hierarchy.
 3.3.3 Functions whose return type is a reference or a pointer
 Many functions in this standard return a reference to an object or a pointer to an object; that is, the returntype of the function is a reference or a pointer. This subclause gives some general rules defining the lifetimeand the validity of such objects.
 sc_bind_proxy† sc_fxnum_bitref† sc_signed_bitref† sc_uint_subref†
 sc_bitref† sc_fxnum_fast_bitref† sc_signed_bitref_r† sc_uint_subref_r†
 sc_bitref_r† sc_fxnum_fast_subref† sc_signed_subref† sc_unsigned_bitref†
 sc_concatref† sc_fxnum_subref† sc_signed_subref_r† sc_unsigned_bitref_r†
 sc_concref† sc_int_bitref† sc_subref† sc_unsigned_subref†
 sc_concref_r† sc_int_bitref_r† sc_subref_r† sc_unsigned_subref_r†
 sc_context_begin† sc_int_subref† sc_switch† sc_value_base†
 sc_event_and_expr† sc_int_subref_r† sc_uint_bitref† sc_vector_iter†
 sc_event_or_expr† sc_sensitive† sc_uint_bitref_r†
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 An object returned from a function by pointer or by reference is said to be valid during any period in whichthe object is not deleted and the value or behavior of the object remains accessible to the application. If anapplication refers to the returned object after it ceases to be valid, the behavior of the implementation shallbe undefined.
 3.3.3.1 Functions that return *this or an actual argument
 In certain cases, the object returned is either an object (*this) returned by reference from its own memberfunction (for example, the assignment operators), or it is an object that was passed by reference as an actualargument to the function being called [for example, std::ostream& operator<< (std::ostream&, constT&)]. In either case, the function call itself places no additional obligations on the implementation concern-ing the lifetime and validity of the object following return from the function call.
 3.3.3.2 Functions that return const char*
 Certain functions have the return type const char*; that is, they return a pointer to a null-terminatedcharacter string. Such strings shall remain valid until the end of the program with the exception of memberfunction sc_process_handle::name and member functions of class sc_report, where the implementation isonly required to keep the string valid while the process handle or report object itself is valid.
 3.3.3.3 Functions that return a reference or pointer to an object in the module hierarchy
 Certain functions return a reference or pointer to an object that forms part of the module hierarchy or aproperty of such an object. The return types of these functions include the following:
 a) sc_interface * // Returns a channel
 b) sc_event& // Returns an event
 c) sc_event_finder& // Returns an event finder
 d) sc_time& // Returns a property of primitive channel sc_clock
 The implementation is obliged to ensure that the returned object is valid either until the channel, event, orevent finder is deleted explicitly by the application or until the destruction of the module hierarchy,whichever is sooner.
 3.3.3.4 Functions that return a reference or pointer to a transient object
 Certain functions return a reference or pointer to an object that may be deleted by the application or theimplementation before the destruction of the module hierarchy. The return types of these functions includethe following:
 a) sc_object *
 b) sc_event *
 c) sc_attr_base *
 d) std::string& // Property of an attribute object
 The functions concerned are the following:
 sc_object* sc_process_handle::get_parent_object() const;sc_object* sc_process_handle::get_process_object() const;sc_object* sc_object::get_parent_object() const;sc_object* sc_event::get_parent_object() const;sc_object* sc_find_object( const char* );sc_event* sc_find_event( const char* );sc_attr_base* sc_object::get_attribute( const std::string& );
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 const sc_attr_base* sc_object::get_attribute( const std::string& ) const;sc_attr_base* sc_object::remove_attribute( const std::string& );const std::string& sc_attr_base::name() const;
 The implementation is only obliged to ensure that the returned reference is valid until the sc_object,sc_event, sc_attr_base, or std::string object itself is deleted.
 Certain functions return a reference to an object that represents a transient collection of other objects, wherethe application may add or delete objects before the destruction of the module hierarchy such that thecontents of the collection would be modified. The return types of these functions include the following:
 a) std::vector< sc_object * > &
 b) std::vector< sc_event * > &
 c) sc_attr_cltn *
 The functions concerned are the following:
 virtual const std::vector<sc_object*>& sc_module::get_child_objects() const;virtual const std::vector<sc_event*>& sc_module::get_child_events() const;const std::vector<sc_object*>& sc_process_handle::get_child_objects() const;const std::vector<sc_event*>& sc_process_handle::get_child_events() const;virtual const std::vector<sc_object*>& sc_object::get_child_objects() const;virtual const std::vector<sc_event*>& sc_object::get_child_events() const;const std::vector<sc_object*>& sc_get_top_level_objects();const std::vector<sc_event*>& sc_get_top_level_events();sc_attr_cltn& sc_object::attr_cltn();const sc_attr_cltn& sc_object::attr_cltn() const;
 The implementation is only obliged to ensure that the returned object (the vector or collection) is itself validuntil an sc_object, an sc_event, or an attribute is added or deleted that would affect the collection returnedby the function if it were to be called again.
 3.3.3.5 Functions sc_time_stamp and sc_signal::read
 The implementation is obliged to keep the object returned from function sc_time_stamp valid until the startof the next timed notification phase.
 The implementation is obliged to keep the object returned from function sc_signal::read valid until the endof the current evaluation phase.
 For both functions, it is strongly recommended that the application be written in such a way that it wouldhave identical behavior, whether these functions return a reference to an object or return the same object byvalue.
 3.3.4 Namespaces and internal naming
 An implementation shall place every declaration specified by this standard, with the one exception ofsc_main, within one of the five namespaces sc_core, sc_dt, sc_unnamed, tlm, and tlm_utils. The corelanguage and predefined channels shall be placed in the namespace sc_core. The SystemC data types propershall be placed in the namespace sc_dt. The SystemC utilities are divided between the two namespacessc_core and sc_dt.

Page 35
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 11Copyright © 2012 IEEE. All rights reserved.
 It is recommended that an implementation use nested namespaces within sc_core and sc_dt in order toreduce to a minimum the number of implementation-defined names in these two namespaces. The names ofany such nested namespaces shall be implementation-defined.
 In general, the choice of internal, implementation-specific names within an implementation can causenaming conflicts within an application. It is up to the implementor to choose names that are unlikely to causenaming conflicts within an application.
 3.3.5 Non-compliant applications and errors
 In the case where an application fails to meet an obligation imposed by this standard, the behavior of theSystemC implementation shall be undefined in general. When this results in the violation of a diagnosablerule of the C++ standard, the C++ implementation will issue a diagnostic message in conformance with theC++ standard.
 When this standard explicitly states that the failure of an application to meet a specific obligation is an erroror a warning, the SystemC implementation shall generate a diagnostic message by calling the functionsc_report_handler::report. In the case of an error, the implementation shall call function report with aseverity of SC_ERROR. In the case of a warning, the implementation shall call function report with aseverity of SC_WARNING.
 An implementation or an application may choose to suppress run-time error checking and diagnosticmessages because of considerations of efficiency or practicality. For example, an application may callmember function set_actions of class sc_report_handler to take no action for certain categories of report.An application that fails to meet the obligations imposed by this standard remains in error.
 There are cases where this standard states explicitly that a certain behavior or result is undefined. Thisstandard places no obligations on the implementation in such a circumstance. In particular, such a circum-stance may or may not result in an error or a warning.
 3.4 Notes and examples
 Notes appear at the end of certain subclauses, designated by the uppercase word NOTE. Notes oftendescribe the consequences of rules defined elsewhere in this standard. Certain subclauses include examplesconsisting of fragments of C++ source code. Such notes and examples are informative to help the reader butare not an official part of this standard.
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 4. Elaboration and simulation semantics
 An implementation of the SystemC class library includes a public shell consisting of those predefinedclasses, functions, macros, and so forth that can be used directly by an application. Such features are definedin Clause 5, Clause 6, Clause 7, and Clause 8 of this standard. An implementation also includes a privatekernel that implements the core functionality of the class library. The underlying semantics of the kernel aredefined in this clause.
 The execution of a SystemC application consists of elaboration followed by simulation. Elaboration resultsin the creation of the module hierarchy. Elaboration involves the execution of application code, the publicshell of the implementation (as mentioned in the preceding paragraph), and the private kernel of theimplementation. Simulation involves the execution of the scheduler, part of the kernel, which in turn mayexecute processes within the application.
 In addition to providing support for elaboration and implementing the scheduler, the kernel may alsoprovide implementation-specific functionality beyond the scope of this standard. As an example of suchfunctionality, the kernel may save the state of the module hierarchy after elaboration and run or restartsimulation from that point, or it may support the graphical display of state variables on-the-fly duringsimulation.
 The phases of elaboration and simulation shall run in the following sequence:
 a) Elaboration—Construction of the module hierarchy
 b) Elaboration—Callbacks to function before_end_of_elaboration
 c) Elaboration—Callbacks to function end_of_elaboration
 d) Simulation—Callbacks to function start_of_simulation
 e) Simulation—Initialization phase
 f) Simulation—Evaluation, update, delta notification, and timed notification phases (repeated)
 g) Simulation—Callbacks to function end_of_simulation
 h) Simulation—Destruction of the module hierarchy
 4.1 Elaboration
 The primary purpose of elaboration is to create internal data structures within the kernel as required tosupport the semantics of simulation. During elaboration, the parts of the module hierarchy (modules, ports,primitive channels, and processes) are created, and ports and exports are bound to channels.
 The actions stated in the following subclauses can occur during elaboration and only during elaboration.
 NOTE 1—Because these actions can only occur during elaboration, SystemC does not support the dynamic creation ormodification of the module hierarchy during simulation, although it does support dynamic processes.
 NOTE 2—Other actions besides those listed below may occur during elaboration, provided that they do not contradictany statement made in this standard. For example, the objects of class sc_dt::sc_logic may be created during elaborationand spawned processes may be created during elaboration, but the function notify of class sc_event cannot be calledduring elaboration.
 4.1.1 Instantiation
 Instances of the following classes (or classes derived from these classes) may be created during elaborationand only during elaboration. Such instances shall not be deleted before the destruction of the modulehierarchy at the end of simulation.
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 sc_module (see 5.2)sc_port (see 5.12)sc_export (see 5.13)sc_prim_channel (see 5.15)
 An implementation shall permit an application to have zero or one top-level module and may permit morethan one top-level module (see 4.3.4.1 and 4.3.5).
 Instances of class sc_module and class sc_prim_channel may only be created within a module or fromfunction sc_main (or a function called from sc_main), or in the absence of an sc_main (see 4.3.5), in theform of one or more top-level modules. Instances of class sc_port and class sc_export can only be createdwithin a module. It shall be an error to instantiate a module or primitive channel other than as describedabove, or to instantiate a port or export other than within a module.
 The instantiation of a module also implies the construction of objects of class sc_module_name and classsc_sensitive† (see 5.4).
 Although these rules allow for considerable flexibility in instantiating the module hierarchy, it is stronglyrecommended that, wherever possible, module, port, export, and primitive channel instances be datamembers of a module or their addresses be stored in data members of a module. Moreover, the names ofthose data members should match the string names of the instances wherever possible.
 NOTE 1—The four classes sc_module, sc_port, sc_export, and sc_prim_channel are derived from a common baseclass sc_object, and thus, they have some member functions in common (see 5.16).
 NOTE 2—Objects of classes derived from sc_object but not derived from one of these four classes may be instantiatedduring elaboration or simulation, as may objects of user-defined classes.
 Example:
 #include "systemc.h"
 struct Mod: sc_module{
 SC_CTOR(Mod) { }};
 struct S{
 Mod m; // Unusual coding style - module instance within structS(char* name_) : m(name_) {}
 };
 struct Top: sc_module // Five instances of module Mod exist within module Top.{
 Mod m1; // Recommended coding styleMod *m2; // Recommended coding styleS s1;
 SC_CTOR(Top): m1("m1"), // m1.name() returns "top.m1"
 s1("s1") // s1.m.name() returns "top.s1"{
 m2 = new Mod("m2"); // m2->name() returns "top.m2"f();
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 S *s2 = new S("s2"); // s2->m.name() returns "top.s2"}void f() {
 Mod *m3 = new Mod("m3"); // Unusual coding style - not recommended} // m3->name() returns "top.m3"
 };
 int sc_main(int argc, char* argv[]){
 Top top("top");sc_start();return 0;
 }
 4.1.2 Process macros
 An unspawned process instance is a process created by invoking one of the following three process macros:
 SC_METHOD
 SC_THREAD
 SC_CTHREAD
 The name of a member function belonging to a class derived from class sc_module shall be passed as anargument to the macro. This member function shall become the function associated with the processinstance.
 Unspawned processes can be created during elaboration or from the end_of_elaboration callback. Spawnedprocesses may be created by calling the function sc_spawn during elaboration or simulation.
 The purpose of the process macros is to register the associated function with the kernel such that thescheduler can call back that member function during simulation. It is also possible to use spawned processesfor this same purpose. The process macros are provided for backward compatibility with earlier versions ofSystemC and to provide clocked threads for hardware synthesis.
 4.1.3 Port binding and export binding
 Port instances can be bound to channel instances, to other port instances, or to export instances. Exportinstances can be bound to channel instances or to other export instances but not to port instances. Portbinding is an asymmetrical relationship, and export binding is an asymmetrical relationship. If a port isbound to a channel, it is not true to say that the channel is bound to the port. Rather, it is true to say that thechannel is the channel to which the port is bound.
 Ports can be bound by name or by position. Named port binding is performed by a member function of classsc_port (see 5.12.7). Positional port binding is performed by a member function of class sc_module (see5.2.19). Exports can only be bound by name. Export binding is performed by a member function of classsc_export (see 5.13.7).
 A given port instance shall not be bound both by name and by position.
 A port should typically be bound within the parent of the module instance containing that port. Hence, whenport A is bound to port B, the module containing port A will typically be instantiated within the modulecontaining port B. An export should typically be bound within the module containing the export. A portshould typically be bound to a channel or a port that lies within the same module in which the port is bound
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 or to an export within a child module. An export should typically be bound to a channel that lies within thesame module in which the export is bound or to an export within a child module.
 When port A is bound to port B, and port B is bound to channel C, the effect shall be the same as if port Awere bound directly to channel C. Wherever this standard refers to port A being bound to channel C, it shallbe assumed this means that port A is bound either directly to channel C or to another port that is itself boundto channel C according to this very same rule. This same rule shall apply when binding exports.
 Port and export binding can occur during elaboration and only during elaboration. Whether a port need bebound is dependent on the port policy argument of the port instance, whereas every export shall be boundexactly once. A module may have zero or more ports and zero or more exports. If a module has no ports, no(positional) port bindings are necessary or permitted for instances of that module. Ports may be bound (byname) in any sequence. The binding of ports belonging to different module instances may be interleaved.Since a port may be bound to another port that has not yet itself been bound, the implementation may deferthe completion of port binding until a later time during elaboration, whereas exports shall be boundimmediately. Such deferred port binding shall be completed by the implementation before the callbacks tofunction end_of_elaboration.
 The channel to which a port is bound shall not be deleted before the destruction of the module hierarchy atthe end of simulation.
 Where permitted in the definition of the port object, a single port can be bound to multiple channel or portinstances. Such ports are known as multiports (see 5.12.3). An export can only be bound once. It shall be anerror to bind a given port instance to a given channel instance more than once, even if the port is a multiport.
 When a port is bound to a channel, the kernel shall call the member function register_port of the channel.There is no corresponding function called when an export is bound (see 5.14).
 The purpose of port and export binding is to enable a port or export to forward interface method calls madeduring simulation to the channel instances to which that port was bound during elaboration. This forwardingis performed during simulation by member functions of the class sc_port and the class sc_export, such asoperator->. A port requires the services defined by an interface (that is, the type of the port), whereas anexport provides the services defined by an interface (that is, the type of the export).
 NOTE 1—A phrase such as bind a channel to a port is not used in this standard. However, it is recognized that such aphrase may be used informally to mean bind a port to a channel.
 NOTE 2—A port of a child module instance can be bound to an export of that same child module instance.
 NOTE 3—The member function register_port is defined in the class sc_interface from which every channel is derived.
 4.1.4 Setting the time resolution
 The simulation time resolution can be set during elaboration and only during elaboration. The timeresolution is set by calling the function sc_set_time_resolution (see 5.11.3).
 NOTE—Time resolution can only be set globally. There is no concept of a local time resolution.
 4.2 Simulation
 This subclause defines the behavior of the scheduler and the semantics of simulated time and processexecution.
 The primary purpose of the scheduler is to trigger or resume the execution of the processes that the usersupplies as part of the application. The scheduler is event-driven, meaning that processes are executed in
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 response to the occurrence of events. Events occur (are notified) at precise points in simulation time. Eventsare represented by objects of the class sc_event, and by this class alone (see 5.10).
 Simulation time is an integer quantity. Simulation time is initialized to zero at the start of simulation andincreases monotonically during simulation. The physical significance of the integer value representing timewithin the kernel is determined by the simulation time resolution. Simulation time and time intervals arerepresented by class sc_time. Certain functions allow time to be expressed as a value pair having thesignature double,sc_time_unit (see 5.11.1).
 The scheduler can execute a spawned or unspawned process instance as a consequence of one of thefollowing five causes, and these alone:
 — In response to the process instance having been made runnable during the initialization phase (see4.2.1.1)
 — In response to a call to function sc_spawn during simulation
 — In response to the occurrence of an event to which the process instance is sensitive
 — In response to a time-out having occurred
 — In response to a call to a process control member function of the class sc_process_handle.
 The sensitivity of a process instance is the set of events and time-outs that can potentially cause the processto be resumed or triggered. The static sensitivity of an unspawned process instance is fixed duringelaboration. The static sensitivity of a spawned process instance is fixed when the function sc_spawn iscalled. The dynamic sensitivity of a process instance may vary over time under the control of the processitself. A process instance is said to be sensitive to an event if the event has been added to the static sensitivityor dynamic sensitivity of the process instance. A time-out occurs when a given time interval has elapsed.
 The scheduler shall also manage event notifications and primitive channel update requests.
 4.2.1 The scheduling algorithm
 The semantics of the scheduling algorithm are defined in the following subclauses. For the sake of clarity,imperative language is used in this description. The description of the scheduling algorithm uses thefollowing four sets:
 — The set of runnable processes
 — The set of update requests
 — The set of delta notifications and time-outs
 — The set of timed notifications and time-outs
 An implementation may substitute an alternative scheme, provided the scheduling semantics given here areretained.
 A process instance shall not appear more than once in the set of runnable processes. An attempt to add to thisset a process instance that is already runnable shall be ignored.
 An update request results from, and only from, a call to member function request_update orasync_request_update of class sc_prim_channel (see 5.15.6).
 An immediate notification results from, and only from, a call to member function notify of class sc_eventwith no arguments (see 5.10.6).
 A delta notification results from, and only from, a call to member function notify of class sc_event with azero-valued time argument.
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 A timed notification results from, and only from, a call to member function notify of class sc_event with anon-zero-valued time argument. The time argument determines the time of the notification, relative to thetime when function notify is called.
 A time-out results from, and only from, certain calls to functions wait or next_trigger, which are memberfunctions of class sc_module, member functions of class sc_prim_channel, and non-member functions. Atime-out resulting from a call with a zero-valued time argument is added to the set of delta notifications andtime-outs. A time-out resulting from a call with a non-zero-valued time argument is added to the set of timednotifications and time-outs (see 5.2.17 and 5.2.18).
 The scheduler starts by executing the initialization phase.
 4.2.1.1 Initialization phase
 Perform the following three steps in the order given:
 a) Run the update phase as defined in 4.2.1.3 but without continuing to the delta notification phase.
 b) Add every method and thread process instance in the object hierarchy to the set of runnableprocesses, but exclude those process instances for which the function dont_initialize has beencalled, and exclude clocked thread processes.
 c) Run the delta notification phase, as defined in 4.2.1.4. At the end of the delta notification phase, goto the evaluation phase.
 NOTE—The update and delta notification phases are necessary because update requests can be created duringelaboration in order to set initial values for primitive channels, for example, from function initialize of class sc_inout.
 4.2.1.2 Evaluation phase
 From the set of runnable processes, select a process instance, remove it from the set, and only then trigger orresume its execution. Run the process instance immediately and without interruption up to the point where iteither returns or, in the case of a thread or clocked thread process, calls the function wait or calls the memberfunction suspend of a process handle associated with the process instance itself.
 Since process instances execute without interruption, only a single process instance can be running at anyone time, and no other process instance can execute until the currently executing process instance hasyielded control to the kernel. A process shall not pre-empt or interrupt the execution of another process. Thisis known as co-routine semantics or co-operative multitasking.
 The order in which process instances are selected from the set of runnable processes is implementation-defined. However, if a specific version of a specific implementation runs a specific application using aspecific input data set, the order of process execution shall not vary from run to run.
 A process may execute an immediate notification, in which case all process instances that are currentlysensitive to the notified event shall be added to the set of runnable processes. Such process instances shall beexecuted in the current evaluation phase. The currently executing process instance shall not be added to theset of runnable processes as the result of an immediate notification executed by the process instance itself.
 A process may call function sc_spawn to create a spawned process instance, in which case the new processinstance shall be added to the set of runnable processes (unless function sc_spawn_options::dont_initializeis called) and subsequently executed in this very same evaluation phase.
 A process may call the member function request_update or async_request_update of a primitive channel,which will cause the member function update of that same primitive channel to be called back during thevery next update phase.
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 A process may call a process control member function of the class sc_process_handle, which may cause aprocess instance to become runnable in the current evaluation phase or may remove a process instance fromthe set of runnable processes.
 Repeat this step until the set of runnable processes is empty; then go on to the update phase.
 The scheduler is not pre-emptive. An application can assume that a method process will execute in itsentirety without interruption, and a thread or clocked thread process will execute the code between twoconsecutive calls to function wait without interruption.
 Because the order in which processes are run within the evaluation phase is not under the control of theapplication, access to shared storage should be explicitly synchronized to avoid non-deterministic behavior.
 An implementation running on a machine that provides hardware support for concurrent processes maypermit two or more processes to run concurrently, provided that the behavior appears identical to the co-routine semantics defined in this subclause. In other words, the implementation would be obliged to analyzeany dependencies between processes and to constrain their execution to match the co-routine semantics.
 When an immediate notification occurs, only processes that are currently sensitive to the notified event shallbe made runnable. This excludes processes that are only made dynamically sensitive to the notified eventlater in the same evaluation phase, unless those processes happen to be statically sensitive to the given event.
 4.2.1.3 Update phase
 Execute any and all pending calls to function update resulting from calls to function request_update madein the immediately preceding evaluation phase or made during elaboration if the update phase is executed aspart of the initialization phase or resulting from calls to function async_request_update. Function updateshall be called no more than once for each primitive channel instance in each update phase.
 If no remaining pending calls to function update exist, go on to the delta notification phase (except whenexecuted from the initialization phase).
 4.2.1.4 Delta notification phase
 If pending delta notifications or time-outs exist (which can only result from calls to function notify orfunction wait in the immediately preceding evaluation phase or update phase):
 a) Determine which process instances are sensitive to these events or time-outs.
 b) Add all such process instances to the set of runnable processes.
 c) Remove all such notifications and time-outs from the set of delta notifications and time-outs.
 If, at the end of the delta notification phase, the set of runnable processes is non-empty, go back to theevaluation phase.
 4.2.1.5 Timed notification phase
 If pending timed notifications or time-outs exist:
 a) Advance simulation time to the time of the earliest pending timed notification or time-out.
 b) Determine which process instances are sensitive to the events notified and time-outs lapsing at thisprecise time.
 c) Add all such process instances to the set of runnable processes.
 d) Remove all such notifications and time-outs from the set of timed notifications and time-outs.
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 If no pending timed notifications or time-outs exist, the end of simulation has been reached. So, exit thescheduler.
 If, at the end of the timed notification phase, the set of runnable processes is non-empty, go back to theevaluation phase.
 NOTE—On exiting the scheduler, the value of the simulation time will depend on how the scheduler was invoked (see4.3.4.2).
 4.2.2 Initialization, cycles, and pauses in the scheduling algorithm
 A delta cycle is a sequence of steps in the scheduling algorithm consisting of the following steps in the ordergiven:
 a) An evaluation phase
 b) An update phase
 c) A delta notification phase
 The initialization phase does not include a delta cycle.
 Update requests may be created during elaboration or before the initialization phase, and they shall bescheduled to execute in the update phase during the initialization phase.
 Delta notifications and timed notifications may be created during elaboration or before the initializationphase. Such delta notifications shall be scheduled to occur in the delta notification phase during theinitialization phase.
 The scheduler repeatedly executes whole delta cycles and may cease execution at the boundary between thedelta notification and evaluation phases. The only circumstances in which the scheduler can cease executionother than at this boundary are after a call to function sc_stop, when an exception is thrown, or whensimulation is stopped or aborted by the report handler (see 8.3).
 When sc_pause is called, the scheduler shall cease execution at the end of a delta notification phase, and if itis to resume execution, the scheduler shall resume at the start of the next evaluation phase.
 An application may create update requests and event notifications while the scheduler is paused, and theseshall be treated by the scheduler as if they had been created in the evaluation phase immediately followingresumption, in the following sense: update requests shall be queued to be executed in the first update phasefollowing resumption, immediate notifications shall make any sensitive processes runnable in the firstevaluation phase, and delta notifications shall make any sensitive processes runnable in the secondevaluation phase following resumption.
 Update requests created before the initialization phase or while the scheduler is paused shall not beassociated with any process instance with respect to the rules for updating the state of any primitive channel,for example, the writer policy of sc_signal.
 NOTE 1—The scheduling algorithm implies the existence of three causal loops resulting from immediate notification,delta notification, and timed notification, as follows:
 — The immediate notification loop is restricted to a single evaluation phase.
 — The delta notification loop takes the path of an evaluation phase, followed by an update phase, followed by adelta notification phase, and back to an evaluation phase. This loop advances simulation by one delta cycle.
 — The timed notification loop takes the path of an evaluation phase, followed by an update phase, followed by adelta notification phase, followed by a timed notification phase, and back to an evaluation phase. This loopadvances simulation time.
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 NOTE 2—The immediate notification loop is non-deterministic in the sense that process execution can be interleavedwith immediate notification, and the order in which runnable processes are executed is undefined.
 NOTE 3—The delta notification and timed notification loops are deterministic in the sense that process executionalternates with primitive channel updates. If, within a particular application, inter-process communication is confined tousing only deterministic primitive channels, the behavior of the application will be independent of the order in which theprocesses are executed within the evaluation phase (assuming no other explicit dependencies on process order such asexternal input or output exist).
 4.3 Running elaboration and simulation
 An implementation shall provide either or both of the following two mechanisms for running elaborationand simulation:
 — Under application control using functions sc_main and sc_start
 — Under control of the kernel
 Both mechanisms are defined in the following subclauses. An implementation is not obliged to provide bothmechanisms.
 4.3.1 Function declarations
 namespace sc_core {
 int sc_elab_and_sim( int argc, char* argv[] );int sc_argc();const char* const* sc_argv();
 enum sc_starvation_policy { SC_RUN_TO_TIME, SC_EXIT_ON_STARVATION
 };
 void sc_start(); void sc_start( const sc_time&, sc_starvation_policy p = SC_RUN_TO_TIME ); void sc_start( double , sc_time_unit, sc_starvation_policy p = SC_RUN_TO_TIME );
 }
 4.3.2 Function sc_elab_and_sim
 The function main that is the entry point of the C++ program may be provided by the implementation or bythe application. If function main is provided by the implementation, function main shall initiate themechanisms for elaboration and simulation as described in this subclause. If function main is provided bythe application, function main shall call the function sc_elab_and_sim, which is the entry point into theSystemC implementation.
 The implementation shall provide a function sc_elab_and_sim with the following declaration:
 int sc_elab_and_sim( int argc, char* argv[] );
 Function sc_elab_and_sim shall initiate the mechanisms for running elaboration and simulation. Theapplication should pass the values of the parameters from function main as arguments to functionsc_elab_and_sim. Whether the application may call function sc_elab_and_sim more than once isimplementation-defined.
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 A return value of 0 from function sc_elab_and_sim shall indicate successful completion. Animplementation may use other return values to indicate other termination conditions.
 NOTE—Function sc_elab_and_sim was named sc_main_main in an earlier version of SystemC.
 4.3.3 Functions sc_argc and sc_argv
 The implementation shall provide functions sc_argc and sc_argv with the following declarations:
 int sc_argc();const char* const* sc_argv();
 These two functions shall return the values of the arguments passed to function main or functionsc_elab_and_sim.
 4.3.4 Running under application control using functions sc_main and sc_start
 The application provides a function sc_main and calls the function sc_start, as defined in 4.3.4.1 and4.3.4.2.
 4.3.4.1 Function sc_main
 An application shall provide a function sc_main in the global namespace with the following declaration.The order and types of the arguments and the return type shall be as shown here:
 int sc_main( int argc, char* argv[] );
 This function shall be called once from the kernel and is the only entry point into the application. Thearguments argc and argv[] are command-line arguments. The implementation may pass the values of C++command-line arguments (as passed to function main) through to function sc_main. The choice of whichC++ command-line arguments to pass is implementation-defined.
 Elaboration consists of the execution of the sc_main function from the start of sc_main to the pointimmediately before the first call to the function sc_start.
 A return value of 0 from function sc_main shall indicate successful completion. An application may useother return values to indicate other termination conditions.
 NOTE 1—As a consequence of the rules defined in 4.1, before calling function sc_start for the first time, the functionsc_main may instantiate modules, instantiate primitive channels, bind the ports and exports of module instances tochannels, and set the time resolution. More than one top-level module may exist.
 NOTE 2—Throughout this standard, the term call is taken to mean call directly or indirectly. Hence, function sc_startmay be called indirectly from function sc_main by another function or functions.
 4.3.4.2 Function sc_start
 The implementation shall provide a function sc_start in the namespace sc_core, overloaded with the follow-ing signatures:
 void sc_start(); void sc_start( const sc_time&, sc_starvation_policy p = SC_RUN_TO_TIME ); void sc_start( double , sc_time_unit, sc_starvation_policy p = SC_RUN_TO_TIME );
 The behavior of the latter function shall be equivalent to the following definition:
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 void sc_start( double d, sc_time_unit t, sc_starvation_policy p ) { sc_start( sc_time(d, t), p ); }
 When called for the first time, function sc_start shall start the scheduler, which shall run up to thesimulation time passed as an argument (if an argument was passed), unless otherwise interrupted, and asdetermined by the starvation policy argument. The scheduler shall execute the initialization phase beforeexecuting the first evaluation phase, as described in 4.2.1.1.
 When called on the second and subsequent occasions, function sc_start shall resume the scheduler from thetime it had reached at the end of the previous call to sc_start. The scheduler shall run for the time passed asan argument (if an argument was passed), relative to the current simulation time, unless otherwiseinterrupted, and as determined by the starvation policy argument. The scheduler shall execute from theevaluation phase of a new delta cycle, as described in 4.2.2.
 When a time is passed as an argument, the scheduler shall execute up to and including the latest timednotification phase with simulation time less than or equal to the end time (calculated by adding the timegiven as an argument to the simulation time when function sc_start is called). On return from sc_start, ifthe argument of type sc_starvation_policy has the value SC_RUN_TO_TIME, the implementation shall setsimulation time equal to the end time, regardless of the time of the most recent event notification or time-out. If the argument of type sc_starvation_policy has the value SC_EXIT_ON_STARVATION, theimplementation shall set simulation time equal to the time of the most recent event notification or time-out,which may be less than the end time.
 When function sc_start is called without any arguments, the scheduler shall run until there is no remainingactivity, unless otherwise interrupted. In other words, except when sc_stop or sc_pause have been called oran exception has been thrown, control shall only be returned from sc_start when the set of runnableprocesses, the set of update requests, the set of delta notifications and time-outs, and the set of timednotifications and time-outs are all empty. On return from sc_start, the implementation shall set simulationtime equal to the time of the most recent event notification or time-out.
 When function sc_start is called with a zero-valued time argument, the scheduler shall run for one deltacycle, that is, an evaluation phase, an update phase, and a delta notification phase, in that order. The value ofthe starvation policy argument shall be ignored. Simulation time shall not be advanced. If this is the first callto sc_start, the scheduler shall execute the initialization phase before executing the evaluation phase, asdescribed in 4.2.1.1. If, when sc_start is called with a zero-valued time argument, the set of runnableprocesses is empty, the set of update requests is empty, and the set of delta notifications and time-outs isempty; that is, if sc_pending_activity_at_current_time() == false, the implementation shall issue awarning and the value returned from sc_delta_count shall not be incremented.
 Once started, the scheduler shall run until either it reaches the end time, there is no remaining activity, or theapplication calls the function sc_pause or sc_stop, an exception occurs, or simulation is stopped or abortedby the report handler (see 8.3). If the function sc_pause has been called, function sc_start may be calledagain. Once the function sc_stop has been called, function sc_start shall not be called again. If neithersc_pause nor sc_stop have been called, the implementation shall insert an implicit call to sc_pause beforereturning control from function sc_start, and function sc_start may be called again.
 Update requests, timed notifications, and delta notifications may be created before the first call to sc_start,but immediate notifications shall not be created before the first call to sc_start. Update requests and eventnotifications, including immediate notifications, may be created between or after calls to sc_start.
 Function sc_start may be called from function sc_main, and only from function sc_main.
 Applications are recommended to call function sc_stop before returning control from sc_main to ensure thatthe end_of_simulation callbacks are called (see 4.4.4).
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 Example:
 int sc_main( int argc, char* argv[] ) {
 Top top("top"); // Instantiate module hierarchy
 sc_start(100, SC_NS); // Run for exactly 100 ns sc_start(); // Run until no more activity
 if (sc_get_status() == SC_PAUSED) { SC_REPORT_INFO("", "sc_stop called to terminate a paused simulation"); sc_stop();
 }
 return 0; }
 NOTE—When the scheduler is paused between successive calls to function sc_start, the set of runnable processes doesnot need to be empty.
 4.3.5 Running under control of the kernel
 Elaboration and simulation may be initiated under the direct control of the kernel, in which case theimplementation shall not call the function sc_main, and the implementation is not obliged to provide afunction sc_start.
 An implementation may permit more than one top-level module, but it is not obliged to do so.
 In this case, the mechanisms used to initiate elaboration and simulation and to identify top-level modules areimplementation-defined.
 In this case, an implementation shall honor all obligations set out in this standard with the exception of thosein 4.3.4.
 4.4 Elaboration and simulation callbacks
 Four callback functions are called by the kernel at various stages during elaboration and simulation. Theyhave the following declarations:
 virtual void before_end_of_elaboration();virtual void end_of_elaboration();virtual void start_of_simulation();virtual void end_of_simulation();
 The implementation shall define each of these four callback functions as member functions of the classessc_module, sc_port, sc_export, and sc_prim_channel, and each of these definitions shall have emptyfunction bodies. The implementation also overrides various of these functions as member functions ofvarious predefined channel and port classes and having specific behaviors (see Clause 6). An applicationmay override any of these four functions in any class derived from any of the classes mentioned in thisparagraph. If an application overrides any such callback function of a predefined class and the callback hasimplementation-defined behavior (for example, sc_in::end_of_elaboration), the application-definedmember function in the derived class may or may not call the implementation-defined function of the baseclass, and the behavior will differ, depending on whether the member function of the base class is called.
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 Within each of the four categories of callback functions, the order in which the callbacks are made forobjects of class sc_module, sc_port, sc_export, and sc_prim_channel shall be implementation-defined.
 The implementation shall make callbacks to all such functions for every instance in the module hierarchy, asdefined in the following subclauses.
 The implementation shall provide the following two functions:
 namespace sc_core {
 bool sc_start_of_simulation_invoked();bool sc_end_of_simulation_invoked();
 }
 Function sc_start_of_simulation_invoked shall return true after and only after all the callbacks to functionstart_of_simulation have executed to completion. Function sc_end_of_simulation_invoked shall returntrue after, and only after, all the callbacks to function end_of_simulation have executed to completion.
 4.4.1 before_end_of_elaboration
 The implementation shall make callbacks to member function before_end_of_elaboration after theconstruction of the module hierarchy defined in 4.3 is complete. Function before_end_of_elaboration mayextend the construction of the module hierarchy by instantiating further modules (and other objects) withinthe module hierarchy.
 The purpose of member function before_end_of_elaboration is to allow an application to perform actionsduring elaboration that depend on the global properties of the module hierarchy and that also need to modifythe module hierarchy. Examples include the instantiation of top-level modules to monitor events buriedwithin the hierarchy.
 The following actions may be performed directly or indirectly from the member functionbefore_end_of_elaboration.
 a) The instantiation of objects of class sc_module, sc_port, sc_export, sc_prim_channel.
 b) The instantiation of objects of other classes derived from class sc_object.
 c) Port binding.
 d) Export binding.
 e) The macros SC_METHOD, SC_THREAD, SC_CTHREAD, and SC_HAS_PROCESS.
 f) The member sensitive and member functions dont_initialize, set_stack_size, reset_signal_is, andasync_reset_signal_is, of the class sc_module.
 g) Calls to event finder functions.
 h) Calls to function sc_spawn to create static, spawned processes.
 i) Calls to member function set_sensitivity of class sc_spawn_options to set the sensitivity of aspawned process using an event, an interface, or an event finder function. A port cannot be usedbecause port binding may have been deferred.
 j) Calls to member functions reset_signal_is and async_reset_signal_is of the classsc_spawn_options.
 k) Calls to member functions request_update or async_request_update of class sc_prim_channel tocreate update requests (for example, by calling member function initialize of class sc_inout).
 l) Calls to member functions notify(const sc_time&) and notify(double,sc_time_unit) of classsc_event to create delta and timed notifications.
 m) Calls to the process control member functions suspend, resume, disable, enable, sync_reset_on,and sync_reset_off of class sc_process_handle.
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 The following constructs shall not be used directly or indirectly within callback before_end_of_elaboration:
 a) Calls to member function notify of class sc_event with an empty argument list to create immediatenotifications
 b) Calls to the process control member functions kill, reset, or throw_it of class sc_process_handle
 The following constructs cannot be used directly within member function before_end_of_elaboration, butthey may be used where permitted within module instances nested within callbacks tobefore_end_of_elaboration:
 a) The macro SC_CTOR
 operator-> and operator[] of class sc_port should not be called from the functionbefore_end_of_elaboration because the implementation may not have completed port binding at the timeof this callback and, hence, these operators may return null pointers. The member function size may return avalue less than its final value.
 Any sc_object instances created from callback before_end_of_elaboration shall be placed at a location inthe module hierarchy as if those instances had been created from the constructor of the module to which thecallback belongs, or to the parent module if the callback belongs to a port, export, or primitive channel. Inother words, it shall be as if the instances were created from the constructor of the object whose callback iscalled.
 Objects instantiated from the member function before_end_of_elaboration may themselves override any ofthe four callback functions, including the member function before_end_of_elaboration itself. Theimplementation shall make all such nested callbacks. An application can assume that every such memberfunction will be called back by the implementation, whatever the context in which the object is instantiated.
 4.4.2 end_of_elaboration
 The implementation shall call member function end_of_elaboration at the very end of elaboration after allcallbacks to before_end_of_elaboration have completed and after the completion of any instantiation orport binding performed by those callbacks and before starting simulation.
 The purpose of member function end_of_elaboration is to allow an application to perform housekeepingactions at the end of elaboration that do not need to modify the module hierarchy. Examples include designrule checking, actions that depend on the number of times a port is bound, and printing diagnostic messagesconcerning the module hierarchy.
 The following actions may be performed directly or indirectly from the callback end_of_elaboration:
 a) The instantiation of objects of classes derived from class sc_object but excluding classessc_module, sc_port, sc_export, and sc_prim_channel
 b) The macros SC_METHOD, SC_THREAD, and SC_HAS_PROCESS
 c) The member sensitive and member functions dont_initialize and set_stack_size of the classsc_module
 d) Calls to function sc_spawn to create dynamic spawned processes
 e) Calls to member functions request_update or async_request_update of class sc_prim_channel tocreate update requests (for example, by calling member function write of class sc_inout)
 f) Calls to member functions notify(const sc_time&) and notify(double,sc_time_unit) of classsc_event to create delta and timed notifications
 g) Calls to the process control member functions suspend, resume, disable, enable, sync_reset_on,and sync_reset_off of class sc_process_handle
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 h) Interface method calls using operator-> and operator[] of class sc_port, provided that those callsdo not attempt to perform actions prohibited outside simulation such as event notification
 The following constructs shall not be used directly or indirectly within callback end_of_elaboration:
 a) The instantiation of objects of class sc_module, sc_port, sc_export, sc_prim_channel
 b) Port binding
 c) Export binding
 d) The macros SC_CTOR, SC_CTHREAD
 e) The member functions reset_signal_is and async_reset_signal_is of the class sc_module
 f) Calls to event finder functions
 g) Calls to member function notify of class sc_event with an empty argument list to create immediatenotifications
 h) Calls to the process control member functions kill, reset, or throw_it of class sc_process_handle
 4.4.3 start_of_simulation
 The implementation shall call member function start_of_simulation immediately when the applicationcalls function sc_start for the first time or at the very start of simulation, if simulation is initiated under thedirect control of the kernel. If an application makes multiple calls to sc_start, the implementation shall onlymake the callbacks to start_of_simulation on the first such call to sc_start. The implementation shall callfunction start_of_simulation after the callbacks to end_of_elaboration and before invoking theinitialization phase of the scheduler.
 The purpose of member function start_of_simulation is to allow an application to perform housekeepingactions at the start of simulation. Examples include opening stimulus and response files and printingdiagnostic messages. The intention is that an implementation that initiates elaboration and simulation underdirect control of the kernel (in the absence of functions sc_main and sc_start) shall make the callbacks toend_of_elaboration at the end of elaboration and the callbacks to start_of_simulation at the start ofsimulation.
 The following actions may be performed directly or indirectly from the callback start_of_simulation:
 a) The instantiation of objects of classes derived from class sc_object but excluding classessc_module, sc_port, sc_export, and sc_prim_channel
 b) Calls to function sc_spawn to create dynamic spawned processes
 c) Calls to member functions request_update or async_request_update of class sc_prim_channel tocreate update requests (for example by calling member function write of class sc_inout)
 d) Calls to member functions notify(const sc_time&) and notify(double,sc_time_unit) of classsc_event to create delta and timed notifications
 e) Calls to the process control member functions suspend, resume, disable, enable, sync_reset_on,and sync_reset_off of class sc_process_handle
 f) Interface method calls using operator-> and operator[] of class sc_port, provided that those callsdo not attempt to perform actions prohibited outside simulation such as event notification
 The following constructs shall not be used directly or indirectly within callback start_of_simulation:
 a) The instantiation of objects of class sc_module, sc_port, sc_export, sc_prim_channel
 b) Port binding
 c) Export binding
 d) The macros SC_CTOR, SC_METHOD, SC_THREAD, SC_CTHREAD, and SC_HAS_PROCESS
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 e) The member sensitive and member functions dont_initialize, set_stack_size, reset_signal_is, andasync_reset_signal_is of the class sc_module
 f) Calls to event finder functions
 g) Calls to member function notify of class sc_event with an empty argument list to create immediatenotifications
 h) Calls to the process control member functions kill, reset, or throw_it of class sc_process_handle
 4.4.4 end_of_simulation
 The implementation shall call member function end_of_simulation at the point when the scheduler haltsbecause of the function sc_stop having been called during simulation (see 4.5.3) or at the very end ofsimulation if simulation is initiated under the direct control of the kernel. The end_of_simulation callbacksshall only be called once even if function sc_stop is called multiple times.
 The purpose of member function end_of_simulation is to allow an application to perform housekeepingactions at the end of simulation. Examples include closing stimulus and response files and printingdiagnostic messages. The intention is that an implementation that initiates elaboration and simulation underdirect control of the kernel (in the absence of functions sc_main and sc_start) shall make the callbacks toend_of_simulation at the very end of simulation whether or not function sc_stop has been called.
 As a consequence of the language mechanisms of C++, the destructors of any objects in the modulehierarchy will be called as these objects are deleted at the end of program execution. Any callbacks tofunction end_of_simulation shall be made before the destruction of the module hierarchy. The functionsc_end_of_simulation_invoked may be called by the application within a destructor to determine whetherthe callback has been made.
 The implementation is not obliged to support any of the following actions when made directly or indirectlyfrom the member function end_of_simulation or from the destructors of any objects in the modulehierarchy. Whether any of these actions causes an error is implementation-defined.
 a) The instantiation of objects of classes derived from class sc_object
 b) Calls to function sc_spawn to create dynamic spawned processes
 c) Calls to member functions request_update or async_request_update of class sc_prim_channel tocreate update requests (for example by calling member function write of class sc_inout)
 d) Calls to member function notify of the class sc_event
 4.5 Other functions related to the scheduler
 4.5.1 Function declarations
 namespace sc_core {
 void sc_pause();
 enum sc_stop_mode{
 SC_STOP_FINISH_DELTA , SC_STOP_IMMEDIATE
 };
 extern void sc_set_stop_mode( sc_stop_mode mode );extern sc_stop_mode sc_get_stop_mode();
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 void sc_stop();
 const sc_time& sc_time_stamp();const sc_dt::uint64 sc_delta_count();bool sc_is_running();bool sc_pending_activity_at_current_time();bool sc_pending_activity_at_future_time();bool sc_pending_activity();sc_time sc_time_to_pending_activity();
 enum sc_status{
 SC_ELABORATION = 0x01, SC_BEFORE_END_OF_ELABORATION = 0x02,
 SC_END_OF_ELABORATION = 0x04, SC_START_OF_SIMULATION = 0x08, SC_RUNNING = 0x10, SC_PAUSED = 0x20, SC_STOPPED = 0x40, SC_END_OF_SIMULATION = 0x80
 };
 sc_status sc_get_status(); }
 4.5.2 Function sc_pause
 The implementation shall provide a function sc_pause with the following declaration:
 void sc_pause();
 Function sc_pause shall cause the scheduler to cease execution at the end of the current delta cycle such thatthe scheduler can be resumed again later. If sc_start was called, sc_pause shall cause the scheduler to returncontrol from sc_start at the end of the current delta cycle such that the scheduler can be resumed by asubsequent call to sc_start.
 Function sc_pause shall be non-blocking; that is, the calling function shall continue to execute until it yieldsor returns.
 If the function sc_pause is called during the evaluation phase or the update phase, the scheduler shall com-plete the current delta cycle before ceasing execution; that is, the scheduler shall complete the evaluationphase, the update phase, and the delta notification phase.
 Function sc_pause may be called during elaboration, from function sc_main, or from one of the callbacksbefore_end_of_elaboration, end_of_elaboration, start_of_simulation, or end_of_simulation, in whichcase it shall have no effect and shall be ignored by the implementation.
 If sc_stop has already been called, a call to sc_pause shall have no effect.
 The following operations are permitted while simulation is paused:
 a) The instantiation of objects of a type derived from sc_object provided that instantiation of thoseobjects is permitted during simulation
 b) Calls to function sc_spawn to create dynamic processes

Page 53
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 29Copyright © 2012 IEEE. All rights reserved.
 c) Calls to member functions request_update and async_request_update of class sc_prim_channelto create update requests
 d) Calls to member function notify of class sc_event to create immediate, delta, or timed notifications
 e) Calls to the process control member functions suspend, resume, disable, enable, sync_reset_on,and sync_reset_off of class sc_process_handle
 f) Interface method calls using operator-> and operator[] of class sc_port, provided those functionsdo not themselves perform any operations that are forbidden while simulation is paused
 g) Calls to function sc_stop
 It shall be an error to perform any of the following operations while simulation is paused:
 a) The instantiation of objects of class sc_module, sc_port, sc_export, or sc_prim_channel
 b) Port binding
 c) Export binding
 d) Invocation of the macros SC_METHOD, SC_THREAD, or SC_CTHREAD
 e) Use of the member sensitive of class sc_module to create static sensitivity
 f) Calls to the member functions dont_initialize, set_stack_size, reset_signal_is, orasync_reset_signal_is of the class sc_module
 g) Calls to event finder functions
 h) Calls to the process control member functions kill, reset, or throw_it of class sc_process_handle
 i) Calls to the member functions wait or next_trigger of classes sc_module and sc_prim_channel orto the non-member functions wait or next_trigger
 4.5.3 Function sc_stop, sc_set_stop_mode, and sc_get_stop_mode
 The implementation shall provide functions sc_set_stop_mode, sc_get_stop_mode, and sc_stop with thefollowing declarations:
 enum sc_stop_mode{
 SC_STOP_FINISH_DELTA ,SC_STOP_IMMEDIATE
 };
 extern void sc_set_stop_mode( sc_stop_mode mode );extern sc_stop_mode sc_get_stop_mode();
 void sc_stop();
 The function sc_set_stop_mode shall set the current stop mode to the value passed as an argument. Thefunction sc_get_stop_mode shall return the current stop mode. Function sc_set_stop_mode may be calledduring elaboration or from one of the callbacks before_end_of_elaboration, end_of_elaboration, orstart_of_simulation. If sc_set_stop_mode is called more than once, the most recent call shall takeprecedence. It shall be an error for the application to call function sc_set_stop_mode from the initializationphase onward.
 The function sc_stop may be called by the application from an elaboration or simulation callback, from aprocess, from the member function update of class sc_prim_channel, or from function sc_main. Theimplementation may call the function sc_stop from member function report of class sc_report_handler.
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 A call to function sc_stop shall cause elaboration or simulation to halt as described below and control toreturn to function sc_main or to the kernel. The implementation shall print out a message from functionsc_stop to standard output to indicate that simulation has been halted by this means. The implementationshall make the end_of_simulation callbacks as described in 4.4.4.
 If the function sc_stop is called from one of the callbacks before_end_of_elaboration,end_of_elaboration, start_of_simulation, or end_of_simulation, elaboration or simulation shall halt afterthe current callback phase is complete, that is, after all callbacks of the given kind have been made.
 If the function sc_stop is called during the evaluation phase or the update phase, the scheduler shall halt asdetermined by the current stop mode but in any case before the delta notification phase of the current deltacycle. If the current stop mode is SC_STOP_FINISH_DELTA, the scheduler shall complete both the currentevaluation phase and the current update phase before halting simulation. If the current stop mode isSC_STOP_IMMEDIATE and function sc_stop is called during the evaluation phase, the scheduler shallcomplete the execution of the current process and shall then halt without executing any further processes andwithout executing the update phase. If function sc_stop is called during the update phase, the scheduler shallcomplete the update phase before halting. Whatever the stop mode, simulation shall not halt until thecurrently executing process has yielded control to the scheduler (such as by calling function wait or byexecuting a return statement).
 The default stop mode shall be SC_STOP_FINISH_DELTA.
 It shall be an error for the application to call function sc_start after function sc_stop has been called.
 If function sc_stop is called a second time before or after elaboration or simulation has halted, theimplementation shall issue a warning. If function stop_after of class sc_report_handler has been used tocause sc_stop to be called on the occurrence of a warning, the implementation shall override this report-handling mechanism and shall not make further calls to sc_stop, preventing an infinite regression.
 A call to sc_stop shall take precedence over a call to sc_pause.
 NOTE 1—A function sc_stop shall be provided by the implementation, whether or not the implementors choose toprovide a function sc_start.
 NOTE 2—Throughout this standard, the term call is taken to mean call directly or indirectly. Hence, function sc_stopmay be called indirectly, for example, by an interface method call.
 4.5.4 Function sc_time_stamp
 The implementation shall provide a function sc_time_stamp with the following declaration:
 const sc_time& sc_time_stamp();
 The function sc_time_stamp shall return the current simulation time. During elaboration and initialization,the function shall return a value of zero.
 NOTE—The simulation time can only be modified by the scheduler.
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 4.5.5 Function sc_delta_count
 The implementation shall provide a function sc_delta_count with the following declaration:
 const sc_dt::uint64 sc_delta_count();
 The function sc_delta_count shall return an integer value that is incremented exactly once in each deltacycle in which at least one process is triggered or resumed and, thus, returns a count of the absolute numberof delta cycles that have occurred during simulation, starting from zero, ignoring any delta cycles in whichthere were no runnable processes. The delta count shall be 0 during elaboration, during the initializationphase, and during the first evaluation phase. The delta count shall first be incremented after the evaluationphase of the first whole delta cycle. The delta count shall be incremented between the evaluation phase andthe update phase of each delta cycle in which there were runnable processes.
 A delta cycle in which there are no runnable processes can occur when function sc_start is called with azero-valued time argument or when the scheduler is resumed following a call to sc_pause.
 When the scheduler is resumed following a call to function sc_pause, the delta count shall continue to beincremented as if sc_pause had not been called.
 When the delta count reaches the maximum value of type sc_dt::uint64, the count shall start again fromzero. Hence, the delta count in successive delta cycles might be maxvalue-1, maxvalue, 0, 1, 2, and so on.
 NOTE—This function is intended for use in primitive channels to detect whether an event has occurred by comparingthe delta count with the delta count stored in a variable from an earlier delta cycle. The following code fragment will testwhether a process has been executed in two consecutive delta cycles:
 if (sc_delta_count() == stored_delta_count + 1) { /* consecutive */ }stored_delta_count = sc_delta_count();
 4.5.6 Function sc_is_running
 The implementation shall provide a function sc_is_running with the following declaration:
 bool sc_is_running();
 The function sc_is_running shall return the value true while the scheduler is running or paused, includingthe initialization phase, and shall return the value false during elaboration, during the callbacksstart_of_simulation and end_of_simulation, and on return from sc_start after sc_stop has been called.
 The following relation shall hold:
 sc_assert( sc_is_running() == (sc_get_status() & (SC_RUNNING | SC_PAUSED)) );
 4.5.7 Functions to detect pending activity
 The implementation shall provide four functions to detect pending activity with the following declarations:
 bool sc_pending_activity_at_current_time();bool sc_pending_activity_at_future_time();bool sc_pending_activity();sc_time sc_time_to_pending_activity();
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 The function sc_pending_activity_at_current_time shall return the value true if and only if the set ofrunnable processes is not empty, the set of update requests is not empty, or the set of delta notifications andtime-outs is not empty. By implication, if sc_pending_activity_at_current_time were to return the valuefalse, the next action of the scheduler would be to execute the timed notification phase.
 The function sc_pending_activity_at_future_time shall return the value true if and only if the set of timednotifications and time-outs is not empty.
 The function sc_pending_activity shall return the value true if and only ifsc_pending_activity_at_current_time or sc_pending_activity_at_future_time would return true.
 The function sc_time_to_pending_activity shall return the time until the earliest pending activity,calculated as follows.
 — If sc_pending_activity_at_current_time() == true, the value returned is SC_ZERO_TIME.
 — Otherwise, if sc_pending_activity_at_future_time() == true, the value returned is T -sc_time_stamp(), where T is the time of the earliest timed notification or time-out in the set oftimed notifications and time-outs.
 — Otherwise, the value returned is sc_max_time() - sc_time_stamp().
 These four functions may be called at any time during or following elaboration or simulation.
 The function sc_pending_activity may return false at the end of elaboration. Therefore, care should betaken when calling sc_start in a loop conditional on any of the functions that detect pending activity.
 Example:
 int sc_main( int argc, char* argv[] ){
 // Instantiate top-level module...
 sc_start( SC_ZERO_TIME ); // Run the initialization phase to create pending activity
 while( sc_pending_activity() ) {sc_start( sc_time_to_pending_activity() ); // Run up to the next activity
 }
 return 0;}
 4.5.8 Function sc_get_status
 The implementation shall provide a function sc_get_status with the following declaration:
 sc_status sc_get_status();
 The function sc_get_status shall return one of the eight values of type sc_status to indicate the currentphase of elaboration or simulation as defined by Table 1.
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 When called from before_end_of_elaboration, the function sc_get_status shall returnSC_BEFORE_END_OF_ELABORATION even when called from a constructor (of a module or otherobject) that is called directly or indirectly from before_end_of_elaboration. In other words, sc_get_statuspermits the application to distinguish between the construction of the module hierarchy defined in 4.3 andthe extended construction of the module hierarchy defined in 4.4.1.
 When sc_start is being used, sc_get_status shall return SC_ELABORATION when called before the firstcall to sc_start and shall return either SC_PAUSED or SC_STOPPED when called between or after calls tosc_start.
 If sc_pause and sc_stop have both been called, sc_get_status shall return SC_STOPPED.
 When called from end_of_simulation, the function sc_get_status shall returnSC_END_OF_SIMULATION irrespective of whether sc_pause or sc_stop have been called.
 Example:
 if (sc_get_status() & (SC_RUNNING | SC_PAUSED | SC_STOPPED) ) ...
 Figure 1 shows the possible transitions between the values of type sc_status as returned from functionsc_get_status when called during the various phases of simulation.
 NOTE—When sc_start is not being used, the mechanisms for running elaboration and simulation are implementation-defined, as are the callbacks to end_of_simulation in the absence of a call to sc_stop (see 4.3 and 4.4.4).
 Table 1—Value returned by sc_get_status
 Value When called
 SC_ELABORATION During the construction of the module hierarchy, or if sc_start is being used, before the first call to sc_start
 SC_BEFORE_END_OF_ELABORATION From the callback function before_end_of_elaboration
 SC_END_OF_ELABORATION From the callback function end_of_elaboration
 SC_START_OF_SIMULATION From the callback function start_of_simulation
 SC_RUNNING From the initialization, evaluation, or update phase
 SC_PAUSED When the scheduler is not running and sc_pause has been called
 SC_STOPPED When the scheduler is not running and sc_stop has been called
 SC_END_OF_SIMULATION From the callback function end_of_simulation
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 Figure 1—Transitions between values returned by sc_get_status
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 5. Core language class definitions
 5.1 Class header files
 To use the SystemC class library features, an application shall include either of the C++ header filesspecified in this subclause at appropriate positions in the source code as required by the scope and linkagerules of C++. The TLM-1 and TLM-2.0 classes and TLM-2.0 utilities are in separate header files (see 10.8).
 5.1.1 #include "systemc"
 The header file named systemc shall add the names sc_core, sc_dt, and sc_unnamed to the declarativeregion in which it is included, and these three names only. The header file systemc shall not introduce intothe declarative region in which it is included any other names from this standard or any names from thestandard C or C++ libraries.
 It is recommended that applications include the header file systemc rather than the header file systemc.h.
 Example:
 #include "systemc"using sc_core::sc_module;using sc_core::sc_signal;using sc_core::SC_NS;using sc_core::sc_start;using sc_dt::sc_logic;
 #include <iostream>using std::ofstream;using std::cout;using std::endl;
 5.1.2 #include "systemc.h"
 The header file named systemc.h shall add all of the names from the namespaces sc_core and sc_dt to thedeclarative region in which it is included, together with the name sc_unnamed and selected names from thestandard C or C++ libraries as defined in this subclause. It is recommended that an implementation keep to aminimum the number of additional implementation-specific names introduced by this header file.
 The header file systemc.h is provided for backward compatibility with earlier versions of SystemC and maybe deprecated in future versions of this standard.
 The header file systemc.h shall include at least the following:
 #include "systemc"
 // Using declarations for all the names in the sc_core namespace specified in this standardusing sc_core::sc_module;...
 // Using declarations for all the names in the sc_dt namespace specified in this standardusing sc_dt::sc_int;...
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 // Using declarations for selected names in the standard libraries
 using std::ios;
 using std::streambuf;
 using std::streampos;
 using std::streamsize;
 using std::iostream;
 using std::istream;
 using std::ostream;
 using std::cin;
 using std::cout;
 using std::cerr;
 using std::endl;
 using std::flush;
 using std::dec;
 using std::hex;
 using std::oct;
 using std::fstream;
 using std::ifstream;
 using std::ofstream;
 using std::size_t;
 using std::memchr;
 using std::memcmp;
 using std::memcpy;
 using std::memmove;
 using std::memset;
 using std::strcat;
 using std::strncat;
 using std::strchr;
 using std::strrchr;
 using std::strcmp;
 using std::strncmp;
 using std::strcpy;
 using std::strncpy;
 using std::strcspn;
 using std::strspn;
 using std::strlen;
 using std::strpbrk;
 using std::strstr;
 using std::strtok;
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 5.2 sc_module
 5.2.1 Description
 Class sc_module is the base class for modules. Modules are the principle structural building blocks ofSystemC.
 5.2.2 Class definition
 namespace sc_core {
 class sc_bind_proxy† { implementation-defined };const sc_bind_proxy† SC_BIND_PROXY_NIL;
 class sc_module: public sc_object{
 public:virtual ~sc_module();
 virtual const char* kind() const;
 void operator() ( const sc_bind_proxy†& p001,const sc_bind_proxy†& p002 = SC_BIND_PROXY_NIL,const sc_bind_proxy†& p003 = SC_BIND_PROXY_NIL,... const sc_bind_proxy†& p063 = SC_BIND_PROXY_NIL,const sc_bind_proxy†& p064 = SC_BIND_PROXY_NIL );
 virtual const std::vector<sc_object*>& get_child_objects() const;virtual const std::vector<sc_event*>& get_child_events() const;
 protected:sc_module( const sc_module_name& );sc_module();
 void reset_signal_is( const sc_in<bool>& , bool );void reset_signal_is( const sc_inout<bool>& , bool );void reset_signal_is( const sc_out<bool>& , bool );void reset_signal_is( const sc_signal_in_if<bool>& , bool );
 void async_reset_signal_is( const sc_in<bool>& , bool );void async_reset_signal_is( const sc_inout<bool>& , bool );void async_reset_signal_is( const sc_out<bool>& , bool );void async_reset_signal_is( const sc_signal_in_if<bool>& , bool );
 sc_sensitive† sensitive;
 void dont_initialize();void set_stack_size( size_t );
 void next_trigger();
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 void next_trigger( const sc_event& );void next_trigger( const sc_event_or_list & );void next_trigger( const sc_event_and_list & );void next_trigger( const sc_time& );void next_trigger( double , sc_time_unit );void next_trigger( const sc_time& , const sc_event& );void next_trigger( double , sc_time_unit , const sc_event& );void next_trigger( const sc_time& , const sc_event_or_list &);void next_trigger( double , sc_time_unit , const sc_event_or_list & );void next_trigger( const sc_time& , const sc_event_and_list & );void next_trigger( double , sc_time_unit , const sc_event_and_list & );
 void wait();void wait( int );void wait( const sc_event& );void wait( const sc_event_or_list &);void wait( const sc_event_and_list & );void wait( const sc_time& );void wait( double , sc_time_unit );void wait( const sc_time& , const sc_event& );void wait( double , sc_time_unit , const sc_event& );void wait( const sc_time& , const sc_event_or_list & );void wait( double , sc_time_unit , const sc_event_or_list & );void wait( const sc_time& , const sc_event_and_list & );void wait( double , sc_time_unit , const sc_event_and_list & );
 virtual void before_end_of_elaboration();virtual void end_of_elaboration();virtual void start_of_simulation();virtual void end_of_simulation();
 private: // Disabled sc_module( const sc_module& ); sc_module& operator= ( const sc_module& );
 };
 void next_trigger();void next_trigger( const sc_event& );void next_trigger( const sc_event_or_list & );void next_trigger( const sc_event_and_list & );void next_trigger( const sc_time& );void next_trigger( double , sc_time_unit );void next_trigger( const sc_time& , const sc_event& );void next_trigger( double , sc_time_unit , const sc_event& );void next_trigger( const sc_time& , const sc_event_or_list & );void next_trigger( double , sc_time_unit , const sc_event_or_list & );void next_trigger( const sc_time& , const sc_event_and_list & );void next_trigger( double , sc_time_unit , const sc_event_and_list & );
 void wait();void wait( int );void wait( const sc_event& );void wait( const sc_event_or_list & );
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 void wait( const sc_event_and_list & );void wait( const sc_time& );void wait( double , sc_time_unit );void wait( const sc_time& , const sc_event& );void wait( double , sc_time_unit , const sc_event& );void wait( const sc_time& , const sc_event_or_list & );void wait( double , sc_time_unit , const sc_event_or_list & );void wait( const sc_time& , const sc_event_and_list & );void wait( double , sc_time_unit , const sc_event_and_list & );
 #define SC_MODULE(name) struct name : sc_module#define SC_CTOR(name) implementation-defined; name(sc_module_name)#define SC_HAS_PROCESS(name) implementation-defined#define SC_METHOD(name) implementation-defined#define SC_THREAD(name) implementation-defined#define SC_CTHREAD(name,clk) implementation-defined
 const char* sc_gen_unique_name( const char* );
 typedef sc_module sc_behavior;typedef sc_module sc_channel;
 } // namespace sc_core
 5.2.3 Constraints on usage
 Objects of class sc_module can only be constructed during elaboration. It shall be an error to instantiate amodule during simulation.
 Every class derived (directly or indirectly) from class sc_module shall have at least one constructor. Everysuch constructor shall have one and only one parameter of class sc_module_name but may have furtherparameters of classes other than sc_module_name. That parameter is not required to be the first parameterof the constructor.
 A string-valued argument shall be passed to the constructor of every module instance. It is good practice tomake this string name the same as the C++ variable name through which the module is referenced, if such avariable exists.
 Inter-module communication should typically be accomplished using interface method calls; that is, amodule should communicate with its environment through its ports. Other communication mechanisms arepermissible, for example, for debugging or diagnostic purposes.
 NOTE 1—Because the constructors are protected, class sc_module cannot be instantiated directly but may be used as abase class.
 NOTE 2—A module should be publicly derived from class sc_module.
 NOTE 3—It is permissible to use class sc_module as an indirect base class. In other words, a module can be derivedfrom another module. This can be a useful coding idiom.
 5.2.4 kind
 Member function kind shall return the string "sc_module".
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 5.2.5 SC_MODULE
 The macro SC_MODULE may be used to prefix the definition of a module, but the use of this macro is notobligatory.
 Example:
 // The following two class definitions are equally acceptable.
 SC_MODULE(M){
 M(sc_module_name) {}...
 };
 class M: public sc_module{
 public:M(sc_module_name) {}...
 };
 5.2.6 Constructors
 sc_module( const sc_module_name& );sc_module();
 Module names are managed by class sc_module_name, not by class sc_module. The string name of themodule instance is initialized using the value of the string name passed as an argument to the constructor ofthe class sc_module_name (see 5.3).
 5.2.7 SC_CTOR
 This macro is provided for convenience when declaring or defining a constructor of a module. MacroSC_CTOR shall only be used at a place where the rules of C++ permit a constructor to be declared and canbe used as the declarator of a constructor declaration or a constructor definition. The name of the moduleclass being constructed shall be passed as the argument to the macro.
 Example:
 SC_MODULE(M1){
 SC_CTOR(M1) // Constructor definition: i(0){}int i;...
 };
 SC_MODULE(M2){
 SC_CTOR(M2); // Constructor declarationint i;
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 ...};
 M2::M2(sc_module_name) : i(0) {}
 The use of macro SC_CTOR is not obligatory. Using SC_CTOR, it is not possible to add user-definedarguments to the constructor. If an application needs to pass additional arguments, the constructor shall beprovided explicitly. This is a useful coding idiom.
 NOTE 1—The macros SC_CTOR and SC_MODULE may be used in conjunction or may be used separately.
 NOTE 2—Since macro SC_CTOR is equivalent to declaring a constructor for a module, an implementation will ensurethat the constructor so declared has a parameter of type sc_module_name.
 NOTE 3—If process macros are invoked but macro SC_CTOR is not used, macro SC_HAS_PROCESS should be usedinstead (see 5.2.8).
 Example:
 SC_MODULE(M){
 M(sc_module_name n, int a, int b) // Additional constructor parameters: sc_module(n){}...
 };
 5.2.8 SC_HAS_PROCESS
 Macro SC_CTOR includes definitions used by the macros SC_METHOD, SC_THREAD andSC_CTHREAD. These same definitions are introduced by the macro SC_HAS_PROCESS. If a processmacro is invoked from the constructor body of a module but macro SC_CTOR is not used within the moduleclass definition, macro SC_HAS_PROCESS shall be invoked within the class definition or the constructorbody of the module. If a process macro is invoked from the before_end_of_elaboration orend_of_elaboration callbacks of a module but macro SC_CTOR is not used within the module classdefinition, macro SC_HAS_PROCESS shall be invoked within the class definition of the module or fromthat same callback.
 Macro SC_HAS_PROCESS shall only be used within the class definition, constructor body, or memberfunction body of a module. The name of the module class being constructed shall be passed as the argumentto the macro. The macro invocation shall be terminated with a semicolon.
 NOTE—The use of the macros SC_CTOR and SC_HAS_PROCESS is not required in order to call the functionsc_spawn.
 Example:
 SC_MODULE(M){
 M(sc_module_name n) // SC_CTOR not used: sc_module(n){
 SC_THREAD(T); // Process macro}void T();
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 SC_HAS_PROCESS(M); // Necessary...
 };
 5.2.9 SC_METHOD, SC_THREAD, SC_CTHREAD
 The argument passed to the macro SC_METHOD or SC_THREAD or the first argument passed toSC_CTHREAD shall be the name of a member function. The macro shall associate that function with amethod process instance, a thread process instance, or a clocked thread process instance, respectively. Thisshall be the only way in which an unspawned process instance can be created (see 4.1.2).
 The second argument passed to the macro SC_CTHREAD shall be an expression of the typesc_event_finder.
 In each case, the macro invocation shall be terminated with a semicolon.
 These three macros shall only be invoked in the body of the constructor, in the before_end_of_elaborationor end_of_elaboration callbacks of a module, or in a member function called from the constructor orcallback. Macro SC_CTHREAD shall not be invoked from the end_of_elaboration callback. The firstargument shall be the name of a member function of that same module.
 A member function associated with an unspawned process instance shall have a return type of void and shallhave no arguments. (Note that a function associated with a spawned process instance may have a return typeand may have arguments.)
 A single member function can be associated with multiple process instances within the same module. Eachprocess instance is a distinct object of a class derived from class sc_object, and each macro shall use themember function name (in quotation marks) as the string name ultimately passed as an argument to theconstructor of the base class sub-object of class sc_object. Each process instance can have its own staticsensitivity and shall be triggered or resumed independently of other process instances.
 Associating a member function with a process instance does not impose any explicit restrictions on how thatmember function may be used by the application. For example, such a function may be called directly by theapplication, as well as by the kernel.
 A process instance can be suspended, resumed, disabled, enabled, killed, or reset using the memberfunctions of class sc_process_handle.
 Example:
 SC_MODULE(M){
 sc_in<bool> clk;
 SC_CTOR(M){
 SC_METHOD(a_method);SC_THREAD(a_thread); SC_CTHREAD(a_cthread, clk.pos());
 }void a_method();void a_thread();
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 void a_cthread();
 ...
 };
 5.2.10 Method process
 This subclause shall apply to both spawned and unspawned process instances.
 A method process is said to be triggered when the kernel calls the function associated with the processinstance. When a method process is triggered, the associated function executes from beginning to end, thenreturns control to the kernel. A method process can only be terminated by calling the kill method of aprocess handle associated with that process.
 A method process instance may have static sensitivity. A method process, and only a method process, maycall the function next_trigger to create dynamic sensitivity. Function next_trigger is a member function ofclass sc_module, a member function of class sc_prim_channel, and a non-member function.
 A method process instance cannot be made runnable as a result of an immediate notification executed by theprocess itself, regardless of the static sensitivity or dynamic sensitivity of the method process instance (see4.2.1.2).
 An implementation is not obliged to run a method process in a separate software thread. A method processmay run in the same execution context as the simulation kernel.
 Member function kind of the implementation-defined class associated with a method process instance shallreturn the string “sc_method_process”.
 NOTE 1—Any local variables declared within the process will be destroyed on return from the process. Data membersof the module should be used to store persistent state associated with the method process.
 NOTE 2—Function next_trigger can be called from a member function of the module itself, from a member function ofa channel, or from any function subject only to the rules of C++, provided that the function is ultimately called from amethod process.
 5.2.11 Thread and clocked thread processes
 This subclause shall apply to both spawned and unspawned process instances.
 A function associated with a thread or clocked thread process instance is called once and only once by thekernel, except when a process is reset; in which case, the associated function may be called again (see5.2.12).
 A thread or clocked thread process, and only such a process, may call the function wait. Such a call causesthe calling process to suspend execution. Function wait is a member function of class sc_module, a memberfunction of class sc_prim_channel, and a non-member function.
 A thread or clocked thread process instance is said to be resumed when the kernel causes the process tocontinue execution, starting with the statement immediately following the most recent call to function wait.When a thread or clocked thread process is resumed, the process executes until it reaches the next call tofunction wait. Then, the process is suspended once again.
 A thread process instance may have static sensitivity. A thread process instance may call function wait tocreate dynamic sensitivity. A clocked thread process instance is statically sensitive only to a single clock.
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 A thread or clocked thread process instance cannot be made runnable as a result of an immediate notificationexecuted by the process itself, regardless of the static sensitivity or dynamic sensitivity of the thread processinstance (see 4.2.1.2).
 Each thread or clocked thread process requires its own execution stack. As a result, context switchingbetween thread processes may impose a simulation overhead when compared with method processes.
 If the thread or clocked thread process executes the entire function body or executes a return statement andthus returns control to the kernel, the associated function shall not be called again for that process instance.The process instance is then said to be terminated.
 Member function kind of the implementation-defined class associated with a thread process instance shallreturn the string “sc_thread_process”.
 Member function kind of the implementation-defined class associated with a clocked thread processinstance shall return the string “sc_cthread_process”.
 NOTE 1—It is a common coding idiom to include an infinite loop containing a call to function wait within a thread orclocked thread process in order to prevent the process from terminating prematurely.
 NOTE 2—When a process instance is resumed, any local variables defined within the process will retain the values theyhad when the process was suspended.
 NOTE 3—If a thread or clocked thread process executes an infinite loop that does not call function wait, the process willnever suspend. Since the scheduler is not pre-emptive, no other process will be able to execute.
 NOTE 4—Function wait can be called from a member function of the module itself, from a member function of achannel, or from any function subject only to the rules of C++, provided that the function is ultimately called from athread or clocked thread process.
 Example:
 SC_MODULE(synchronous_module){
 sc_in<bool> clock;
 SC_CTOR(synchronous_module){
 SC_THREAD(thread);sensitive << clock.pos();
 }void thread() // Member function called once only{
 for (;;){
 wait(); // Resume on positive edge of clock...
 }}...
 };
 5.2.12 Clocked thread processes
 A clocked thread process shall be a static process; clocked threads cannot be spawned processes.
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 A clocked thread process shall be statically sensitive to a single clock, as determined by the event finderpassed as the second argument to macro SC_CTHREAD. The clocked thread process shall be staticallysensitive to the event returned from the given event finder.
 A clocked thread process may call either of the following functions:
 void wait();void wait( int );
 It shall be an error for a clocked thread process to call any other overloaded form of the function wait.
 A clocked thread process may have any number of synchronous and asynchronous reset signals specifiedusing reset_signal_is and async_reset_signal_is, respectively.
 Any of the process control member functions of class sc_process_handle may be called for a clocked threadprocess, although certain caveats apply to the use of member functions suspend, resume, reset, andthrow_it due to the fact that they can be called asynchronously with respect to the clock. These caveats aredescribed below.
 It is recommended to call disable and enable rather than suspend and resume for clocked thread processes.In the case that resume is called for a clocked thread process, it is the responsibility of the caller to ensurethat resume is called during the evaluation phase that immediately follows the delta notification or timednotification phase in which the clock event notification occurs. If a clocked thread is resumed at any othertime, that is, if the call to resume is not synchronized with the clock, the behavior shall be implementation-defined.
 The process control member functions kill, reset, and throw_it may be called asynchronously with respectto the clock and their effect is immediate, even in the case of a clocked thread process. Similarly, the effectof an asynchronous reset attaining its active value is immediate for a clocked thread process.
 In summary, a clocked thread process shall have exactly one clock signal and may have any number ofsynchronous and asynchronous reset signals as well as being reset by calling the process control memberfunction of class sc_process_handle. As a consequence, the body of the associated function shouldnormally consist of reset behavior followed by a loop statement that contains a call to wait followed by thebehavior to be executed in each clock cycle (see the example below).
 The first time the clock event is notified, the function associated with a clocked thread process shall becalled whether or not the reset signal is active. If a clocked thread process instance has been terminated, theclock event shall be ignored for that process instance. A terminated process cannot be reset.
 Example:
 sc_in<bool> clock;sc_in<bool> reset;sc_in<bool> async_reset;
 SC_CTOR(M){
 SC_CTHREAD(CT1, clock.pos());reset_signal_is(reset, true);
 SC_CTHREAD(CT2, clock.pos());async_reset_signal_is(async_reset, true);
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 }
 void CT1(){
 if (reset){
 ... // Reset actions}while(true){
 wait(1); // Wait for 1 clock cycle... // Clocked actions
 }}
 void CT2(){
 ... // Reset actionswhile(true){
 try {while (true){
 wait(); // Wait for 1 clock cycle... // Regular behavior
 }}catch (...) // Some exception has been thrown{... // Handle exception and go back to waiting for clock}
 }}
 5.2.13 reset_signal_is and async_reset_signal_is
 void reset_signal_is( const sc_in<bool>& , bool );void reset_signal_is( const sc_inout<bool>& , bool );void reset_signal_is( const sc_out<bool>& , bool );void reset_signal_is( const sc_signal_in_if<bool>& , bool );
 void async_reset_signal_is( const sc_in<bool>& , bool );void async_reset_signal_is( const sc_inout<bool>& , bool );void async_reset_signal_is( const sc_out<bool>& , bool );void async_reset_signal_is( const sc_signal_in_if<bool>& , bool );
 Member functions reset_signal_is and async_reset_signal_is of class sc_module shall determine thesynchronous and asynchronous reset signals, respectively, of a thread, clocked thread, or method process.These two member functions shall only be called in the body of the constructor, in thebefore_end_of_elaboration callback of a module, or in a member function called from the constructor orcallback, and only after having created a process instance within that same constructor or callback.
 The order of execution of the statements within the body of the constructor or thebefore_end_of_elaboration callback shall be used to associate the call to reset_signal_is or
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 async_reset_signal_is with a particular process instance; the call is associated with the most recentlycreated process instance. If a module is instantiated within the constructor or callback between the processbeing created and function reset_signal_is or async_reset_signal_is being called, the effect of callingreset_signal_is or async_reset_signal_is shall be undefined.
 The first argument passed to function reset_signal_is or async_reset_signal_is shall identify the signalinstance to be used as the reset. The signal may be identified indirectly by passing a port instance that isbound to the reset signal. The second argument shall be the active level of the reset signal, meaning that theprocess is to be reset only when the value of the reset signal is equal to the value of this second argument.
 When the reset signal (as specified by the first argument) attains its active value (as specified by the secondargument), the process instance shall enter the synchronous reset state. While in the synchronous reset state,a process instance shall be reset each time it is resumed, whether due to an event notification or to a time-out. Being reset in this sense shall have the same effect as would a call to the reset method of a processhandle associated with the given process instance. The synchronous reset state is described more fully in5.6.6.3.
 If a process instance enters the synchronous reset state while it is suspended (meaning that suspend has beencalled), the behavior shall be implementation-defined (see 5.6.6.11).
 In the case of async_reset_signal_is only, the process shall also be reset whenever the reset signal attains itsactive value. Being reset in this sense shall have the same effect as would a call to the reset method of aprocess handle associated with the given process instance. Since the reset signal is itself a primitive channelthat can only change value in the update phase, the process instance shall be reset by effectively calling thereset method of an associated process handle at some time during the evaluation phase immediatelyfollowing the reset signal attaining its active value and in an order determined by the kernel. Anasynchronous reset does not take priority over other processes that are due to run in the same evaluationphase.
 When an asynchronous reset signal attains its active value, the consequent reset shall have the same priorityas a call to reset. When a process instance is reset while in the synchronous reset state, the consequent resetshall have the same priority as sync_reset_on, regardless of whether the reset signal is synchronous orasynchronous (see 5.6.6.11).
 A given process instance may have any number of synchronous and asynchronous reset signals. When allsuch reset signals attain the negation of their active value, the process instance shall leave the synchronousreset state unless a call to sync_reset_on is in force for the given process instance (see 5.6.6.3).
 reset_signal_is and async_reset_signal_is are permitted for method processes. The effect of resetting amethod process shall be to cancel any dynamic sensitivity, to restore the static sensitivity, and to call thefunction associated with that process instance.
 Example:
 SC_METHOD(rtl_proc);sensitive << clock.pos();async_reset_signal_is(reset, true);
 ...
 void rtl_proc(){
 if (reset)// Asynchronous reset behavior, executed whenever the reset is active
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 else
 // Synchronous behavior, only executed on a positive clock edge
 }
 5.2.14 sensitive
 sc_sensitive† sensitive;
 This subclause describes the static sensitivity of an unspawned process. Static sensitivity for a spawnedprocess is created using member function set_sensitivity of class sc_spawn_options (see 5.5).
 Data member sensitive of class sc_module can be used to create the static sensitivity of an unspawnedprocess instance using operator<< of class sc_sensitive† (see 5.4). This shall be the only way to create staticsensitivity for an unspawned process instance. However, static sensitivity may be enabled or disabled bycalling function next_trigger (see 5.2.17) or function wait (see 5.2.18).
 Static sensitivity shall only be created in the body of the constructor, in the before_end_of_elaboration orend_of_elaboration callbacks of a module, or in a member function called from the constructor or callback,and only after having created an unspawned process instance within that same constructor or callback. Itshall be an error to modify the static sensitivity of an unspawned process during simulation.
 The order of execution of the statements within the body of the constructor or thebefore_end_of_elaboration or end_of_elaboration callbacks is used to associate static sensitivity with aparticular unspawned process instance; sensitivity is associated with the process instance most recentlycreated within the body of the current constructor or callback.
 A clocked thread process cannot have static sensitivity other than to the clock itself. Using data membersensitive to create static sensitivity for a clocked thread process shall have no effect.
 NOTE 1—Unrelated statements may be executed between creating an unspawned process instance and creating thestatic sensitivity for that same process instance. Static sensitivity may be created in a different function body from theone in which the process instance was created.
 NOTE 2—Data member sensitive can be used more than once to add to the static sensitivity of any particularunspawned process instance; each call to operator<< adds further events to the static sensitivity of the most recentlycreated process instance.
 5.2.15 dont_initialize
 void dont_initialize();
 This subclause describes member function dont_initialize of class sc_module, which determines thebehavior of an unspawned process instance during initialization. The initialization behavior of a spawnedprocess is determined by the member function dont_initialize of class sc_spawn_options (see 5.5).
 Member function dont_initialize of class sc_module shall prevent a particular unspawned process instancefrom being made runnable during the initialization phase of the scheduler. In other words, the memberfunction associated with the given process instance shall not be called by the scheduler until the processinstance is triggered or resumed because of the occurrence of an event.
 dont_initialize shall only be called in the body of the constructor, in the before_end_of_elaboration orend_of_elaboration callbacks of a module, or in a member function called from the constructor or callback,and only after having created an unspawned process instance within that same constructor or callback.
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 The order of execution of the statements within the body of the constructor or thebefore_end_of_elaboration or end_of_elaboration callbacks is used to associate the call todont_initialize with a particular unspawned process instance; it is associated with the most recently createdprocess instance. If a module is instantiated within the constructor or callback between the process beingcreated and function dont_initialize being called, the effect of calling dont_initialize shall be undefined.
 dont_initialize shall have no effect if called for a clocked thread process, which is not made runnable duringthe initialization phase in any case. An implementation may generate a warning but is not obliged to do so.
 Example:
 SC_MODULE(Mod){
 sc_signal<bool> A, B, C, D, E;
 SC_CTOR(Mod){
 sensitive << A; // Has no effect. Poor coding style
 SC_THREAD(T);sensitive << B << C; // Thread process T is made sensitive to B and C.
 SC_METHOD(M);f(); // Method process M is made sensitive to D.sensitive << E; // Method process M is made sensitive to E as well as D.dont_initialize(); // Method process M is not made runnable during initialization.
 }
 void f() { sensitive << D; }// An unusual coding style
 void T();void M();...
 };
 5.2.16 set_stack_size
 void set_stack_size( size_t );
 This subclause describes member function set_stack_size of class sc_module, which sets the stack size ofan unspawned process instance during initialization. The stack size of a spawned process is set by themember function set_stack_size of class sc_spawn_options (see 5.5).
 An application may call member function set_stack_size to request a change to the size of the executionstack for the thread or clocked thread process instance for which the function is called. The effect of thisfunction is implementation-defined.
 set_stack_size shall only be called in the body of the constructor, in the before_end_of_elaboration orend_of_elaboration callbacks of a module, or in a member function called from the constructor or callback,and only after having created an unspawned process instance within that same constructor or callback. Itshall be an error to call set_stack_size at other times or to call set_stack_size for a method process instance.
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 The order of execution of the statements within the body of the constructor or thebefore_end_of_elaboration or end_of_elaboration callbacks is used to associate the call to set_stack_sizewith a particular unspawned process instance; it is associated with the most recently created unspawnedprocess instance.
 5.2.17 next_trigger
 This subclause shall apply to both spawned and unspawned process instances.
 This subclause shall apply to member function next_trigger of class sc_module, member functionnext_trigger of class sc_prim_channel, and non-member function next_trigger.
 When called with one or more arguments, the function next_trigger shall set the dynamic sensitivity of themethod process instance from which it is called for the very next occasion on which that process instance istriggered, and for that occasion only. The dynamic sensitivity is determined by the arguments passed tofunction next_trigger.
 If function next_trigger is called more than once during a single execution of a particular method processinstance, the last call to be executed shall prevail. The effects of earlier calls to function next_trigger forthat particular process instance shall be cancelled.
 If function next_trigger is not called during a particular execution of a method process instance, the methodprocess instance shall next be triggered according to its static sensitivity.
 A call to the function next_trigger with one or more arguments shall override the static sensitivity of theprocess instance.
 It shall be an error to call function next_trigger from a thread or clocked thread process.
 NOTE—The function next_trigger does not suspend the method process instance; a method process cannot besuspended but always executes to completion before returning control to the kernel.
 void next_trigger();
 The process shall be triggered on the static sensitivity. In the absence of static sensitivity for thisparticular process instance, the process shall not be triggered again during the current simulation.Calling next_trigger with an empty argument list shall cancel the effect of any earlier calls tonext_trigger during the current execution of the method process instance and, thus, in effect shallbe equivalent to not calling next_trigger at all during a given process execution.
 void next_trigger( const sc_event& );
 The process shall be triggered when the event passed as an argument is notified.
 void next_trigger( const sc_event_or_list & );
 The argument shall take the form of a list of events separated by the operator| of class sc_event orsc_event_or_list. The process shall be triggered when any one of the given events is notified. Theoccurrence or non-occurrence of the other events in the list shall have no effect on that particulartriggering of the process. If a particular event appears more than once in the list, the behavior shallbe the same as if that event had appeared only once. It shall be an error to pass an empty event listobject as an argument to next_trigger (see 5.8 and 5.9).
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 void next_trigger( const sc_event_and_list & );
 The argument shall take the form of a list of events separated by the operator& of class sc_event orsc_event_and_list. In order for the process to be triggered, every single one of the given eventsshall be notified, with no explicit constraints on the time or order of those notifications. The processis triggered when the last such event is notified, last in the sense of being at the latest point insimulation time, not last in the list. An event in the list may be notified more than once before thelast event is notified. If a particular event appears more than once in the list, the behavior shall be thesame as if that event had appeared only once. It shall be an error to pass an empty event list object asan argument to next_trigger (see 5.8 and 5.9).
 void next_trigger( const sc_time& );
 The process shall be triggered after the time given as an argument has elapsed. The time shall betaken to be relative to the time at which function next_trigger is called. When a process is triggeredin this way, a time-out is said to have occurred. In this method call and in those that follow below,the argument that specifies the time-out shall not be negative.
 void next_trigger( double v , sc_time_unit tu );
 is equivalent to the following:
 void next_trigger( sc_time( v , tu ) );
 void next_trigger( const sc_time& , const sc_event& );
 The process shall be triggered after the given time or when the given event is notified, whicheveroccurs first.
 void next_trigger( double , sc_time_unit , const sc_event& );void next_trigger( const sc_time& , const sc_event_or_list & );void next_trigger( double , sc_time_unit , const sc_event_or_list & );void next_trigger( const sc_time& , const sc_event_and_list & );void next_trigger( double , sc_time_unit , const sc_event_and_list & );
 Each of these compound forms combines a time with an event or event list. The semantics of thesecompound forms shall be deduced from the rules given for the simple forms. In each case, theprocess shall be triggered after the given time-out or in response to the given event or event list,whichever is satisfied first.
 Example:
 SC_MODULE(M){
 SC_CTOR(M){
 SC_METHOD(entry);sensitive << sig;
 }void entry() // Run first at initialization.{
 if (sig == 0) next_trigger(e1 | e2); // Trigger on event e1 or event e2 next timeelse if (sig == 1) next_trigger(1, SC_NS); // Time-out after 1 nanosecond.else next_trigger(); // Trigger on signal sig next time.
 }
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 sc_signal<int> sig;sc_event e1, e2;...
 };
 5.2.18 wait
 This subclause shall apply to both spawned and unspawned process instances.
 In addition to causing the process instance to suspend, the function wait may set the dynamic sensitivity ofthe thread or clocked thread process instance from which it is called for the very next occasion on which thatprocess instance is resumed, and for that occasion only. The dynamic sensitivity is determined by thearguments passed to function wait.
 A call to the function wait with an empty argument list or with a single integer argument shall use the staticsensitivity of the process instance. This is the only form of wait permitted within a clocked thread process.
 A call to the function wait with one or more non-integer arguments shall override the static sensitivity of theprocess instance.
 When calling function wait with a passed-by-reference parameter, the application shall be obliged to ensurethat the lifetimes of any actual arguments passed by reference extend from the time the function is called tothe time the function call reaches completion, and moreover in the case of a parameter of type sc_time, theapplication shall not modify the value of the actual argument during that period.
 It shall be an error to call function wait from a method process.
 void wait();
 The process shall be resumed on the static sensitivity. In the absence of static sensitivity for thisparticular process, the process shall not be resumed again during the current simulation.
 void wait( int );
 A call to this function shall be equivalent to calling the function wait with an empty argument listfor a number of times in immediate succession, the number of times being passed as the value of theargument. It shall be an error to pass an argument value less than or equal to zero. Theimplementation is expected to optimize the execution speed of this function for clocked threadprocesses.
 void wait( const sc_event& );
 The process shall be resumed when the event passed as an argument is notified.
 void wait( const sc_event_or_list &);
 The argument shall take the form of a list of events separated by the operator| of classes sc_eventand sc_event_or_list. The process shall be resumed when any one of the given events is notified.The occurrence or non-occurrence of the other events in the list shall have no effect on theresumption of that particular process. If a particular event appears more than once in the list, thebehavior shall be the same as if it appeared only once. It shall be an error to pass an empty event listobject as an argument to wait (see 5.8 and 5.9).
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 void wait( const sc_event_and_list & );
 The argument shall take the form of a list of events separated by the operator& of classes sc_eventand sc_event_and_list. In order for the process to be resumed, every single one of the given eventsshall be notified, with no explicit constraints on the time or order of those notifications. The processis resumed when the last such event is notified, last in the sense of being at the latest point insimulation time, not last in the list. An event in the list may be notified more than once before thelast event is notified. If a particular event appears more than once in the list, the behavior shall be thesame as if it appeared only once. It shall be an error to pass an empty event list object as an argumentto wait (see 5.8 and 5.9).
 void wait( const sc_time& );
 The process shall be resumed after the time given as an argument has elapsed. The time shall betaken to be relative to the time at which function wait is called. When a process is resumed in thisway, a time-out is said to have occurred. In this method call and in those that follow below, theargument that specifies the time-out shall not be negative.
 void wait( double v , sc_time_unit tu );
 is equivalent to the following:
 void wait( sc_time( v, tu ) );
 void wait( const sc_time& , const sc_event& );
 The process shall be resumed after the given time or when the given event is notified, whicheveroccurs first.
 void wait( double , sc_time_unit , const sc_event& );void wait( const sc_time& , const sc_event_or_list & );void wait( double , sc_time_unit , const sc_event_or_list & );void wait( const sc_time& , const sc_event_and_list & );void wait( double , sc_time_unit , const sc_event_and_list & );
 Each of these compound forms combines a time with an event or event list. The semantics of thesecompound forms shall be deduced from the rules given for the simple forms. In each case, theprocess shall be resumed after the given time-out or in response to the given event or event list,whichever is satisfied first.
 5.2.19 Positional port binding
 Ports can be bound using either positional binding or named binding. Positional binding is performed usingthe operator() defined in the current subclause. Named binding is performed using the operator() or thefunction bind of the class sc_port (see 5.12).
 void operator() (const sc_bind_proxy†& p001,const sc_bind_proxy†& p002 = SC_BIND_PROXY_NIL,...const sc_bind_proxy†& p063 = SC_BIND_PROXY_NIL,const sc_bind_proxy†& p064 = SC_BIND_PROXY_NIL );
 This operator shall bind the port instances within the module instance for which the operator is called to thechannel instances and port instances passed as actual arguments to the operator, the port order being
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 determined by the order in which the ports were constructed. The first port to be constructed shall be boundto the first argument, the second port to the second argument, and so forth. It shall be an error if the numberof actual arguments is greater than the number of ports to be bound.
 A multiport instance (see 5.12.3) shall be treated as a single port instance when positional binding is usedand may only be bound once, to a single channel instance or port instance. However, if a multiport instanceP is bound by position to another multiport instance Q, the child multiport P may be bound indirectly tomore than one channel through the parent multiport Q. A given multiport shall not be bound both by positionand by name.
 This operator shall only bind ports, not exports. Any export instances contained within the module instanceshall be ignored by this operator.
 An implementation may permit more than 64 ports to be bound in a single call to operator() by allowingmore than 64 arguments but is not obliged to do so. operator() shall not be called more than once for a givenmodule instance.
 The following objects, and these alone, can be used as actual arguments to operator():
 a) A channel, which is an object of a class derived from class sc_interface
 b) A port, which is an object of a class derived from class sc_port
 The type of a port is the name of the interface passed as a template argument to class sc_port when the portis instantiated. The interface implemented by the channel in case a) or the type of the port in case b) shall bethe same as or derived from the type of the port being bound.
 An implementation may defer the completion of port binding until a later time during elaboration becausethe port to which a port is bound may not yet itself have been bound. Such deferred port binding shall becompleted by the implementation before the callbacks to function end_of_elaboration.
 NOTE 1—To bind more than 64 ports of a single module instance, named binding should be used.
 NOTE 2—Class sc_bind_proxy†, the parameter type of operator(), may provide user-defined conversions in the form oftwo constructors, one having a parameter type of sc_interface, and the other a parameter type of sc_port_base.
 NOTE 3—The actual argument cannot be an export, because this would require the C++ compiler to perform twoimplicit conversions. However, it is possible to pass an export as an actual argument by explicitly calling the user-defined conversion sc_export::operator IF&. It is also possible to bind a port to an export using named port binding.
 Example:
 SC_MODULE(M1){
 sc_inout<int> P, Q, R; // Ports...
 };
 SC_MODULE(Top1){
 sc_inout <int> A, B;sc_signal<int> C;M1 m1; // Module instanceSC_CTOR(Top1): m1("m1"){
 m1(A, B, C); // Binds P-to-A, Q-to-B, R-to-C
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 }...
 };
 SC_MODULE(M2){
 sc_inout<int> S;sc_inout<int> *T; // Pointer-to-port (an unusual coding style)sc_inout<int> U;SC_CTOR(M2) { T = new sc_inout<int>; }...
 };
 SC_MODULE(Top2){
 sc_inout <int> D, E;sc_signal<int> F;M2 m2; // Module instanceSC_CTOR(Top2): m2("m2"){
 m2(D, E, F); // Binds S-to-D, U-to-E, (*T)-to-F// Note that binding order depends on the order of port construction
 }...
 };
 5.2.20 before_end_of_elaboration, end_of_elaboration, start_of_simulation, end_of_simulation
 See 4.4.
 5.2.21 get_child_objects and get_child_events
 virtual const std::vector<sc_object*>& get_child_objects() const;
 Member function get_child_objects shall return a std::vector containing a pointer to every instanceof class sc_object that lies within the module in the object hierarchy. This shall include pointers toall module, port, primitive channel, unspawned process, and spawned process instances within themodule and any other application-defined objects derived from class sc_object within the module.
 virtual const std::vector<sc_event*>& get_child_events() const;
 Member function get_child_events shall return a std::vector containing a pointer to every object oftype sc_event that is a hierarchically named event and whose parent is the current module.
 NOTE 1—The phrase within a module does not include instances nested within modules instances but only includes theimmediate children of the given module.
 NOTE 2—An application can identify the instances by calling the member functions name and kind of class sc_objector can determine their types using a dynamic cast.
 NOTE 3—An event may have a hierarchical name and may have a parent in the object hierarchy, but in any case eventsare not themselves part of the object hierarchy.
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 Example:
 int sc_main (int argc, char* argv[]){
 Top_level_module top("top");
 std::vector<sc_object*> children = top.get_child_objects();
 // Print out names and kinds of top-level objectsfor (unsigned i = 0; i < children.size(); i++)
 std::cout << children[i]->name() << " " << children[i]->kind() << std::endl;
 sc_start();return 0;
 }
 5.2.22 sc_gen_unique_name
 const char* sc_gen_unique_name( const char* seed );
 The function sc_gen_unique_name shall return a unique character string that depends on the context fromwhich the function is called. For this purpose, each module instance shall have a separate space of uniquestring names, and there shall be a single global space of unique string names for calls tosc_gen_unique_name not made from within any module. These spaces of unique string names shall bemaintained by function sc_gen_unique_name and are only visible outside this function in so far as theyaffect the value of the strings returned from this function. Function sc_gen_unique_name shall onlyguarantee the uniqueness of strings within each space of unique string names. There shall be no guaranteethat the generated name does not clash with a string that was not generated by functionsc_gen_unique_name.
 The unique string shall be constructed by appending a string of two or more characters as a suffix to thecharacter string passed as argument seed, subject to the rules given in the remainder of this subclause. Theappended suffix shall take the form of a single underscore character, followed by a series of one of moredecimal digits from the character set 0-9. The number and choice of digits shall be implementation-defined.
 There shall be no restrictions on the character set of the seed argument to function sc_gen_unique_name.The seed argument may be the empty string.
 String names are case-sensitive, and every character in a string name is significant. For example, “a”, “A”,“a_”, and “A_” are each unique string names with respect to one another.
 NOTE—The intended use of sc_gen_unique_name is to generate unique string names for objects of class sc_object.Class sc_object does impose restrictions on the character set of string names passed as constructor arguments. The valuereturned from function sc_gen_unique_name may be used for other unrelated purposes.
 5.2.23 sc_behavior and sc_channel
 typedef sc_module sc_behavior;typedef sc_module sc_channel;
 The typedefs sc_behavior and sc_channel are provided for users to express their intent.
 NOTE—There is no distinction between a behavior and a hierarchical channel other than a difference of intent. Eithermay include both ports and public member functions.
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 Example:
 class bus_interface: virtual public sc_interface{
 public:virtual void write(int addr, int data) = 0;virtual void read (int addr, int& data) = 0;
 };
 class bus_adapter: public bus_interface, public sc_channel{
 public:virtual void write(int addr, int data); // Interface methods implemented in channelvirtual void read (int addr, int& data);
 sc_in<bool> clock; // Portssc_out<bool> wr, rd;sc_out<int> addr_bus;sc_out<int> data_out;sc_in <int> data_in;
 SC_CTOR(bus_adapter) { ... } // Module constructor
 private:...
 };
 5.3 sc_module_name
 5.3.1 Description
 Class sc_module_name acts as a container for the string name of a module and provides the mechanism forbuilding the hierarchical names of instances in the module hierarchy during elaboration.
 When an application creates an object of a class derived directly or indirectly from class sc_module, theapplication typically passes an argument of type char* to the module constructor, which itself has a singleparameter of class sc_module_name and thus the constructor sc_module_name( const char* ) is called asan implicit conversion. On the other hand, when an application derives a new class directly or indirectlyfrom class sc_module, the derived class constructor calls the base class constructor with an argument ofclass sc_module_name and thus the copy constructor sc_module_name( const sc_module_name& ) iscalled.
 5.3.2 Class definition
 namespace sc_core {
 class sc_module_name{
 public:sc_module_name( const char* );sc_module_name( const sc_module_name& );
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 ~sc_module_name();
 operator const char*() const;
 private:// Disabledsc_module_name();sc_module_name& operator= ( const sc_module_name& );
 };
 } // namespace sc_core
 5.3.3 Constraints on usage
 Class sc_module_name shall only be used as the type of a parameter of a constructor of a class derived fromclass sc_module. Moreover, every such constructor shall have exactly one parameter of typesc_module_name, which need not be the first parameter of the constructor.
 In the case that the constructor of a class C derived directly or indirectly from class sc_module is calledfrom the constructor of a class D derived directly from class C, the parameter of type sc_module_name ofthe constructor of class D shall be passed directly through as an argument to the constructor of class C. Inother words, the derived class constructor shall pass the sc_module_name through to the base classconstructor as a constructor argument.
 NOTE 1—The macro SC_CTOR defines such a constructor.
 NOTE 2—In the case of a class C derived directly from class sc_module, the constructor for class C is not obliged topass the sc_module_name through to the constructor for class sc_module. The default constructor for class sc_modulemay be called explicitly or implicitly from the constructor for class C.
 5.3.4 Module hierarchy
 To keep track of the module hierarchy during elaboration, the implementation may maintain an internalstack of pointers to objects of class sc_module_name, referred to below as the stack. For the purpose ofbuilding hierarchical names, when objects of class sc_module, sc_port, sc_export, sc_prim_channel, orsc_event are constructed or when spawned or unspawned processes instances are created, they are assumedto exist within the module identified by the sc_module_name object on the top of the stack. In other words,each instance in the module hierarchy is named as if it were a child of the module identified by the item onthe top of the stack at the point when the instance is created.
 The implementation is not obliged to use these particular mechanisms (a stack of pointers), but if not, theimplementation shall substitute an alternative mechanism that is semantically equivalent.
 NOTE 1—The hierarchical name of an instance in the object hierarchy is returned from member function name of classsc_object, which is the base class of all such instances.
 NOTE 2—An object of type sc_event may have a hierarchical name and may have a parent in the object hierarchy, butin any case sc_event is not derived from sc_object and events are not themselves part of the object hierarchy.
 5.3.5 Member functions
 sc_module_name( const char* );
 This constructor shall push a pointer to the object being constructed onto the top of the stack. Theconstructor argument shall be used as the string name of the module being instantiated within themodule hierarchy by ultimately being passed as an argument to the constructor of class sc_object.
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 sc_module_name( const sc_module_name& );
 This constructor shall copy the constructor argument but shall not modify the stack.
 ~sc_module_name();
 If and only if the object being destroyed was constructed by sc_module_name( const char* ), thedestructor shall remove the sc_module_name pointer from the top of the stack.
 operator const char*() const;
 This conversion function shall return the string name (not the hierarchical name) associated with thesc_module_name.
 NOTE 1—When a complete object of a class derived from sc_module is constructed, the constructor for thatderived class is passed an argument of type char*. The first constructor above will be called to perform animplicit conversion from type char* to type sc_module_name, thus pushing the newly created module nameonto the stack and signifying the entry into a new level in the module hierarchy. On return from the constructorfor the class of the complete object, the destructor for class sc_module_name will be called and will removethe module name from the stack.
 NOTE 2—When an sc_module_name is passed as an argument to the constructor of a base class, the abovecopy constructor is called. The sc_module_name parameter of the base class may be unused. The reason formandating that every such constructor have a parameter of class sc_module_name (even if the parameter isunused) is to ensure that every such derived class can be instantiated as a module in its own right.
 Example:
 struct A: sc_module {
 A(sc_module_name) {} // Calls sc_module()};
 struct B: sc_module {
 B(sc_module_name n): sc_module(n) {} // Calls sc_module(sc_module_name&)
 };
 struct C: B // One module derived from another{
 C(sc_module_name n): B(n) {} // Calls sc_module_name(sc_module_name&) then
 // B(sc_module_name)};
 struct Top: sc_module{
 A a;C c;
 Top(sc_module_name n): sc_module(n), // Calls sc_module(sc_module_name&) a("a"), // Calls sc_module_name(char*) then calls A(sc_module_name)c("c") {} // Calls sc_module_name(char*) then calls C(sc_module_name)
 };
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 5.4 sc_sensitive†
 5.4.1 Description
 Class sc_sensitive† provides the operators used to build the static sensitivity of an unspawned processinstance. To create static sensitivity for a spawned process, use the member function set_sensitivity of theclass sc_spawn_options (see 5.5).
 5.4.2 Class definition
 namespace sc_core {
 class sc_sensitive†
 {public:
 sc_sensitive†& operator<< ( const sc_event& );sc_sensitive†& operator<< ( const sc_interface& );sc_sensitive†& operator<< ( const sc_port_base& );sc_sensitive†& operator<< ( sc_event_finder& );
 // Other membersimplementation-defined
 };
 } // namespace sc_core
 5.4.3 Constraints on usage
 An application shall not explicitly create an object of class sc_sensitive†.
 Class sc_module shall have a data member named sensitive of type sc_sensitive†. The use of sensitive tocreate static sensitivity is described in 5.2.14.
 5.4.4 operator<<
 sc_sensitive†& operator<< ( const sc_event& );
 The event passed as an argument shall be added to the static sensitivity of the process instance.
 sc_sensitive†& operator<< ( const sc_interface& );
 The event returned by member function default_event of the channel instance passed as anargument to operator<< shall be added to the static sensitivity of the process instance.
 NOTE 1—If the channel passed as an argument does not override function default_event, the member functiondefault_event of class sc_interface is called through inheritance.
 NOTE 2—An export can be passed as an actual argument to this operator because of the existence of the user-defined conversion sc_export<IF>::operator.
 sc_sensitive†& operator<< ( const sc_port_base& );
 The event returned by member function default_event of the channel instance to which the portinstance passed as an argument to operator<< is bound shall be added to the static sensitivity of theprocess instance. In other words, the process is made sensitive to the given port, calling function
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 default_event to determine to which particular event it should be made sensitive. If the port instanceis a multiport (see 5.12.3), the events returned by calling member function default_event for eachand every channel instance to which the multiport is bound shall be added to the static sensitivity ofthe process instance.
 sc_sensitive†& operator<< ( sc_event_finder& );
 The event found by the event finder passed as an argument to operator<< shall be added to thestatic sensitivity of the process instance (see 5.7).
 NOTE—An event finder is necessary to create static sensitivity when the application needs to select betweenmultiple events defined in the channel. In a such a case, the default_event mechanism is inadequate.
 5.5 sc_spawn_options and sc_spawn
 5.5.1 Description
 Function sc_spawn is used to create a static or dynamic spawned process instance.
 Class sc_spawn_options is used to create an object that is passed as an argument to function sc_spawnwhen creating a spawned process instance. The spawn options determine certain properties of the spawnedprocess instance when used in this way. Calling the member functions of an sc_spawn_options object shallhave no effect on any process instance unless the object is passed as an argument to sc_spawn.
 5.5.2 Class definition
 namespace sc_core {
 class sc_spawn_options{
 public:sc_spawn_options();
 void spawn_method();void dont_initialize();void set_stack_size( int );
 void set_sensitivity( const sc_event* );void set_sensitivity( sc_port_base* );void set_sensitivity( sc_export_base* );void set_sensitivity( sc_interface* );void set_sensitivity( sc_event_finder* );
 void reset_signal_is( const sc_in<bool>& , bool );void reset_signal_is( const sc_inout<bool>& , bool );void reset_signal_is( const sc_out<bool>& , bool );void reset_signal_is( const sc_signal_in_if<bool>& , bool );
 void async_reset_signal_is( const sc_in<bool>& , bool );void async_reset_signal_is( const sc_inout<bool>& , bool );void async_reset_signal_is( const sc_out<bool>& , bool );void async_reset_signal_is( const sc_signal_in_if<bool>& , bool );
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 private:// Disabledsc_spawn_options( const sc_spawn_options& );sc_spawn_options& operator= ( const sc_spawn_options& );
 };
 template <typename T>sc_process_handle sc_spawn(
 T object ,const char* name_p = 0 ,const sc_spawn_options* opt_p = 0 );
 template <typename T>sc_process_handle sc_spawn(
 typename T::result_type* r_p , T object , const char* name_p = 0 ,const sc_spawn_options* opt_p = 0 );
 #define sc_bind boost::bind#define sc_ref(r) boost::ref(r)#define sc_cref(r) boost::cref(r)
 #define SC_FORK implementation-defined#define SC_JOIN implementation-defined
 } // namespace sc_core
 namespace sc_unnamed {
 implementation-defined _1; implementation-defined _2; implementation-defined _3; implementation-defined _4; implementation-defined _5; implementation-defined _6; implementation-defined _7; implementation-defined _8; implementation-defined _9;
 } // namespace sc_unnamed
 5.5.3 Constraints on usage
 Function sc_spawn may be called during elaboration or from a static, dynamic, spawned, or unspawnedprocess during simulation. Similarly, objects of class sc_spawn_options may be created or modified duringelaboration or simulation.
 5.5.4 Constructors
 sc_spawn_options ();
 The default constructor shall create an object having the default values for the properties set by the functionsspawn_method, dont_initialize, set_stack_size, and set_sensitivity.
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 5.5.5 Member functions
 void spawn_method();
 Member function spawn_method shall set a property of the spawn options to indicate that thespawned process shall be a method process. The default is a thread process.
 void dont_initialize();
 Member function dont_initialize shall set a property of the spawn options to indicate that thespawned process instance shall not be made runnable during the initialization phase or when it iscreated. By default, this property is not set, and thus by default the spawned process instance shall bemade runnable during the initialization phase of the scheduler if spawned during elaboration, or itshall be made runnable in the current or next evaluation phase if spawned during simulationirrespective of the static sensitivity of the spawned process instance. If the process is spawnedduring elaboration, member function dont_initialize of class sc_spawn_options shall provide thesame behavior for spawned processes as the member function dont_initialize of class sc_moduleprovides for unspawned processes.
 void set_stack_size( int );
 Member function set_stack_size shall set a property of the spawn options to set the stack size of thespawned process. This member function shall provide the same behavior for spawned processes asthe member function set_stack_size of class sc_module provides for unspawned processes. Theeffect of calling this function is implementation-defined.
 It shall be an error to call set_stack_size for a method process.
 void set_sensitivity( const sc_event* );void set_sensitivity( sc_port_base* );void set_sensitivity( sc_export_base* );void set_sensitivity( sc_interface* );void set_sensitivity( sc_event_finder* );
 Member function set_sensitivity shall set a property of the spawn options to add the object passedas an argument to set_sensitivity to the static sensitivity of the spawned process, as described foroperator<< in 5.4.4, or if the argument is the address of an export, the process is made sensitive tothe channel instance to which that export is bound. If the argument is the address of a multiport, theprocess shall be made sensitive to the events returned by calling member function default_event foreach and every channel instance to which the multiport is bound. By default, the static sensitivity isempty. Calls to set_sensitivity are cumulative: each call to set_sensitivity extends the staticsensitivity as set in the spawn options. Calls to the four different overloaded member functions canbe mixed.
 void reset_signal_is( const sc_in<bool>& , bool );void reset_signal_is( const sc_inout<bool>& , bool );void reset_signal_is( const sc_out<bool>& , bool );void reset_signal_is( const sc_signal_in_if<bool>& , bool );
 void async_reset_signal_is( const sc_in<bool>& , bool );void async_reset_signal_is( const sc_inout<bool>& , bool );void async_reset_signal_is( const sc_out<bool>& , bool );void async_reset_signal_is( const sc_signal_in_if<bool>& , bool );
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 Member functions reset_signal_is and async_reset_signal_is shall set a property of the spawnoptions to add the object passed as an argument as a synchronous or an asynchronous reset signal ofthe spawned process instance, respectively, as described in 5.2.13. Each call to either of thesemember functions shall add a reset signal to the given spawn options object. The signal may beidentified indirectly by passing a port instance that is bound to the reset signal. A spawned processinstance may have any number of synchronous and asynchronous reset signals.
 NOTE 1—There are no member functions to set the spawn options to spawn a thread process or to make a processrunnable during initialization. This functionality is reliant on the default values of the sc_spawn_options object.
 NOTE 2—It is not possible to spawn a dynamic clocked thread process.
 5.5.6 sc_spawn
 template <typename T>sc_process_handle sc_spawn(
 T object ,const char* name_p = 0 ,const sc_spawn_options* opt_p = 0 );
 template <typename T>sc_process_handle sc_spawn(
 typename T::result_type* r_p , T object , const char* name_p = 0 ,const sc_spawn_options* opt_p = 0 );
 #define sc_bind boost::bind#define sc_ref(r) boost::ref(r)#define sc_cref(r) boost::cref(r)
 Function sc_spawn shall create a static or dynamic spawned process instance.
 Function sc_spawn may be called during elaboration, in which case the spawned process is a child of themodule instance within which function sc_spawn is called or is a top-level object if function sc_spawn iscalled from function sc_main.
 Function sc_spawn may be called during simulation, in which case the spawned process is a child of theprocess that called function sc_spawn. Function sc_spawn may be called from a method process, a threadprocess, or a clocked thread process.
 The process or module from which sc_spawn is called is the parent of the spawned process. Thus a set ofdynamic process instances may have a hierarchical relationship, similar to the module hierarchy, which willbe reflected in the hierarchical names of the process instances.
 If function sc_spawn is called during the evaluation phase, the spawned process shall be made runnable inthe current evaluation phase (unless dont_initialize has been called for this process instance). If functionsc_spawn is called during the update phase, the spawned process shall be made runnable in the very nextevaluation phase (unless dont_initialize has been called for this process instance).
 The argument of type T shall be either a function pointer or a function object, that is, an object of a class thatoverloads operator() as a member function and shall specify the function associated with the spawnedprocess instance, that is, the function to be spawned. This shall be the only mandatory argument to functionsc_spawn.
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 If present, the argument of type T::result_type* shall pass a pointer to a memory location that shall receivethe value returned from the function associated with the process instance. In this case, the argument of typeT shall be a function object of a class that exposes a nested type named result_type. Furthermore,operator() of the function object shall have the return type result_type. It is the responsibility of theapplication to ensure that the memory location is still valid when the spawned function returns. For example,the memory location could be a data member of an enclosing sc_module but should not be a stack variablethat would have been deallocated by the time the spawned function returns. See the example below.
 The macros sc_bind, sc_ref, and sc_cref are provided for convenience when using the free Boost C++libraries to bind arguments to spawned functions. Passing arguments to spawned processes is a powerfulmechanism that allows processes to be parameterized when they are spawned and permits processes toupdate variables over time through reference arguments. boost::bind provides a convenient way to passvalue arguments, reference arguments, and const reference arguments to spawned functions, but its use isnot mandatory. See the examples below and the Boost documentation available on the Internet.
 The only purpose of namespace sc_unnamed is to allow the implementation to provide a set of argumentplaceholders for use with sc_bind. _1, _2, _3 ... shall be provided by the implementation to give access tothe placeholders of the same names from the Boost libraries. These placeholders can be passed as argumentsto sc_bind in order to defer the binding of function arguments until the call to the function object returnedfrom sc_bind. Again, see the Boost documentation for details.
 The argument of type const char* shall give the string name of the spawned process instance and shall bepassed by the implementation to the constructor for the sc_object that forms the base class sub-object of thespawned process instance. If no such argument is given or if the argument is an empty string, theimplementation shall create a string name for the process instance by calling function sc_gen_unique_namewith the seed string "thread_p" in the case of a thread process or "method_p" in the case of a methodprocess.
 The argument of type sc_spawn_options* shall set the spawn options for the spawned process instance. Ifno such argument is provided, the spawned process instance shall take the default values as defined for themember functions of class sc_spawn_options. The application is not obliged to keep the sc_spawn_optionsobject valid after the return from function sc_spawn.
 Function sc_spawn shall return a valid process handle to the spawned process instance. A process instancecan be suspended, resumed, disabled, enabled, killed, or reset using the member functions of classsc_process_handle.
 If a spawn options argument is given, a process string name argument shall also be given, although thatstring name argument may be an empty string.
 NOTE—Function sc_spawn provides a superset of the functionality of the macros SC_THREAD and SC_METHOD. Inaddition to the functionality provided by these macros, function sc_spawn provides the passing of arguments and returnvalues to and from processes spawned during elaboration or simulation. The macros are retained for compatibility withearlier versions of SystemC.
 Example:
 int f();
 struct Functor{
 typedef int result_type;result_type operator() ();
 };
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 Functor::result_type Functor::operator() () { return f(); }
 int h(int a, int& b, const int& c);
 struct MyMod: sc_module{
 sc_signal<int> sig;void g();
 SC_CTOR(MyMod){
 SC_THREAD(T);}int ret;void T(){
 sc_spawn(&f); // Spawn a function without arguments and discard any return value.// Spawn a similar process and create a process handle.
 sc_process_handle handle = sc_spawn(&f);
 Functor fr;sc_spawn(&ret, fr); // Spawn a function object and catch the return value.
 sc_spawn_options opt;opt.spawn_method();opt.set_sensitivity(&sig);opt.dont_initialize();
 sc_spawn(f, "f1", &opt); // Spawn a method process named "f1", sensitive to sig, not initialized.// Spawn a similar process named "f2" and catch the return value.
 sc_spawn(&ret, fr, "f2", &opt);
 // Spawn a member function using Boost bind.sc_spawn(sc_bind(&MyMod::g, this));
 int A = 0, B, C;// Spawn a function using Boost bind, pass arguments // and catch the return value.
 sc_spawn(&ret, sc_bind(&h, A, sc_ref(B), sc_cref(C)));}
 };
 5.5.7 SC_FORK and SC_JOIN
 #define SC_FORK implementation-defined#define SC_JOIN implementation-defined
 The macros SC_FORK and SC_JOIN can only be used as a pair to bracket a set of calls to functionsc_spawn from within a thread or clocked thread process. It is an error to use the fork-join construct in amethod process. Each call to sc_spawn (enclosed between SC_FORK and SC_JOIN) shall result in aseparate process instance being spawned when control enters the fork-join construct. The child processesshall be spawned without delay and may potentially all become runnable in the current evaluation phase(depending on their spawn options). The spawned process instances shall be thread processes. It is an error
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 to spawn a method process within a fork-join construct. Control leaves the fork-join construct when all thespawned process instances have terminated.
 The text between SC_FORK and SC_JOIN shall consist of a series of one or more calls to functionsc_spawn separated by commas. The value returned from the function call may be discarded or the functioncall may be the only expression on the right-hand-side of an assignment to a variable, where the variable willbe set to the process handle returned from sc_spawn.
 The comma after the final call to sc_spawn and immediately before SC_JOIN shall be optional. There shallbe no other characters other than white space separating SC_FORK, the function calls, or variableassignments, the commas, and SC_JOIN. If an application violates these rules, the effect shall be undefined.
 Example 1:
 SC_FORKsc_spawn( arguments ) ,sc_spawn( arguments ) ,sc_spawn( arguments )
 SC_JOIN
 Example 2:
 sc_process_handle h1, h2, h3;
 SC_FORK h1 = sc_spawn( arguments ) , h2 = sc_spawn( arguments ) , h3 = sc_spawn( arguments )
 SC_JOIN
 5.6 sc_process_handle
 5.6.1 Description
 Class sc_process_handle provides a process handle to an underlying spawned or unspawned processinstance. A process handle can be in one of two states: valid or invalid. A valid process handle shall beassociated with a single underlying process instance, which may or may not be in the terminated state. Aninvalid process handle may be associated with a single underlying process instance provided that processinstance has terminated. An empty process handle is an invalid handle that is not associated with anyunderlying process instance. In other words, an invalid process handle is either an empty handle or isassociated with a terminated process instance. A process instance may be associated with zero, one or manyprocess handles, and the number and identity of such process handles may change over time.
 Since dynamic process instances can be created and destroyed dynamically during simulation, it is ingeneral unsafe to manipulate a process instance through a raw pointer to the process instance (or to the baseclass sub-object of class sc_object). The purpose of class sc_process_handle is to provide a safe anduniform mechanism for manipulating both spawned and unspawned process instances without reliance onraw pointers. If control returns from the function associated with a thread process instance (that is, theprocess terminates), the underlying process instance may be deleted, but the process handle will continue toexist.
 The provision of operator<, which supplies a strict weak ordering relation on the underlying processinstances, allows process handles to be stored in a standard C++ container such as std::map.
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 5.6.2 Class definition
 namespace sc_core {
 enum sc_curr_proc_kind{
 SC_NO_PROC_ , SC_METHOD_PROC_ , SC_THREAD_PROC_ , SC_CTHREAD_PROC_
 };
 enum sc_descendant_inclusion_info{
 SC_NO_DESCENDANTS,SC_INCLUDE_DESCENDANTS
 };
 class sc_unwind_exception: public std::exception{public:
 virtual const char* what() const throw();virtual bool is_reset() const;
 protected:sc_unwind_exception();sc_unwind_exception( const sc_unwind_exception& );virtual ~sc_unwind_exception() throw();
 };
 class sc_process_handle{
 public:sc_process_handle();sc_process_handle( const sc_process_handle& );explicit sc_process_handle( sc_object* );~sc_process_handle();
 bool valid() const;
 sc_process_handle& operator= ( const sc_process_handle& );bool operator== ( const sc_process_handle& ) const;bool operator!= ( const sc_process_handle& ) const;bool operator< ( const sc_process_handle& ) const; void swap( sc_process_handle& );
 const char* name() const;sc_curr_proc_kind proc_kind() const;const std::vector<sc_object*>& get_child_objects() const;const std::vector<sc_event*>& get_child_events() const;sc_object* get_parent_object() const;sc_object* get_process_object() const;bool dynamic() const;
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 bool terminated() const;const sc_event& terminated_event() const;
 void suspend ( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );void resume ( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );void disable ( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );void enable ( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );void kill ( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );void reset ( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );bool is_unwinding() const;const sc_event& reset_event() const;
 void sync_reset_on( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 void sync_reset_off( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 template <typename T>void throw_it( const T& user_defined_exception,
 sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );};
 sc_process_handle sc_get_current_process_handle();bool sc_is_unwinding();
 } // namespace sc_core
 5.6.3 Constraints on usage
 None. A process handle may be created, copied, or deleted at any time during elaboration or simulation. Thehandle may be valid or invalid.
 5.6.4 Constructors
 sc_process_handle();
 The default constructor shall create an empty process handle. An empty process handle shall be aninvalid process handle.
 sc_process_handle( const sc_process_handle& );
 The copy constructor shall duplicate the process handle passed as an argument. The result will betwo handles to the same underlying process instance or two empty handles.
 explicit sc_process_handle( sc_object* );
 If the argument is a pointer to a process instance, this constructor shall create a valid process handleto the given process instance. Otherwise, this constructor shall create an empty process handle.
 5.6.5 Member functions
 bool valid() const;
 Member function valid shall return true if and only if the process handle is valid.
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 sc_process_handle& operator= ( const sc_process_handle& );
 The assignment operator shall duplicate the process handle passed as an argument. The result will betwo handles to the same underlying process instance or two empty handles.
 bool operator== ( const sc_process_handle& ) const;
 The equality operator shall return true if and only if the two process handles are both valid and sharethe same underlying process instance.
 bool operator!= ( const sc_process_handle& ) const;
 The inequality operator shall return false if and only if the two process handles are both valid andshare the same underlying process instance.
 bool operator< ( const sc_process_handle& ) const;
 The less-than operator shall define a strict weak ordering relation on the underlying processinstances in the following sense. Given three process handles H1, H2, and H3:
 strict means that H1 < H1 shall return false (whether H1 is valid, invalid, or empty)
 weak means that if H1 and H2 are both handles (valid or invalid) associated with the sameunderlying process instance or both are empty handles, then H1 < H2 shall return false and H2 < H1shall return false. Otherwise, if H1 and H2 are handles associated with different underlying processinstances or if only one is an empty handle, then exactly one of H1 < H2 and H2 < H1 shall returntrue.
 ordering relation means that if H1 < H2 and H2 < H3, then H1 < H3 (whether H1, H2, or H3 arevalid or invalid).
 Example:
 sc_process_handle a, b; // Two empty handles
 sc_assert( !a.valid() && !b.valid() ); // Both are invalid sc_assert( a != b ); sc_assert( !(a < b) && !(b < a) );
 a = sc_spawn(...); b = sc_spawn(...);
 sc_assert( a != b ); sc_assert( (a < b) || (b < a) ); // Two handles to different processes
 sc_process_handle c = b;
 sc_assert( b == c ); sc_assert( !(b < c) && !(c < b) ); // Two handles to the same process
 wait( a.terminated_event() & b.terminated_event() );
 sc_assert( (a < b) || (b < a) ); // Same ordering whether handles are valid or not
 if ( b.valid() ) // Handles may or may not have been invalidated sc_assert( b == c );
 else sc_assert( b != c );
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 sc_assert( b.valid() == c.valid() ); // Invalidation is consistent
 sc_assert( !(b < c) && !(c < b) ); // Two handles to the same process, whether valid or not
 sc_assert( c.terminated() );
 void swap( sc_process_handle& );
 Member function swap shall exchange the process instances underlying the process handles *thisand the sc_process_handle argument. If H1 < H2 prior to the call H1.swap(H2), then H2 < H1 afterthe call. Either handle may be invalid.
 Example:
 sc_process_handle a, b = sc_get_current_process_handle(); sc_assert( b.valid() );
 a.swap( b ); sc_assert( a == sc_get_current_process_handle() ); sc_assert( !b.valid() );
 const char* name() const;
 Member function name shall return the hierarchical name of the underlying process instance. If theprocess handle is invalid, member function name shall return an empty string, that is, a pointer tothe string “”. The implementation is only obliged to keep the returned string valid while the processhandle is valid.
 sc_curr_proc_kind proc_kind() const;
 For a valid process handle, member function proc_kind shall return one of the three valuesSC_METHOD_PROC_, SC_THREAD_PROC_, or SC_CTHREAD_PROC_, depending on thekind of the underlying process instance, that is, method process, thread process, or clocked threadprocess, respectively. For an invalid process handle, member function proc_kind shall return thevalue SC_NO_PROC_.
 const std::vector<sc_object*>& get_child_objects() const;
 Member function get_child_objects shall return a std::vector containing a pointer to every instanceof class sc_object that is a child of the underlying process instance. This shall include everydynamic process instance that has been spawned during the execution of the underlying processinstance and has not yet been deleted, and any other application-defined objects derived from classsc_object created during the execution of the underlying process instance that have not yet beendeleted. Processes that are spawned from child processes are not included (grandchildren, as itwere). If the process handle is invalid, member function get_child_objects shall return an emptystd::vector.
 This same function shall be overridden in any implementation-defined classes derived fromsc_object and associated with spawned and unspawned process instances. Such functions shall haveidentical behavior provided that the process handle is valid.
 const std::vector<sc_event*>& get_child_events() const;
 Member function get_child_events shall return a std::vector containing a pointer to every object oftype sc_event that is a hierarchically named event and whose parent is the current process instance.
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 If the process handle is invalid, member function get_child_events shall return an emptystd::vector.
 This same function shall be overridden in any implementation-defined classes derived fromsc_object and associated with spawned and unspawned process instances. Such functions shall haveidentical behavior provided that the process handle is valid.
 sc_object* get_parent_object() const;
 Member function get_parent_object shall return a pointer to the module instance or processinstance from which the underlying process instance was spawned. If the process handle is invalid,member function get_parent_object shall return the null pointer. If the parent object is a processinstance and that process has terminated, get_parent_object shall return a pointer to that processinstance. A process instance shall not be deleted (nor any associated process handles invalidated)while the process has surviving children, but it may be deleted once all its child objects have beendeleted.
 sc_object* get_process_object() const;
 If the process handle is valid, member function get_process_object shall return a pointer to theprocess instance associated with the process handle. If the process handle is invalid, memberfunction get_process_object shall return the null pointer. An application should test for a nullpointer before dereferencing the pointer. Moreover, an application should assume that the pointerremains valid only until the calling process suspends.
 bool dynamic() const;
 Member function dynamic shall return true if the underlying process instance is a dynamic processand false if the underlying process instance is a static process. If the process handle is invalid,member function dynamic shall return the value false.
 bool terminated() const;
 Member function terminated shall return true if and only if the underlying process instance hasterminated. A thread or clocked thread process is terminated after the point when control is returnedfrom the associated function. A process can also be terminated by calling the kill method of aprocess handle associated with that process. This is the only way in which a method process can beterminated. If the process handle is empty, member function terminated shall return the value false.
 When the underlying process instance terminates, if the process instance has no surviving children,an implementation may choose to invalidate any associated process handles, but it is not obliged todo so. An implementation shall not invalidate a process handle while the process instance has childobjects. However, if an implementation chooses to invalidate a process handle, it shall invalidateevery process handle associated with the underlying process instance at that time. In other words, itshall not be possible to have a valid and an invalid handle to the same underlying process instance inexistence at the same time. After the process instance has terminated, function terminated willcontinue to return true, even if the process handle becomes invalid. The process instance shallcontinue to exist as long as the process handle is valid. Once all the handles associated with a givenprocess instance have been invalidated, an implementation is free to delete the process instance, butit is not obliged to do so. With respect to the value of function terminated and the ordering relationthat defines the behavior of operator< and method swap, in effect an invalid process handleremains associated with a process instance even after that process instance has been deleted.
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 const sc_event& terminated_event() const;
 Member function terminated_event shall return a reference to an event that is notified when theunderlying process instance terminates. It shall be an error to call member functionterminated_event for an invalid process handle.
 5.6.6 Member functions for process control
 The member functions of class sc_process_handle described in this clause and its subclauses are concernedwith process control. Examples of process control include suspending, resuming, killing, or resetting aprocess instance. Process control involves a calling process controlling a target process. In each case, thecalling process calls a member function of a process handle associated with the target process (or with itsparent object, grandparent object, and so forth).
 The calling process and the target process may be distinct process instances or may be the same processinstance. In the latter case, certain process control member functions are meaningless, such as having aprocess instance attempt to resume itself.
 Several of the process control member functions are organized as complementary pairs:
 — suspend and resume
 — disable and enable
 — sync_reset_on and sync_reset_off
 — kill
 — reset
 — throw_it
 Each of the above member functions may be called where the underlying process instance is a methodprocess, a thread process, or a clocked thread process. There are certain caveats concerning the use ofsuspend, resume, reset, and throw_it with clocked thread processes (see 5.2.12).
 The distinction between suspend/resume and disable/enable lies in the sensitivity of the target processduring the period while it is suspended or disabled. With suspend, the kernel keeps track of the sensitivity ofthe target process while it is suspended such that a relevant event notification or time-out while suspendedwould cause the process to become runnable immediately when resume is called. With disable, thesensitivity of the target process is nullified while it is suspended such that the process is not made runnableby the call to enable, but only on the next relevant event notification or time-out subsequent to the call toenable. In other words, with suspend/resume, the kernel keeps a record of whether the target process wouldhave awoken while in fact being suspended, whereas with disable/enable, the kernel entirely ignores thesensitivity of the target process while disabled. Also see 5.2.12 regarding clocked thread processes.
 Example:
 struct M1: sc_module {
 M1(sc_module_name _name) {
 SC_THREAD(ticker); SC_THREAD(calling); SC_THREAD(target);
 t = sc_get_current_process_handle(); }
 sc_process_handle t;
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 sc_event ev;
 void ticker() {
 for (;;) {
 wait(10, SC_NS); ev.notify();
 } }
 void calling() {
 wait(15, SC_NS); // Target runs at time 10 NS due to notification
 t.suspend(); wait(10, SC_NS); // Target does not run at time 20 NS while suspended
 t.resume(); // Target runs at time 25 NS when resume is called
 wait(10, SC_NS); // Target runs at time 30 NS due to notification
 t.disable(); wait(10, SC_NS); // Target does not run at time 40 NS while disabled
 t.enable(); // Target does not run at time 45 NS when enable is called
 wait(10, SC_NS); // Target runs at time 50 NS due to notification
 sc_stop();
 }
 void target() {
 for (;;) {
 wait(ev); cout << "Target awoke at " << sc_time_stamp() << endl;
 } }
 SC_HAS_PROCESS(M1);
 };
 sync_reset_on and sync_reset_off provide a procedural way of putting a process instance into and out ofthe synchronous reset state (see 5.6.6.3). This is equivalent in effect to having specified a reset signal using
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 the member function reset_signal_is of class sc_module or sc_spawn_options and that reset signalattaining its active value or the negation of its active value, respectively.
 Example:
 struct M2: sc_module {
 M2(sc_module_name _name) {
 SC_THREAD(ticker); SC_THREAD(calling); SC_THREAD(target);
 t = sc_get_current_process_handle(); }
 sc_process_handle t; sc_event ev;
 void ticker() {
 for (;;) {
 wait(10, SC_NS); ev.notify();
 } }
 void calling() {
 wait(15, SC_NS); // Target runs at time 10 NS due to notification
 t.sync_reset_on(); // Target does not run at time 15 NS
 wait(10, SC_NS); // Target is reset at time 20 NS due to notification
 wait(10, SC_NS); // Target is reset again at time 30 NS due to notification
 t.sync_reset_off(); // Target does not run at time 35 NS
 wait(10, SC_NS); // Target runs at time 40 NS due to notification
 sc_stop();
 }
 void target() {
 cout << "Target called/reset at " << sc_time_stamp() << endl;
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 for (;;) {
 wait(ev); cout << "Target awoke at " << sc_time_stamp() << endl;
 } }
 SC_HAS_PROCESS(M2);
 };
 kill interrupts and irrevocably terminates the target process. reset interrupts the target process and, in thecase of a thread process, calls the associated function again from the top. kill and reset both cause anexception to be thrown within the target process, and that exception may be caught and handled by theapplication. Both have immediate semantics such that the target process is killed or reset before return fromthe function call.
 Example:
 struct M3: sc_module {
 M3(sc_module_name _name) {
 SC_THREAD(ticker); SC_THREAD(calling); SC_THREAD(target);
 t = sc_get_current_process_handle(); }
 sc_process_handle t; sc_event ev; int count;
 void ticker() {
 for (;;) {
 wait(10, SC_NS); ev.notify();
 } }
 void calling() {
 wait(15, SC_NS); // Target runs at time 10 NS due to notification sc_assert( count == 1 );
 wait(10, SC_NS); // Target runs again at time 20 NS due to notification sc_assert( count == 2 );
 t.reset(); // Target reset immediately at time 25 NS
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 sc_assert( count == 0 );
 wait(10, SC_NS); // Target runs again at time 30 NS due to notification sc_assert( count == 1 );
 t.kill(); // Target killed immediately at time 35 NS sc_assert( t.terminated() );
 sc_stop();
 }
 void target() {
 cout << "Target called/reset at " << sc_time_stamp() << endl; count = 0; for (;;) {
 wait(ev); cout << "Target awoke at " << sc_time_stamp() << endl; ++count;
 } }
 SC_HAS_PROCESS(M3);
 };
 A process may be reset in several ways: by a synchronous or asynchronous reset signal specified usingreset_signal_is or async_reset_signal_is, respectively (see 5.2.13), by calling sync_reset_on, or by callingreset. Whichever alternative is used, the reset action itself is ultimately equivalent to a call to reset.
 throw_it permits a user-defined exception to be thrown within the target process.
 For each of the nine member functions for process control described in this clause and its subclauses, if theprocess handle is invalid, the implementation shall generate a warning and the member function shall returnimmediately without having any other effect.
 In this clause, the phrase during elaboration or before the process has first executed shall encompass thefollowing cases:
 — At any time during elaboration
 — From one of the callbacks before_end_of_elaboration, end_of_elaboration, orstart_of_simulation
 — During simulation but before the given process instance has executed for the first time
 In each case, if the include_descendants argument has the value SC_INCLUDE_DESCENDANTS, themember function shall be applied to the associated process instance and recursively in bottom-up order toall its children in the object hierarchy that are also process instances, where each process instance shall inturn act as the target process. In other words, the member function shall be applied to the children,grandchildren, great grandchildren, and so forth, of the associated process instance, starting with thedeepest descendant, and finishing with the associated process instance itself. If the include_descendantsargument has the value SC_NO_DESCENDANTS, the member function shall only be applied to theassociated process instance. There are no restrictions concerning how this argument may be used across
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 pairs of calls to suspend-resume, disable-enable, or sync_reset_on-sync_reset_off. For example, it ispermitted to suspend a process and all of its descendants but only resume the process itself.
 The member functions for process control shall not be called during the update phase.
 Beware that the rules given in the following subclauses are to be understood alongside the rules given in5.6.6.11 concerning the interaction between the member functions for process control, which shall takeprecedence where appropriate.
 5.6.6.1 suspend and resume
 void suspend( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function suspend shall suspend the target process instance such that it cannot be maderunnable again until it is resumed by a call to member function resume, at the earliest (but see5.6.6.11 for the rules concerning reset). If the process instance is in the set of runnable processes, itshall be removed from that set immediately such that it does not run in the current evaluation phase.While the process is suspended in this way, if an event notification or time-out occurs to which theprocess was sensitive at the time the process was suspended, and if resume is called subsequently,the process instance shall become runnable in the evaluation phase in which resume is called. Inother words, the implementation shall in effect add an implicit event to the sensitivity of the processinstance using the event_and_list operator&, and shall create an immediate notification for thisevent when resume is called.
 Calling suspend on a process instance that is already suspended shall have no effect on thatparticular process instance, although it may cause descendants to be suspended. Only a single call toresume is required to resume a suspended process instance.
 If a method process suspends itself, the associated function shall run to the end before returningcontrol to the kernel. If that same method process calls the resume method before returning controlto the kernel, the effect of the call to suspend shall be removed as if suspend had not been called.
 If a thread process suspends itself, the process instance shall be suspended immediately withoutcontrol being returned from the suspend method back to the associated function.
 If suspend is called for a target process instance that is not suspended (meaning that suspend hasnot been called) and is in the synchronous reset state, the behavior shall be implementation-defined(see 5.6.6.11).
 Calling suspend on a terminated process instance shall have no effect on that particular processinstance, although it may cause the suspension of any non-terminated descendant process instances.
 Calling suspend during elaboration or before the process has first executed is permitted. Ifdont_initialize is in force, the implementation shall in effect add an implicit event to the sensitivityof the process instance using the event_and_list operator&, and shall create an immediatenotification for this event when resume is called. Otherwise, the implementation shall make theprocess instance runnable immediately when resume is called, in effect deferring initialization untilthe process instance is resumed.
 void resume( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function resume shall remove the effect of any previous call to suspend such that theprocess instance shall be made runnable in the current evaluation phase if and only if the sensitivityof the process instance would have caused it to become runnable while it was in fact suspended. Ifthe process instance was in the set of runnable processes at the time is was suspended, memberfunction resume shall cause the process instance to be made runnable in the current evaluationphase (but see 5.6.6.11 for the rules concerning the interaction between process control memberfunctions). If the process instance was not in the set of runnable processes at the time it wassuspended and if there were no event notifications or time-outs that would have caused the process
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 instance to become runnable while it was in fact suspended, member function resume shall notmake the target process instance runnable.
 Member function resume shall restore the sensitivity of the target process as it was when suspendwas called.
 If a resume is preceded by a reset, any event notifications or time-outs that occurred before the timeof the reset shall be ignored when determining the effect of resume.A thread process shall be resumed from the executable statement following the call to suspend. Amethod process shall be resumed by calling the associated function.
 Calling resume on a process instance that is not suspended shall have no effect on that particularprocess instance, although it may cause suspended descendants to be resumed. As a consequence,multiple calls to resume from the same or from multiple processes within the same evaluation phasemay cause the target process to run only once or to run more than once within that evaluation phase,depending on the precise order of process execution.
 If multiple target processes become runnable within an evaluation phase as a result of multiple callsto resume, they will be run in an implementation-defined order (see 4.2.1.2).
 If resume is called for a target process instance that is both suspended (meaning that suspend hasbeen called) and disabled, the behavior shall be implementation-defined (see 5.6.6.11).
 Calling resume on a terminated process instance shall have no effect on that particular processinstance, although it may cause any non-terminated descendant process instances to be resumed.
 Calling resume during elaboration or before the process has first executed is permitted, in whichcase the above rules shall apply.
 The function associated with any process instance can call suspend or resume: there is noobligation that a process instance be suspended and resumed by the same process instance.
 5.6.6.2 disable and enable
 void disable( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function disable shall disable the target process instance such that it cannot be maderunnable again until it is enabled by a call to member function enable, at the earliest. If the disabledprocess instance is in the set of runnable processes, it shall not be removed from that set but shall beallowed to run in the current evaluation phase. While a process instance is disabled in this way, anyevents or time-outs to which it is sensitive shall be ignored for that particular process instance suchthat it will not be inserted into the set of runnable processes. As a consequence of this rule, adisabled process instance may run once and only once while it remains disabled, and then only if itwas already runnable at the time it was disabled.
 Calling disable on a process instance that is already disabled shall have no effect on that particularprocess instance, although it may cause descendants to be disabled. Only a single call to enable isrequired to enable a disabled process instance.
 If a process disables itself, whether it be a method process or a thread process the associated functionshall continue to run to the point where it calls wait or to the end before returning control to thekernel. If that same process calls the enable method before returning control to the kernel, the effectof the call to disable shall be removed as if disable had not been called.
 If disable is called for a target process instance that is not disabled and is waiting on a time-out (withor without an event or event list), the behavior shall be implementation-defined (see 5.6.6.11).
 Calling disable on a terminated process instance shall have no effect on that particular processinstance, although it may cause any non-terminated descendant process instances to be disabled.
 Calling disable during elaboration or before the process has first executed is permitted: if theprocess is already in the set of runnable processes at the time disable is called, during initialization,for example, it shall be allowed to run.
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 void enable( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function enable shall remove the effect of any previous disable such that the processinstance can be made runnable by subsequent event notifications or time-outs. Unlike resume, anenabled process shall not become runnable due to event notification or time-outs that occurred whileit was disabled.
 If a time-out occurs while a process instance is disabled and that process instance is sensitive to noother events aside from the time-out itself, the process instance will not run again (unless it is reset)and the implementation may issue a warning.
 When the enabled process instance next executes, if it is a waiting thread process it shall executefrom the statement following the call to wait at which it was disabled, and if a method process itshall execute by calling the associated function.
 Calling enable on a process instance that is not disabled shall have no effect on that particularprocess instance, although it may cause disabled descendants to be enabled.
 Calling enable on a terminated process instance shall have no effect on that particular processinstance, although it may cause any non-terminated descendant process instances to be enabled.
 Calling enable during elaboration or before the process has first executed is permitted, in which casethe above rules shall apply.
 If disable is called during elaboration and enable is only called after the initialization phase, thetarget process instance shall not become runnable during the initialization phase, and shall notbecome runnable when enable is called.
 The function associated with any process instance can call disable or enable: there is no obligationthat a process instance be disabled and enabled by the same process instance.
 5.6.6.3 Member functions to reset processes
 A process instance can be reset in one of three ways:
 — By a call to member function reset of a process handle associated with that process instance, whichshall reset the target process instance immediately
 — By a reset signal specified using async_reset_signal_is attaining its reset value, at which time theprocess instance shall be reset immediately (see 5.2.13)
 — By the process instance being resumed while it is in the synchronous reset state, defined as follows:
 A process instance can be put into the synchronous reset state in one of three ways:
 — By a call to member function sync_reset_on of a process handle associated with that processinstance
 — When any reset signal specified using reset_signal_is for that process instance attains its activevalue
 — When any reset signal specified using async_reset_signal_is for that process instance attains itsactive value
 A process instance can only leave the synchronous reset state when all of the following apply:
 — Member function sync_reset_off is called or member function sync_reset_on has not yet beencalled for a process handle associated with that process instance
 — Every reset signal specified using reset_signal_is for that process instance has the negation of itsactive value
 — Every reset signal specified using async_reset_signal_is for that process instance has the negationof its active value
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 In each case, any resultant reset shall be equivalent to a call to member function reset, and hence, the eventreturned by member function reset_event shall be notified.
 Any given process instance can have multiple resets specified using reset_signal_is andasync_reset_signal_is in addition to being the target of calls to member functions reset and sync_reset_onof an associated process handle.
 5.6.6.4 kill
 void kill( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function kill shall kill the target process instance such that an sc_unwind_exception shallbe thrown (see 5.6.6.6) for the killed process instance and the killed process instance shall not bemade runnable again during the current simulation. A killed process shall be terminated.
 In the case of an exception thrown for a kill, member function is_reset of classsc_unwind_exception shall return the value false.
 kill shall have immediate effect; that is, the killed process instance shall be removed from the set ofrunnable processes, the call stack unwound, the process instance put into the terminated state, andthe terminated event notified before the return from the kill function. Calls to kill can have side-effects. If a process kills another process, control shall return to the function that called kill. If aprocess kills itself, the statements following the call to kill shall not be executed again during thecurrent simulation, and control shall return to the kernel.
 Calling kill on a terminated process instance shall have no effect on that particular process instance,although it may cause any non-terminated descendant process instances to be killed.
 Calling kill before the process has first executed is permitted, in which case the target processinstance shall not be run during the current simulation.
 It shall be an error to call kill during elaboration, before the initialization phase, or while thesimulation is paused or stopped.
 5.6.6.5 reset
 void reset( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function reset shall reset the target process instance such that the process shall be removedfrom the set of runnable processes, an sc_unwind_exception shall be thrown for the processinstance, any dynamic sensitivity associated with the process removed, and the static sensitivityrestored. The target process shall not be terminated. The process handle shall remain valid. Theassociated function shall then be called again and, as a consequence, will execute until it calls wait,suspends itself, or returns.
 reset shall have immediate effect; that is, the target process instance shall be removed from the setof runnable processes, the call stack unwound, and the reset event notified before the return from thereset function. Calls to reset can have side-effects. In particular, care should be taken to avoidmutual recursion between processes that reset one another. sc_unwind_exception may be caughtprovided it is immediately re-thrown.
 In the case of an sc_unwind_exception thrown for a reset, member function is_reset of classsc_unwind_exception shall return the value true.
 A method process may be reset, although the associated function will not have a call stack to beunwound except in the case where a method process resets itself. When a method process is reset,any dynamic sensitivity associated with the process shall be removed, the static sensitivity restored,and the associated function called again.
 A thread or a method process instance may reset itself (by a call to the reset method of an associatedprocess handle), in which case the call stack shall be unwound immediately.
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 Calling reset on a terminated process instance shall have no effect on that particular processinstance, although it may cause any non-terminated descendant process instances to be reset.
 Calling reset before the process has first executed is permitted, but it shall have no effect other thanto notify the event returned by reset_event.
 It shall be an error to call reset during elaboration, before the initialization phase, or while thesimulation is paused or stopped.
 5.6.6.6 Class sc_unwind_exception
 Class sc_unwind_exception is the type of the exception thrown by member functions kill and reset.
 In the case of a thread process suspended by a call to wait, or a thread or method process that kills or resetsitself, the sc_unwind_exception shall cause the call stack of the associated function to be unwound and anylocal objects to have their destructors called. In the case of a method process, the associated function doesnot have a call stack to be unwound unless the process kills or resets itself, but a call to kill shall cause themethod process to be terminated nonetheless.
 As a process is being killed or reset, the unwinding of the call stack may have side-effects, including calls todestructors for local objects. Such side-effects shall not include calls to wait or next_trigger, but they mayinclude calls to process control member functions for other process instances, including the calling processitself. In other words, calls to kill or reset can be nested (as can calls to throw_it, as described in 5.6.6.10).
 (The default actions of the SystemC report handler following an error include the SC_THROW action,which by default throws an exception. An implementation is obliged to catch the sc_unwind_exceptionbefore having the sc_report_handler throw another exception.)
 The target process is permitted to catch the sc_unwind_exception within its associated function body, inwhich case it shall re-throw the exception such that the implementation can properly execute the kill or reset.It shall be an error for an application to catch the sc_unwind_exception without re-throwing it.
 The catch block in the target process shall execute in the context of the target process, not the callingprocess. As a consequence, the function sc_get_current_process_handle shall return a handle to the targetprocess instance when called from the catch block.
 virtual const char* what() const;
 Member function what shall return an implementation-defined string describing the exception.
 virtual bool is_reset() const;
 Member function is_reset shall return the value true if the exception is thrown by reset and false ifthe exception is thrown by kill.
 sc_unwind_exception();sc_unwind_exception( const sc_unwind_exception& );virtual ~sc_unwind_exception();
 This exception shall only be thrown by the kernel. Hence, the constructors and destructor shall beprotected members.
 Example:
 SC_MODULE(m) {
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 SC_CTOR(m){
 SC_THREAD(run);}void run(){
 try {...
 }catch (const sc_unwind_exception& ex) {
 // Perform clean-upif (ex.is_reset())
 ...else
 ...throw ex;
 }}...
 };
 5.6.6.7 is_unwinding
 bool is_unwinding() const;
 Member function is_unwinding shall return the value true from the point when the kernel throwsan sc_unwind_exception to the point when the kernel catches that same sc_unwind_exception, andotherwise shall return the value false. Hence, is_unwinding shall return true when called during theunwinding of the call stack following a call to kill or reset, but not following a call to throw_it. Theintent is that this member function can be called from the destructor of a local object defined withinthe function associated with a process instance, where it can be used to differentiate between thecase where a process is killed or reset and the end of simulation.
 If called for an invalid process handle, the implementation shall generate a warning andis_unwinding shall return the value false.
 There also exists a non-member function that calls is_unwinding for the currently executing process(see 5.6.8).
 5.6.6.8 reset_event
 const sc_event& reset_event() const;
 Member function reset_event shall return a reference to an event that is notified whenever the targetprocess instance is reset, whether that be through an explicit call to member function reset, througha process instance being resumed while it is in the synchronous reset state, or through a reset signalattaining its active value. The reset event shall be scheduled using an immediate notification in theevaluation phase in which the explicit or implicit call to reset occurs. It shall be an error to callmember function reset_event for an invalid process handle.
 5.6.6.9 sync_reset_on and sync_reset_off
 void sync_reset_on( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );void sync_reset_off( sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function sync_reset_on shall cause the target process instance to enter the synchronousreset state. While in the synchronous reset state, a process instance shall be reset each time it is
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 resumed, whether due to an event notification or to a time-out. The call to sync_reset_on shall notitself cause the process to be reset immediately; the process shall only be reset each time it issubsequently resumed. Being reset in this sense shall have the same effect as would a call to thereset method, as described above.
 Member function sync_reset_off shall cause the target process instance to leave the synchronousreset state (unless any reset signal specified using reset_signal_is or async_reset_signal_is for thatprocess instance has its active value), thereby reversing the effect of any previous call tosync_reset_on for that process instance. sync_reset_off shall not modify the effect of any resetsignal and shall not modify the effect of any explicit call to the reset method.
 As a consequence of the above rules, if a call to sync_reset_on is followed by a call tosync_reset_off before a particular process instance has been resumed, that process instance cannothave been reset due to the sync_reset_on call, although it may have been reset due to the effect of areset signal (specified using reset_signal_is or async_reset_signal_is) or a call to the reset method.
 It is permissible to call sync_reset_on and sync_reset_off with the include_descendants argumenthaving the value SC_INCLUDE_DESCENDANTS and where the descendants are a mixture ofmethod and thread processes; the appropriate action shall be taken for each descendant processinstance according to whether it is a method process or a thread process.
 Calling sync_reset_on for a process instance that is already in the synchronous reset state shall haveno effect on that particular process instance, although it may cause descendants to enter thesynchronous reset state. Only a single call to sync_reset_off is required for a particular processinstance to leave the synchronous reset state (assuming there is no reset signal active).
 Calling sync_reset_off for a process instance that is not currently in the synchronous reset state shallhave no effect on that particular process instance, although it may cause descendants to leave thesynchronous reset state.
 A process instance may call sync_reset_on or sync_reset_off with itself as the target. As aconsequence of the above rules, the effect of the call will only be visible the next time the processinstance is resumed.
 If sync_reset_on is called for a target process instance that is not in the synchronous reset state andis suspended (meaning that suspend has been called), the behavior shall be implementation-defined(see 5.6.6.11).
 Calling sync_reset_on or sync_reset_off for a terminated process instance shall have no effect onthat particular process instance, although it may cause descendant process instances to enter or leavethe synchronous reset state.
 Calling sync_reset_on or sync_reset_off during elaboration or before the process has first executedis permitted, in which case the target process instance shall enter or leave the synchronous reset stateaccordingly. Being in the synchronous reset state shall have no effect on the initialization of aprocess instance; that is, the process instance shall be resumed during the first evaluation phase andshall run up to the point where it either returns or calls wait. If a process instance is still in thesynchronous reset state when it is first resumed (from a call to wait), then it shall be reset asdescribed above.
 The function associated with any process instance can call sync_reset_on or sync_reset_off: thereis no obligation that sync_reset_on and sync_reset_off should be called by the same processinstance.
 5.6.6.10 throw_it
 template <typename T>void throw_it( const T& user_defined_exception,
 sc_descendant_inclusion_info include_descendants = SC_NO_DESCENDANTS );
 Member function throw_it shall throw an exception within the target process instance. Theexception to be thrown shall be passed as the first argument to function throw_it. The exception
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 shall be thrown in the context of the target process, not in the context of the caller. Excepting thespecial case where a process throws an exception to itself, this shall require two context switches:from the caller to the target process and from the target process back to the caller.
 It is recommended that the exception being thrown should be derived from class std::exception, butan application may throw an exception not derived from class std::exception.
 Any dynamic sensitivity associated with the target process instance shall be removed and the staticsensitivity restored. The target process instance shall not be terminated by virtue of the fact thatthrow_it was called, although a thread process may immediately terminate if control is returnedfrom the associated function after the exception has been caught.
 throw_it shall have immediate effect; that is, control shall be passed from the caller to the targetprocess and the exception thrown and caught before the return from the throw_it function. Calls tothrow_it can have side-effects.
 The target process instance shall catch the exception in its associated function. It shall be an error forthe target process instance not to catch the exception. After catching the exception, the associatedfunction may return (and thus terminate in the case of a thread process) or may call wait. It shall bean error for the target process to throw another exception while handling the first exception.
 If a process throws an exception to another process, control shall return to the function that calledthrow_it. If a process throws an exception to itself, function throw_it does not return control to thecaller because its execution is interrupted by the exception, but control shall pass to a catch block inthe function associated with the process.
 The act of catching and handling the exception may have side-effects, including calls to destructorsfor local objects. Such side-effects shall not include calls to wait or next_trigger, but they mayinclude calls to process control member functions for other process instances, including the callingprocess itself. In other words, calls to throw_it can be nested (as can calls to kill or reset, asdescribed in 5.6.6.6).
 throw_it is only applicable when the target is a non-terminated thread process. Calls to throw_itwhere the target process instance is a method process or a terminated process are permitted and shallhave no effect except that an implementation may issue a warning. This shall include the case wherea method process throws an exception to itself. In particular, it is permissible to call throw_it withthe include_descendants argument having the value SC_INCLUDE_DESCENDANTS and wherethe descendants are a mixture of method and thread processes, some of which may have terminated;the appropriate action shall be taken for each descendant process instance. If the target process is anon-terminated method process, that process shall not be terminated by the call to throw_it.
 throw_it is only applicable when the target process instance has been suspended during execution,that is, has called wait or has been the target of a call to suspend or disable. A call to throw_it inany other context during simulation shall have no effect except that an implementation may generatea warning. In particular, a call to throw_it during simulation before the target process has firstexecuted shall have no effect except to generate a warning.
 It shall be an error to call throw_it during elaboration, before the initialization phase, or while thesimulation is paused or stopped.
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 5.6.6.11 Interactions between member functions for process control
 In Table 2, the phrase The current evaluation phase means that the effect on the target process becomesvisible during the evaluation phase in which the process control member function is called. For example, acall to suspend could remove the target process from the set of runnable processes, and an immediatenotification following a call to enable could cause the target process to run in the current evaluation phase.The next evaluation phase implies that disable would not prevent the target process from running in thecurrent evaluation phase, but it would prevent the target process from running in the subsequent evaluationphase. Immediate means that an exception is thrown and any associated actions are completed in the targetprocess before return to the caller.
 As described above, member functions kill and reset each achieve their effect by throwing an object of classsc_unwind_exception, while member function throw_it throws an exception of a user-defined class. Callsto kill, reset, and throw_it may be nested such that a process catching an exception may kill or reset anotherprocess instance or may throw an exception in another process instance before itself returning control to thekernel. Similarly, the destructor of an object that is going out-of-scope during stack unwinding (as a result ofan sc_unwind_exception having been thrown) may itself kill or reset another process instance or may throwan exception in another process instance. It is possible that such a chain of calls can get interrupted by aprocess instance killing or resetting itself, either directly or indirectly. For example, if a given processinstance attempts to kill all the descendants of its parent process with the callhandle.kill(SC_INCLUDE_DESCENDANTS), the descendant process instances will be killed one-by-one until the calling process instance is reached, at which point the caller itself will be killed and the callstack unwound.
 Care should be taken to avoid mutual recursion between processes that kill or reset one another, as suchmutual recursion can result in stack overflow.
 The relative priorities of the process control member functions are given below, ordered from highestpriority to lowest priority:
 1) kill, reset, throw_it
 2) disable, enable
 3) suspend, resume
 4) sync_reset_on, sync_reset_off
 Table 2—When process control member functions take effect
 Member function When it takes effect on the target process instance
 suspend The current evaluation phase
 resume The current evaluation phase
 disable The next evaluation phase
 enable The current evaluation phase
 kill Immediate
 reset Immediate
 throw_it Immediate
 sync_reset_on The current evaluation phase
 sync_reset_off The current evaluation phase
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 For each process instance, the implementation shall in effect maintain three independent flags to track thestate of calls to the member functions disable/enable, suspend/resume, and sync_reset_on/sync_reset_off,and shall then act according to the relative priority of those calls as listed above. Each of these three flagsshall be set and cleared by calls to the corresponding pair of member functions irrespective of the values ofthe remaining two flags and irrespective of the fact that certain interactions between the process controlmember functions are implementation-defined. For example, given two successive calls to resume with nointervening call to suspend, the second call to resume would have no effect, irrespective of any interveningcalls to disable or enable.
 Member functions kill, reset, and throw_it have immediate semantics that are executed immediately even ifthe target process instance is disabled, suspended, or in the synchronous reset state. In such a case, the targetprocess shall remain disabled, suspended, or in the synchronous reset state after the immediate action hasbeen completed. For example, a call to throw_it where the target process was disabled might cause thetarget process to wake up, catch the exception, call wait within its catch block, and finally yield control backto the kernel, all the while remaining in the disabled state.
 The behavior of certain interactions between the process control member functions shall be implementation-defined, as follows:
 a) If resume is called for a target process instance that is currently both suspended and disabled, thebehavior shall be implementation-defined (where suspended means suspend has been called anddisabled means disable has been called).
 b) If sync_reset_on is called or if a synchronous or asynchronous reset signal attains its active valuefor a target process instance that is currently both suspended and not in the synchronous reset state,the behavior shall be implementation-defined.
 c) If suspend is called for a target process instance that is currently both in the synchronous reset state(whether by means of a call to sync_reset_on or by means of a synchronous or asynchronous resetsignal having attained its active value) and not suspended, the behavior shall be implementation-defined.
 d) If disable is called for a target process instance that is currently both not disabled and waiting on atime-out (whether or not the time-out is accompanied by an event or an event list), the behavior shallbe implementation-defined.
 If reset is called while a target process instance is suspended, reset shall remove the dynamic sensitivity ofthe target process such that any event notification or time-out that occurred before the time of the reset willbe ignored when determining the behavior of a subsequent call to resume for that same target process. Inother words, a reset shall wipe the slate clean when determining the behavior of resume.
 It shall be an error to call the three member functions with immediate semantics during elaboration, beforethe initialization phase, or while the simulation is paused or stopped, but the remaining member functionsmay be called while in those states.
 NOTE—The intent of making certain interactions between the process control member functions implementation-defined is to shield the user from surprising behavior while also allowing for more specific semantics to be defined in thefuture as and when the use cases for the process control member functions are clarified.
 Example:
 sc_process_handle h; ... t.sync_reset_on(); // Target process put into the synchronous reset state A(); // Blocking call
 t.suspend(); // Target process suspended
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 B(); // Blocking call
 t.disable(); // Target process disabled C(); // Blocking call
 t.reset(); // Target process immediately reset but still disabled // Static sensitivity restored for target process
 D(); // Blocking call
 t.enable(); // Target process enabled but still suspended E(); // Blocking call
 t.disable(); // Target process disabled F(); // Blocking call
 t.enable(); // Target process enabled but still suspended G(); // Blocking call
 t.resume(); // Target process resumed but still in the synchronous reset state // Target process is made runnable if sensitive to an event notified by E or G // Target process not made runnable if sensitive to an event notified by A, B, C, D, // or F
 5.6.7 sc_get_current_process_handle
 sc_process_handle sc_get_current_process_handle();
 The value returned from function sc_get_current_process_handle shall depend on the context in which it iscalled. When called during elaboration from the body of a module constructor or from a function called fromthe body of a module constructor, sc_get_current_process_handle shall return a handle to the spawned orunspawned process instance most recently created within that module, if any. When called from one of thecallbacks before_end_of_elaboration or end_of_elaboration, sc_get_current_process_handle shallreturn a handle to the spawned or unspawned process instance most recently created within that specificcallback function, if any. If the most recently created process instance was not within the current module, orin the case of before_end_of_elaboration or end_of_elaboration was not created within that specificcallback, an implementation may return either a handle to the most recently created process instance or aninvalid handle. When called from sc_main during elaboration or from the callback start_of_simulation,sc_get_current_process_handle may return either a handle to the most recently created process instance oran invalid handle. When called during simulation, sc_get_current_process_handle shall return a handle tothe currently executing spawned or unspawned process instance, if any. If there is no such process instance,sc_get_current_process_handle shall return an invalid handle. When called from sc_main duringsimulation, sc_get_current_process_handle shall return an invalid handle.
 Example:
 SC_MODULE(Mod) {
 ...SC_CTOR(Mod){
 SC_METHOD(Run);sensitive << in;sc_process_handle h1 = sc_get_current_process_handle(); // Returns a handle to process Run
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 }void Run(){
 sc_process_handle h2 = sc_get_current_process_handle(); // Returns a handle to process Runif (h2.proc_kind() == SC_METHOD_PROC_)
 ... // Running a method processsc_object* parent = h2.get_parent_object(); // Returns a pointer to the
 // module instanceif (parent){
 handle = sc_process_handle(parent); // Invalid handle - parent is not a processif (handle.valid())
 ... // Executed if parent were a // valid process
 }}...
 };
 5.6.8 sc_is_unwinding
 bool sc_is_unwinding();
 Function sc_is_unwinding shall return the value returned from member function is_unwinding of theprocess handle returned from sc_get_current_process_handle. In other words, sc_is_unwinding shallreturn true if and only if the caller is currently the target process instance of a call to kill or reset.
 Example:
 struct wait_on_exit{
 ~wait_on_exit() {if( !sc_is_unwinding() ) // needed, because we might get killed
 wait( 10, SC_NS ) ; // ... and this wait would be illegal}
 };
 void some_module::some_process(){
 while( true ){
 try {wait_on_exit w; // local object, destroyed before catch// ...
 } catch( const sc_unwind_exception& ) {// some other cleanupthrow;
 }}
 }
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 5.7 sc_event_finder and sc_event_finder_t
 5.7.1 Description
 An event finder is a member function of a port class with a return type of sc_event_finder&. When a portinstance is bound to a channel instance containing multiple events, an event finder permits a specific eventfrom the channel to be retrieved through the port instance and added to the static sensitivity of a processinstance. sc_event_finder_t is a templated wrapper for class sc_event_finder, where the template parame-ter is the interface type of the port.
 An event finder function is called when creating static sensitivity to events through a port. Because portbinding may be deferred, it may not be possible for the implementation to retrieve an event to which a pro-cess is to be made sensitive at the time the process instance is created. Instead, an application should call anevent finder function, in which case the implementation shall defer the adding of events to the static sensitiv-ity of the process until port binding has been completed. These deferred actions shall be completed by theimplementation before the callbacks to function end_of_elaboration.
 If an event finder function is called for a multiport bound to more than one channel instance, the events forall such channel instances shall be added to the static sensitivity of the process.
 5.7.2 Class definition
 namespace sc_core {
 class sc_event_finder implementation-defined ;
 template <class IF>class sc_event_finder_t: public sc_event_finder{
 public:sc_event_finder_t( const sc_port_base& port_, const sc_event& (IF::*event_method_) () const );
 // Other membersimplementation-defined
 };
 } // namespace sc_core
 5.7.3 Constraints on usage
 An application shall only use class sc_event_finder as the return type (passed by reference) of a memberfunction of a port class, or as the base class for an application-specific event finder class template that maypossess additional template parameters and event method parameters.
 An application shall only use class sc_event_finder_t<interface> in constructing the object returned froman event finder.
 An event finder shall have a return type of sc_event_finder& and shall return an object of classsc_event_finder_t<interface> or an application-specific event finder class template, where:
 a) interface shall be the name of an interface to which said port can be bound, and
 b) the first argument passed to the constructor for said object shall be the port object itself, and
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 c) the second argument shall be the address of a member function of said interface. The event found bythe event finder is the event returned by this function.
 An event finder member function may only be called when creating the static sensitivity of a process usingoperator<<, function set_sensitivity, or macro SC_CTHREAD. An event finder member function shallonly be called during elaboration, either from a constructor or from the before_end_of_elaboration call-back. An event finder member function shall not be called from the end_of_elaboration callback or duringsimulation. Instead, an application may make a process directly sensitive to an event.
 In the case of a multiport, an event finder member function cannot find an event from an individual channelinstance to which the multiport is bound using an index number. An application can work around thisrestriction by getting the events from the individual channel instances in the end_of_elaboration callbackafter port binding is complete (see example below).
 Example:
 #include "systemc.h"
 class if_class: virtual public sc_interface{
 public:virtual const sc_event& ev_func() const = 0;...
 };
 class chan_class: public if_class, public sc_prim_channel{
 public:virtual const sc_event& ev_func() const { return an_event; }...
 private:sc_event an_event;
 };
 template<int N = 1>class port_class: public sc_port<if_class,N>{
 public:sc_event_finder& event_finder() const{
 return *new sc_event_finder_t<if_class>( *this , &if_class::ev_func );}...
 };
 SC_MODULE(mod_class){
 port_class<1> port_var;port_class<0> multiport;
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 SC_CTOR(mod_class){
 SC_METHOD(method);sensitive << port_var.event_finder(); // Sensitive to chan_class::an_event
 }void method();...
 void end_of_elaboration(){
 SC_METHOD(method2);for (int i = 0; i < multiport.size(); i++)
 sensitive << multiport[i]->ev_func(); // Sensitive to chan_class::an_event}void method2();...
 };
 NOTE—For particular examples of event finders, refer to the functions pos and neg of class sc_in<bool> (see 6.9).
 5.8 sc_event_and_list and sc_event_or_list
 5.8.1 Description
 The classes sc_event_and_list and sc_event_or_list are used to represent explicit event list objects whichmay be constructed and manipulated prior to being passed as arguments to the functions next_trigger (see5.2.17) and wait (see 5.2.18). An event list object shall store pointers or references to zero or more eventobjects. An event list may contain multiple references to the same event object. The order of the eventswithin the event list shall have no effect on the behavior of the event list when it is used to create dynamicsensitivity.
 5.8.2 Class definition
 namespace sc_core {
 class sc_event_and_list { public:
 sc_event_and_list(); sc_event_and_list( const sc_event_and_list& ); sc_event_and_list( const sc_event& ); sc_event_and_list& operator= ( const sc_event_and_list& ); ~sc_event_and_list();
 int size() const; void swap( sc_event_and_list& );
 sc_event_and_list& operator&= ( const sc_event& ); sc_event_and_list& operator&= ( const sc_event_and_list& );
 sc_event_and_expr† operator& ( const sc_event& ) const; sc_event_and_expr† operator& ( const sc_event_and_list& ) const;
 };

Page 117
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 93Copyright © 2012 IEEE. All rights reserved.
 class sc_event_or_list{ public:
 sc_event_or_list(); sc_event_or_list( const sc_event_or_list& ); sc_event_or_list( const sc_event& ); sc_event_or_list& operator= ( const sc_event_or_list& ); ~sc_event_or_list();
 int size() const; void swap( sc_event_or_list& );
 sc_event_or_list& operator|= ( const sc_event& ); sc_event_or_list& operator|= ( const sc_event_or_list& );
 sc_event_or_expr† operator| ( const sc_event& ) const; sc_event_or_expr† operator| ( const sc_event_or_list& ) const;
 };
 } // namespace sc_core
 5.8.3 Constraints and usage
 The intended usage for objects of class sc_event_and_list and sc_event_or_list is that they are passed asarguments to the functions wait and next_trigger. Unlike the case of event expression objects, which aredeleted automatically by the implementation (see 5.9.3), the application shall be responsible for deletingevent list objects when they are no longer required. The application shall be responsible for ensuring that anevent list object is still valid (that is, has not been destroyed) when a process instance resumes or is triggeredas a direct result of the notification of one or more events in the event list. If the event list object has alreadybeen destroyed at this point, the behavior of the implementation shall be undefined.
 5.8.4 Constructors, destructor, assignment
 sc_event_and_list(); sc_event_or_list();
 Each default constructor shall construct an empty event list object. It shall be an error to pass anempty event list object as an argument to the functions wait or next_trigger.
 sc_event_and_list( const sc_event_and_list& ); sc_event_or_list( const sc_event_or_list& ); sc_event_and_list& operator= ( const sc_event_and_list& ); sc_event_or_list& operator= ( const sc_event_or_list& );
 The copy constructors and assignment operators shall permit event list objects to be initialized andassigned by the application.
 sc_event_and_list( const sc_event& ); sc_event_or_list( const sc_event& );
 These constructors shall construct event list objects containing the single event passed as an argu-ment to the constructor.
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 ~sc_event_and_list(); ~sc_event_or_list();
 An event list object may be constructed as a stack or as a heap variable. In the case of the heap, theapplication is responsible for deleting an event list object when it is no longer required.
 5.8.5 Member functions and operators
 int size() const;
 Member function size shall return the number of events in the event list. Any duplicate events in theevent list shall not count toward the value of size.
 Example:
 sc_event ev;sc_event_or_list list = ev | ev;sc_assert( list.size() == 1 );
 void swap( sc_event_and_list& ); void swap( sc_event_or_list& );
 Member function swap shall exchange the current event list object *this with the event list passed asan argument.
 sc_event_and_list& operator&= ( const sc_event& ); sc_event_and_list& operator&= ( const sc_event_and_list& ); sc_event_and_expr† operator& ( const sc_event& ) const; sc_event_and_expr† operator& ( const sc_event_and_list& ) const; sc_event_or_list& operator|= ( const sc_event& ); sc_event_or_list& operator|= ( const sc_event_or_list& ); sc_event_or_expr† operator| ( const sc_event& ) const; sc_event_or_expr† operator| ( const sc_event_or_list& ) const;
 Each of these operators shall append the event or event list passed as an argument to the currentevent list object *this, and shall return the resultant elongated event list as the value of the operator.In the case of the assignment operators &= and |=, the operator shall return a reference to the currentobject, which shall have been modified to contain the elongated event list. In the case of the remain-ing operators & and |, the current object *this shall not be modified.
 Example:
 struct M: sc_module {
 sc_port<sc_signal_in_if<int>, 0> p; // Multiport
 M(sc_module_name _name) {
 SC_THREAD(T); }
 sc_event_or_list all_events() const {
 sc_event_or_list or_list;
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 for (int i = 0; i < p.size(); i++) or_list |= p[i]->default_event();
 return or_list; }
 sc_event event1, event2; ...
 void T() {
 for (;;) {
 wait( all_events() ); ...
 sc_event_and_list list; sc_assert( list.size() == 0 );
 list = list & event1; sc_assert( list.size() == 1 );
 list &= event2; sc_assert( list.size() == 2 );
 wait(list); sc_assert( list.size() == 2 ); ...
 } }
 SC_HAS_PROCESS(M); };
 5.9 sc_event_and_expr† and sc_event_or_expr†
 5.9.1 Description
 The classes sc_event_and_expr† and sc_event_or_expr† provide the & and | operators used to construct theevent expressions passed as arguments to the functions wait (see 5.2.17) and next_trigger (see 5.2.18). Anevent expression object shall store pointers or references to zero or more event objects. An event expressionmay contain multiple references to the same event object. The order of the events within the eventexpression shall have no effect on the behavior of the event expression when it is used to create dynamicsensitivity.
 5.9.2 Class definition
 namespace sc_core {
 class sc_event_and_expr†
 {public:
 operator const sc_event_and_list &() const;
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 // Other membersimplementation-defined
 };
 sc_event_and_expr† operator& ( sc_event_and_expr† , sc_event const& );sc_event_and_expr† operator& ( sc_event_and_expr† , sc_event_and_list const& );
 class sc_event_or_expr†
 {public:
 operator const sc_event_or_list &() const;
 // Other membersimplementation-defined
 };
 sc_event_or_expr† operator| ( sc_event_or_expr† , sc_event const& ); sc_event_or_expr† operator| ( sc_event_or_expr† , sc_event_or_list const& );
 } // namespace sc_core
 5.9.3 Constraints on usage
 An application shall not explicitly create an object of class sc_event_and_expr† or sc_event_or_expr†. Anapplication wishing to create explicit event list objects should use the classes sc_event_and_list andsc_event_or_list.
 Classes sc_event_and_expr† and sc_event_or_expr† are the return types of operator& and operator|,respectively, of classes sc_event, sc_event_and_list, and sc_event_or_list.
 The existence of the type conversion operators from type sc_event_and_expr† to type constsc_event_and_list & and from type sc_event_or_expr† to type const sc_event_or_list & allow expressionsof type sc_event_and_expr† and sc_event_or_expr† to be passed as arguments to the functions wait andnext_trigger, for example, wait(ev1 & ev2). The objects of type sc_event_and_expr† andsc_event_or_expr† are temporaries returned by operator& or operator| in an event expression, and wouldbe destroyed automatically after the call to wait or next_trigger. The implementation shall delete the eventlist object when the process instance resumes or is triggered as a direct result of the notification of one ormore events in the event expression. In other words, the implementation shall be responsible for thecreation, deletion, and memory management of event list objects returned from the above type conversionoperators.
 5.9.4 Operators
 operator const sc_event_and_list &() const; operator const sc_event_or_list &() const;
 Each of these type conversion operators shall return a reference to an event list object equivalent tothe event list expression represented by the current object *this, equivalent in the sense that theevent list object shall contain references to the same set of events as the event list expression.
 sc_event_and_expr† operator& ( sc_event_and_expr† , sc_event const& ); sc_event_and_expr† operator& ( sc_event_and_expr† , sc_event_and_list const& ); sc_event_or_expr† operator| ( sc_event_or_expr† , sc_event const& ); sc_event_or_expr† operator| ( sc_event_or_expr† , sc_event_or_list const& );
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 A call to either operator shall append the event or events passed as the second argument to the eventexpression passed as the first argument, and shall return the resultant elongated event expression asthe value of the operator.
 Example:
 sc_event event1, event2;
 void thread_process() {
 ... wait( event1 | event2 ); // When the thread process resumes following the notification of event1 or event2, // the implementation shall delete the object of type sc_event_or_expr returned from operator| ...
 }
 5.10 sc_event
 5.10.1 Description
 An event is an object of class sc_event used for process synchronization. A process instance may betriggered or resumed on the occurrence of an event, that is, when the event is notified. Any given event maybe notified on many separate occasions.
 Events can be hierarchically named or not. An event without a hierarchical name shall have animplementation-defined name. A hierarchically named event shall either have a parent in the objecthierarchy (in which case the event would be returned from member function get_child_events of thatparent) or be a top-level event (in which case the event would be returned by functionsc_get_top_level_events). If an event has a parent, that parent shall be either a module instance or a processinstance. An event without a hierarchical name shall not have a parent in the object hierarchy.
 A kernel event is an event that is instantiated by the implementation, such as an event within a predefinedprimitive channel. A kernel event shall not be hierarchically named but shall have an implementation-defined name, regardless of whether it is instantiated during elaboration or during simulation.
 With the exception of kernel events, every event that is instantiated during elaboration or before theinitialization phase shall be a hierarchically named event.
 NOTE 1—Events without a hierarchical name are provided for backward compatibility with earlier versions of thisstandard and to avoid the potential performance impact of creating hierachical names during simulation.
 NOTE 2—Although an event may have a parent of type sc_object, an event object is not itself an sc_object, and hencean event cannot be returned by member function get_child_objects. Member function get_child_events is provided forthe purpose of retrieving the events within a given module or process instance.
 NOTE 3—In the case of a hierarchically named event, the rules for hierachical naming imply that the name of the eventis formed by concatenating the hierarchical name of the parent of the event with the basename of the event, with the twoparts separated by a period character.
 5.10.2 Class definition
 namespace sc_core {
 class sc_event
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 {public:
 sc_event(); explicit sc_event( const char* );~sc_event();
 const char* name() const;const char* basename() const;bool in_hierarchy() const;sc_object* get_parent_object() const;
 void notify();void notify( const sc_time& );void notify( double , sc_time_unit );void cancel();
 sc_event_and_expr† operator& ( const sc_event& ) const; sc_event_and_expr† operator& ( const sc_event_and_list& ) const; sc_event_or_expr† operator| ( const sc_event& ) const;
 sc_event_or_expr† operator| ( const sc_event_or_list& ) const;
 private:// Disabledsc_event( const sc_event& );sc_event& operator= ( const sc_event& );
 };
 const std::vector<sc_event*>& sc_get_top_level_events();sc_event* sc_find_event( const char* );
 } // namespace sc_core
 5.10.3 Constraints on usage
 Objects of class sc_event may be constructed during elaboration or simulation. Events may be notifiedduring elaboration or simulation, except that it shall be an error to create an immediate notification duringelaboration or from one of the callbacks before_end_of_elaboration, end_of_elaboration, orstart_of_simulation.
 5.10.4 Constructors, destructor, and event naming
 sc_event();explicit sc_event( const char* );
 Calling the constructor sc_event(const char*) with an empty string shall have the same effect ascalling the default constructor, regardless of when it is called by the application.
 When called by the application during elaboration or before the initialization phase, each of theabove two constructors shall create a hierarchically named event.
 When the default constructor is called by the application from the initialization phase onwards,whether or not a hierarchically named event is created shall be implementation-defined on a per-instance basis.
 When the constructor sc_event(const char*) is called by the application from the initializationphase onward with a non-empty string argument, the implementation shall create a hierachicallynamed event.
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 When a hierarchically named event is constructed, if a non-empty string is passed as a constructorargument, that string shall be used to set the string name of the event. Otherwise, the string nameshall be set to "event". The string name shall be used to determine the hierarchical name asdescribed in 5.17.
 If a constructor needs to substitute a new string name in place of the original string name as theresult of a name clash, the constructor shall generate a single warning.
 An event that is not hierarchically named shall have a non-empty implementation-defined name.That name shall take the form of a hierachical name as described in 5.17 but may contain one ormore characters that are not in the recommended character set for application-defined hierarchicalnames (such as punctuation characters and mathematical symbols). The intent is that animplementation may use special characters to distinguish implementation-defined names fromapplication-defined names, although it is not obliged to do so.
 Kernel events shall obey the same rules as application-defined events that are not hierarchicallynamed.
 NOTE—An implementation is not required to guarantee that each implementation-defined event name isunique. The intent is that the implementation will use characters not recommended in application-definednames to reduce the probability of a name clash between a hierarchical name and an implementation-definedname.
 ~sc_event();
 The destructor shall delete the object and shall remove the event from the object hierarchy such thatthe event is no longer a top-level event or a child event.
 5.10.5 Functions for naming and hierarchy traversal
 const char* name() const;
 Member function name shall return the hierarchical name of the event instance in the case of ahierarchically named event, or otherwise, it shall return the implementation-defined name of theevent instance. The name shall always be non-empty.
 const char* basename() const;
 Member function basename shall return the string name of the event instance in the case of ahierarchically named event, or otherwise, it shall return an implementation-defined name. This is thestring name created when the event instance was constructed. In the case of an implementation-defined name, the relationship between the strings returned from member functions name andbasename is also implementation-defined.
 bool in_hierarchy() const;
 Member function in_hierarchy shall return the value true if and only if the event is a hierarchicallynamed event.
 The three functions below return information that supports the traversal of events that have a parent in theobject hierarchy. An implementation shall allow each of these three functions to be called at any stageduring elaboration or simulation. If called before elaboration is complete, they shall return informationconcerning the partially constructed object hierarchy as it exists at the time the functions are called. In otherwords, a function shall return pointers to any sc_event objects that have been constructed before the time thefunction is called but will exclude any objects constructed after the function is called.
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 sc_object* get_parent_object() const;
 Member function get_parent_object shall return a pointer to the sc_object that is the parent of thecurrent sc_event object in the case of hierarchically named events, or otherwise, it shall return thenull pointer. get_parent_object shall also return a null pointer for a top-level event. If the parentobject is a process instance and that process has terminated, get_parent_object shall return apointer to that process instance. A process instance shall not be deleted (nor any associated processhandles invalidated) while the process has surviving children, but it may be deleted once all its childobjects have been deleted.
 const std::vector<sc_event*>& sc_get_top_level_events();
 Function sc_get_top_level_events shall return a std::vector containing pointers to all of the top-level sc_event objects, that is, events that are hierarchically named but have no parent.
 sc_event* sc_find_event( const char* );
 Function sc_find_event shall return a pointer to the hierarchically named sc_event object that has aname that exactly matches the value of the string argument or shall return the null pointer if there isno hierarchically named sc_event with that name. Function sc_find_event shall not return a pointerto an event that has an implementation-defined name.
 5.10.6 notify and cancel
 void notify();
 A call to member function notify with an empty argument list shall create an immediate notification.Any and all process instances sensitive to the event shall be made runnable before control is returnedfrom function notify, with the exception of the currently executing process instance, which shall notbe made runnable due to an immediate notification regardless of its static or dynamic sensitivity (see4.2.1.2).
 NOTE 1—Process instances sensitive to the event will not be resumed or triggered until the process that callednotify has suspended or returned.
 NOTE 2—All process instances sensitive to the event will be run in the current evaluation phase and in an orderthat is implementation-defined. The presence of immediate notification can introduce non-deterministicbehavior.
 NOTE 3—Member function update of class sc_prim_channel shall not call notify to create an immediatenotification.
 void notify( const sc_time& );void notify( double , sc_time_unit );
 A call to member function notify with an argument that represents a zero time shall create a deltanotification.
 A call to function notify with an argument that represents a non-zero time shall create a timednotification at the given time, expressed relative to the simulation time when function notify iscalled. In other words, the value of the time argument is added to the current simulation time todetermine the time at which the event will be notified. The time argument shall not be negative.
 NOTE—In the case of a delta notification, all processes that are sensitive to the event in the delta notificationphase will be made runnable in the subsequent evaluation phase. In the case of a timed notification, allprocesses sensitive to the event at the time the event occurs will be made runnable at the time, which will be afuture simulation time.
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 void cancel();
 Member function cancel shall delete any pending notification for this event.
 NOTE 1—At most one pending notification can exist for any given event.
 NOTE 2—Immediate notification cannot be cancelled.
 5.10.7 Event lists
 sc_event_and_expr† operator& ( const sc_event& ) const; sc_event_and_expr† operator& ( const sc_event_and_list& ) const; sc_event_or_expr† operator| ( const sc_event& ) const; sc_event_or_expr† operator| ( const sc_event_or_list& ) const;
 A call to either operator shall return an event expression formed by appending the current eventobject to the event or event list passed as an argument.
 NOTE—Event lists are used as arguments to functions wait (see 5.2.18) and next_trigger (see 5.2.17).
 5.10.8 Multiple event notifications
 A given event shall have no more than one pending notification.
 If function notify is called for an event that already has a notification pending, only the notificationscheduled to occur at the earliest time shall survive. The notification scheduled to occur at the later timeshall be cancelled (or never be scheduled in the first place). An immediate notification is taken to occurearlier than a delta notification, and a delta notification earlier than a timed notification. This is irrespectiveof the order in which function notify is called.
 Example:
 sc_event e;e.notify(SC_ZERO_TIME); // Delta notificatione.notify(1, SC_NS); // Timed notification ignored due to pending delta notificatione.notify(); // Immediate notification cancels pending delta notification. e is notified
 e.notify(2, SC_NS); // Timed notificatione.notify(3, SC_NS); // Timed notification ignored due to earlier pending timed notificatione.notify(1, SC_NS); // Timed notification cancels pending timed notificatione.notify(SC_ZERO_TIME); // Delta notification cancels pending timed notification
 // e is notified in the next delta cycle
 5.11 sc_time
 5.11.1 Description
 Class sc_time is used to represent simulation time and time intervals, including delays and time-outs. Anobject of class sc_time is constructed from a double and an sc_time_unit. Time shall be representedinternally as an unsigned integer of at least 64 bits. For implementations using more than 64 bits, the returnvalue of member function value need not be of type sc_dt::uint64 (see member function value in 5.11.2).
 5.11.2 Class definition
 namespace sc_core {
 enum sc_time_unit {SC_FS = 0, SC_PS, SC_NS, SC_US, SC_MS, SC_SEC};
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 class sc_time{
 public:sc_time();sc_time( double , sc_time_unit );sc_time( const sc_time& );
 sc_time& operator= ( const sc_time& );
 sc_dt::uint64 value() const; double to_double() const; double to_seconds() const;const std::string to_string() const;
 bool operator== ( const sc_time& ) const;bool operator!= ( const sc_time& ) const;bool operator< ( const sc_time& ) const;bool operator<= ( const sc_time& ) const;bool operator> ( const sc_time& ) const;bool operator>= ( const sc_time& ) const;
 sc_time& operator+= ( const sc_time& );sc_time& operator-= ( const sc_time& );sc_time& operator*= ( double );sc_time& operator/= ( double );
 void print( std::ostream& = std::cout ) const;};
 const sc_time operator+ ( const sc_time&, const sc_time& );const sc_time operator- ( const sc_time&, const sc_time& );
 const sc_time operator* ( const sc_time&, double );const sc_time operator* ( double, const sc_time& );const sc_time operator/ ( const sc_time&, double );double operator/ ( const sc_time&, const sc_time& );
 std::ostream& operator<< ( std::ostream&, const sc_time& );
 const sc_time SC_ZERO_TIME;
 void sc_set_time_resolution( double, sc_time_unit );sc_time sc_get_time_resolution();const sc_time& sc_max_time();
 } // namespace sc_core
 5.11.3 Time resolution
 Time shall be represented internally as an integer multiple of the time resolution. The default time resolutionis 1 picosecond. Every object of class sc_time shall share a single common global time resolution.
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 The time resolution can only be changed by calling the function sc_set_time_resolution. This function shallonly be called during elaboration, shall not be called more than once, and shall not be called afterconstructing an object of type sc_time with a non-zero time value. The value of the double argument shallbe positive and shall be a power of 10. It shall be an error for an application to break the rules given in thisparagraph.
 The constructor for sc_time shall scale and round the given time value to the nearest multiple of the timeresolution. Whether the value is rounded up or down is implementation-defined. The default constructorshall create an object having a time value of zero.
 The values of enum sc_time_unit shall be taken to have their standard physical meanings, for example,SC_FS = femtosecond = 10E-15 seconds.
 The function sc_get_time_resolution shall return the time resolution.
 5.11.4 Function sc_max_time
 The implementation shall provide a function sc_max_time with the following declaration:
 const sc_time& sc_max_time();
 The function sc_max_time shall return the maximum value of type sc_time, calculated after taking intoaccount the time resolution. Since function sc_max_time necessarily returns a reference to an object of typesc_time that represents a non-zero time value, the time resolution cannot be modified after a call tosc_max_time. Every call to sc_max_time during a given simulation run shall return an object having thesame value and representing the maximum simulation time. The actual value is implementation-defined.Whether each call to sc_max_time returns a reference to the same object or a different object isimplementation-defined.
 5.11.5 Functions and operators
 All arithmetic, relational, equality, and assignment operators declared in 5.11.2 shall be taken to have theirnatural meanings when performing integer arithmetic on the underlying representation of time. The resultsof integer underflow and divide-by-zero shall be implementation-defined.
 sc_dt::uint64 value() const;double to_double() const;double to_seconds() const;
 These functions shall return the underlying representation of the time value, first converting thevalue to a double in each of the two cases to_double and to_seconds, and then also scaling theresultant value to units of 1 second in the case of to_seconds.
 const std::string to_string() const;void print( std::ostream& = std::cout ) const;std::ostream& operator<< ( std::ostream& , const sc_time& );
 These functions shall return the time value converted to a string or print that string to the givenstream. The format of the string is implementation-defined.
 5.11.6 SC_ZERO_TIME
 Constant SC_ZERO_TIME represents a time value of zero. It is good practice to use this constant wheneverwriting a time value of zero, for example, when creating a delta notification or a delta time-out.
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 Example:
 sc_event e;e.notify(SC_ZERO_TIME); // Delta notificationwait(SC_ZERO_TIME); // Delta time-out
 5.12 sc_port
 5.12.1 Description
 Ports provide the means by which a module can be written such that it is independent of the context in whichit is instantiated. A port forwards interface method calls to the channel to which the port is bound. A portdefines a set of services (as identified by the type of the port) that are required by the module containing theport.
 If a module is to call a member function belonging to a channel that is outside the module itself, that callshould be made using an interface method call through a port of the module. To do otherwise is consideredbad coding style. However, a call to a member function belonging to a channel instantiated within thecurrent module may be made directly. This is known as portless channel access. If a module is to call amember function belonging to a channel instance within a child module, that call should be made through anexport of the child module (see 5.13).
 5.12.2 Class definition
 namespace sc_core {
 enum sc_port_policy{
 SC_ONE_OR_MORE_BOUND , // DefaultSC_ZERO_OR_MORE_BOUND ,SC_ALL_BOUND
 };
 class sc_port_base : public sc_object { implementation-defined };
 template <class IF>class sc_port_b: public sc_port_base{
 public:void operator() ( IF& );void operator() ( sc_port_b<IF>& );
 virtual void bind( IF& );virtual void bind( sc_port_b<IF>& );
 int size() const;
 IF* operator-> ();const IF* operator-> () const;
 IF* operator[] ( int );
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 const IF* operator[] ( int ) const;
 virtual sc_interface* get_interface();virtual const sc_interface* get_interface() const;
 protected:virtual void before_end_of_elaboration();virtual void end_of_elaboration();virtual void start_of_simulation();virtual void end_of_simulation();
 explicit sc_port_b( int , sc_port_policy ); sc_port_b( const char* , int , sc_port_policy ); virtual ~sc_port_b();
 private: // Disabled sc_port_b(); sc_port_b( const sc_port_b<IF>& ); sc_port_b<IF>& operator = ( const sc_port_b<IF>& );
 };
 template <class IF, int N = 1, sc_port_policy P = SC_ONE_OR_MORE_BOUND> class sc_port : public sc_port_b<IF> {
 public: sc_port();explicit sc_port( const char* );virtual ~sc_port();
 virtual const char* kind() const;
 private: // Disabled sc_port( const sc_port<IF,N,P>& ); sc_port<IF,N,P>& operator= ( const sc_port<IF,N,P>& );
 };
 } // namespace sc_core
 5.12.3 Template parameters
 The first argument to template sc_port shall be the name of an interface proper. This interface is said to bethe type of the port. A port can only be bound to a channel derived from the type of the port or to anotherport or export with a type derived from the type of the port.
 The second argument to template sc_port is an optional integer value. If present, this argument shall specifythe maximum number of channel instances to which any one instance of the port belonging to any specificmodule instance may be bound. If the value of this argument is zero, the port may be bound to an arbitrarynumber of channel instances. It shall be an error to bind a port to more channel instances than the numberpermitted by the second template argument.
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 The default value of the second argument is 1. If the value of the second argument is not 1, the port is said tobe a multiport. If a port is bound to another port, the value of this argument may differ between the twoports.
 The third argument to template sc_port is an optional port policy of type sc_port_policy. The port policyargument determines the rules for binding multiports and the rules for unbound ports.
 The policy SC_ONE_OR_MORE_BOUND means that the port instance shall be bound to one or morechannel instances, the maximum number being determined by the value of the second template argument. Itshall be an error for the port instance to remain unbound at the end of elaboration.
 The policy SC_ZERO_OR_MORE_BOUND means that the port instance shall be bound to zero or morechannel instances, the maximum number being determined by the value of the second template argument.The port instance may remain unbound at the end of elaboration.
 The policy SC_ALL_BOUND means that the port instance shall be bound to exactly the number of channelinstances given by value of the second template argument, no more and no less, provided that value isgreater than zero. If the value of the second template argument is zero, policy SC_ALL_BOUND shall havethe same meaning as policy SC_ONE_OR_MORE_BOUND. It shall be an error for the port instance toremain unbound at the end of elaboration, or to be bound to fewer channel instances than the numberrequired by the second template argument.
 It shall be an error to bind a given port instance to a given channel instance more than once, whether directlyor through another port.
 The port policy shall apply independently to each port instance, even when a port is bound to another port.For example, if a port on a child module with a type sc_port<IF> is bound to a port on a parent module witha type sc_port<IF,2,SC_ALL_BOUND>, the two port policies are contradictory and one or other willinevitably result in an error at the end of elaboration.
 The port policies shall hold when port binding is completed by the implementation just before the callbacksto function end_of_elaboration but are not required to hold any earlier. For example, a port of typesc_port<IF,2,SC_ALL_BOUND> could be bound once in a module constructor and once in the callbackfunction before_end_of_elaboration.
 Example:
 sc_port<IF> // Bound to exactly 1 channel instancesc_port<IF,0> // Bound to 1 or more channel instances
 // with no upper limitsc_port<IF,3> // Bound to 1, 2, or 3 channel instancessc_port<IF,0,SC_ZERO_OR_MORE_BOUND> // Bound to 0 or more channel instances
 // with no upper limitsc_port<IF,1,SC_ZERO_OR_MORE_BOUND> // Bound to 0 or 1 channel instancessc_port<IF,3,SC_ZERO_OR_MORE_BOUND> // Bound to 0, 1, 2, or 3 channel instancessc_port<IF,3,SC_ALL_BOUND> // Bound to exactly 3 channel instances
 NOTE—A port may be bound indirectly to a channel by being bound to another port or export (see 4.1.3).
 5.12.4 Constraints on usage
 An implementation shall derive class sc_port_base from class sc_object.
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 Ports shall only be instantiated during elaboration and only from within a module. It shall be an error toinstantiate a port other than within a module. It shall be an error to instantiate a port during simulation.
 The member functions size and get_interface can be called during elaboration or simulation, whereasoperator-> and operator[] should only be called from end_of_elaboration or during simulation.
 It is strongly recommended that a port within a given module be bound at the point where the given moduleis instantiated, that is, within the constructor from which the module is instantiated. Furthermore, it isstrongly recommended that the port be bound to a channel or another port that is itself instantiated within themodule containing the instance of the given module or to an export that is instantiated within a child module.This recommendation may be violated on occasion. For example, it is convenient to bind an otherwiseunbound port from the before_end_of_elaboration callback of the port instance itself.
 The constraint that a port be instantiated within a module allows for considerable flexibility. However, it isstrongly recommended that a port instance be a data member of a module wherever practical; otherwise, thesyntax necessary for named port binding becomes somewhat arcane in that it requires more than simple classmember access using the dot operator.
 Suppose a particular port is instantiated within module C, and module C is itself instantiated within moduleP. It is permissible for the port to be bound at some point in the code remote from the point at which moduleC is instantiated, it is permissible for the port to be bound to a channel (or another port) that is itselfinstantiated in a module other than the module P, and it is permissible for the port to be bound to an exportthat is instantiated somewhere other than in a child module of module P. However, all such cases wouldresult in a breakdown of the normal discipline of the module hierarchy and are strongly discouraged intypical usage.
 5.12.5 Constructors
 explicit sc_port_b( int , sc_port_policy );
 sc_port_b( const char* , int , sc_port_policy );
 virtual ~sc_port_b();
 The constructor for class sc_port_b shall pass the values of its arguments though to the constructorfor the base class sub-object. The character string argument shall be the string name of the instancein the module hierarchy, the int argument shall be the maximum number of channel instances, andthe sc_port_policy argument shall be the port policy.
 sc_port();
 explicit sc_port( const char* );
 The constructor for class sc_port shall pass the character string argument (if such argument exists)through to the constructor belonging to the base class sc_port_b to set the string name of theinstance in the module hierarchy, and shall pass the two template parameters N and P as argumentsto the constructor for class sc_port_b.
 The default constructor shall call function sc_gen_unique_name("port") to generate a unique string namethat it shall then pass through to the constructor for the base class sc_object.
 NOTE—A port instance need not be given an explicit string name within the application when it is constructed.
 5.12.6 kind
 Member function kind shall return the string "sc_port".
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 5.12.7 Named port binding
 Ports can be bound either using the functions listed in this subclause for named binding or using theoperator() from class sc_module for positional binding. An implementation may defer the completion ofport binding until a later time during elaboration because the port to which a port is bound may not yet itselfhave been bound. Such deferred port binding shall be completed by the implementation before the callbacksto function end_of_elaboration.
 void operator() ( IF& );virtual void bind( IF& );
 Each of these two functions shall bind the port instance for which the function is called to thechannel instance passed as an argument to the function. The actual argument can be an export, inwhich case the C++ compiler will call the implicit conversion sc_export<IF>::operator IF&. Theimplementation of operator() shall achieve its effect by calling the virtual member function bind.
 void operator() ( sc_port_b<IF>& );virtual void bind( sc_port_b<IF>& );
 Each of these two functions shall bind the port instance for which the function is called to the portinstance passed as an argument to the function. The implementation of operator() shall achieve itseffect by calling the virtual member function bind.
 Example:
 SC_MODULE(M){
 sc_inout<int> P, Q, R, S; // Portssc_inout<int> *T; // Pointer-to-port (not a recommended coding style)
 SC_CTOR(M) { T = new sc_inout<int>; }...
 };
 SC_MODULE(Top){
 sc_inout <int> A, B;sc_signal<int> C, D;M m; // Module instanceSC_CTOR(Top): m("m"){
 m.P(A); // Binds P-to-Am.Q.bind(B); // Binds Q-to-Bm.R(C); // Binds R-to-Cm.S.bind(D); // Binds S-to-Dm.T->bind(E); // Binds T-to-E
 }...
 };
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 5.12.8 Member functions for bound ports and port-to-port binding
 The member functions described in this subclause return information about ports that have been boundduring elaboration. These functions return information concerning the ordered set of channel instances towhich a particular port instance (which may or may not be a multiport) is bound.
 The ordered set S of channel instances to which a given port is bound (for the purpose of defining thesemantics of the functions given in this subclause) is determined as follows.
 a) When the port or export is bound to a channel instance, that channel instance shall be added to theend of the ordered set S.
 b) When the port or export is bound to an export, rules a) and b) shall be applied recursively to theexport.
 c) When the port is bound to another port, rules a), b), and c) shall be applied recursively to the otherport.
 Because an implementation may defer the completion of port binding until a later time during elaboration,the number and order of the channel instances as returned from the member functions described in thissubclause may change during elaboration and the final order is implementation-defined, but it shall notchange during the end_of_elaboration callback or during simulation.
 NOTE—As a consequence of the above rules, a given channel instance may appear to lie at a different position in theordered set of channel instances when viewed from ports at different positions in the module hierarchy. For example, agiven channel instance may be the first channel instance to which a port of a parent module is bound but the thirdchannel instance to which a port of a child module is bound.
 5.12.8.1 size
 int size() const;
 Member function size shall return the number of channel instances to which the port instance for which it iscalled has been bound.
 If member function size is called during elaboration and before the callback end_of_elaboration, the valuereturned is implementation-defined because the time at which port binding is completed is implementation-defined.
 NOTE—The value returned by size will be 1 for a typical port but may be 0 if the port is unbound or greater than 1 for amultiport.
 5.12.8.2 operator->
 IF* operator-> ();const IF* operator-> () const;
 operator-> shall return a pointer to the first channel instance to which the port was bound duringelaboration.
 It shall be an error to call operator-> for an unbound port. If operator-> is called during elaboration andbefore the callback end_of_elaboration, the behavior is implementation-defined because the time at whichport binding is completed is implementation-defined.
 NOTE—operator-> is key to the interface method call paradigm in that it permits a process to call a member function,defined in a channel, through a port bound to that channel.
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 Example:
 struct iface: virtual sc_interface{
 virtual int read() const = 0;};
 struct chan: iface, sc_prim_channel{
 virtual int read() const;};
 int chan::read() const { ... }
 SC_MODULE(modu){
 sc_port<iface> P;
 SC_CTOR(modu){
 SC_THREAD(thread);}void thread(){
 int i = P->read(); // Interface method call}
 };
 SC_MODULE(top){
 modu *mo;chan *ch;
 SC_CTOR(top){
 ch = new chan;mo = new modu("mo");mo->P(*ch); // Port P bound to channel *ch
 }};
 5.12.8.3 operator[]
 IF* operator[] ( int );const IF* operator[] ( int ) const;
 operator[] shall return a pointer to a channel instance to which a port is bound. The argument identifieswhich channel instance shall be returned. The instances are numbered starting from zero in the order inwhich the port binding was completed, the order being implementation-defined.
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 The value of the argument shall lie in the range 0 to N – 1, where N is the number of instances to which theport is bound. It shall be an error to call operator[] with an argument value that lies outside this range. Ifoperator[] is called during elaboration and before the callback end_of_elaboration, the behavior isimplementation-defined because the time at which port binding is completed is implementation-defined.
 operator[] may be called for a port that is not a multiport, in which case the value of the argument should be0.
 Example:
 class bus_interface;
 class slave_interface: virtual public sc_interface{
 public:virtual void slave_write(int addr, int data) = 0;virtual void slave_read (int addr, int& data) = 0;
 };
 class bus_channel: public bus_interface, public sc_module{
 public:...sc_port<slave_interface, 0> slave_port; // Multiport for attaching slaves to bus
 SC_CTOR(bus_channel){
 SC_THREAD(action);}
 private:void action(){
 for (int i = 0; i < slave_port.size(); i++) // Function size() returns number of slavesslave_port[i]->slave_write(0,0); // Operator[] indexes slave port
 }};
 class memory: public slave_interface, public sc_module{
 public:virtual void slave_write(int addr, int data);virtual void slave_read (int addr, int& data);...
 };
 SC_MODULE(top_level){
 bus_channel bus;memory ram0, ram1, ram2, ram3;
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 SC_CTOR(top_level)
 : bus("bus"), ram0("ram0"), ram1("ram1"), ram2("ram2"), ram3("ram3")
 {
 bus.slave_port(ram0);
 bus.slave_port(ram1);
 bus.slave_port(ram2);
 bus.slave_port(ram3); // One multiport bound to four memory channels
 }
 };
 5.12.8.4 get_interface
 virtual sc_interface* get_interface();
 virtual const sc_interface* get_interface() const;
 Member function get_interface shall return a pointer to the first channel instance to which the port is bound.If the port is unbound, a null pointer shall be returned. This member function may be called duringelaboration to test whether a port has yet been bound. Because the time at which deferred port binding iscompleted is implementation-defined, it is implementation-defined whether get_interface returns a pointerto a channel instance or a null pointer when called during construction or from the callbackbefore_end_of_elaboration.
 get_interface is intended for use in implementing specialized port classes derived from sc_port. In general,an application should call operator-> instead. However, get_interface permits an application to call amember function of the class of the channel to which the port is bound, even if such a function is not amember of the interface type of the port.
 NOTE—Function get_interface cannot return channels beyond the first channel instance to which a multiport is bound;use operator[] instead.
 Example:
 SC_MODULE(Top)
 {
 sc_in<bool> clock;
 void before_end_of_elaboration()
 {
 sc_interface* i_f = clock.get_interface();
 sc_clock* clk = dynamic_cast<sc_clock*>(i_f);
 sc_time t = clk->period(); // Call method of clock object to which port is bound
 ...
 5.12.9 before_end_of_elaboration, end_of_elaboration, start_of_simulation, end_of_simulation
 See 4.4.
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 5.13 sc_export
 5.13.1 Description
 Class sc_export allows a module to provide an interface to its parent module. An export forwards interfacemethod calls to the channel to which the export is bound. An export defines a set of services (as identified bythe type of the export) that are provided by the module containing the export.
 Providing an interface through an export is an alternative to a module simply implementing the interface.The use of an explicit export allows a single module instance to provide multiple interfaces in a structuredmanner.
 If a module is to call a member function belonging to a channel instance within a child module, that callshould be made through an export of the child module.
 5.13.2 Class definition
 namespace sc_core {
 class sc_export_base : public sc_object { implementation-defined };
 template<class IF>class sc_export : public sc_export_base{
 public:sc_export();explicit sc_export( const char* );virtual ~sc_export();
 virtual const char* kind() const;
 void operator() ( IF& );virtual void bind( IF& );operator IF& ();operator const IF& () const;
 IF* operator-> ();const IF* operator-> () const;
 virtual sc_interface* get_interface();virtual const sc_interface* get_interface() const;
 protected:virtual void before_end_of_elaboration();virtual void end_of_elaboration();virtual void start_of_simulation();virtual void end_of_simulation();
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 private// Disabledsc_export( const sc_export<IF>& );sc_export<IF>& operator= ( const sc_export<IF>& );
 };
 } // namespace sc_core
 5.13.3 Template parameters
 The argument to template sc_export shall be the name of an interface proper. This interface is said to be thetype of the export. An export can only be bound to a channel derived from the type of the export or toanother export with a type derived from the type of the export.
 NOTE—An export may be bound indirectly to a channel by being bound to another export (see 4.1.3).
 5.13.4 Constraints on usage
 An implementation shall derive class sc_export_base from class sc_object.
 Exports shall only be instantiated during elaboration and only from within a module. It shall be an error toinstantiate an export other than within a module. It shall be an error to instantiate an export duringsimulation.
 Every export of every module instance shall be bound once and once only during elaboration. It shall be anerror to have an export remaining unbound at the end of elaboration. It shall be an error to bind an export tomore than one channel.
 The member function get_interface can be called during elaboration or simulation, whereas operator->should only be called during simulation.
 It is strongly recommended that an export within a given module be bound within that same module.Furthermore, it is strongly recommended that the export be bound to a channel that is itself instantiatedwithin the current module or implemented by the current module or bound to an export that is instantiatedwithin a child module. Any other usage would result in a breakdown of the normal discipline of the modulehierarchy and is strongly discouraged (see 5.12.4).
 5.13.5 Constructors
 sc_export();explicit sc_export( const char* );
 The constructor for class sc_export shall pass the character string argument (if there is one) throughto the constructor belonging to the base class sc_object in order to set the string name of the instancein the module hierarchy.
 The default constructor shall call function sc_gen_unique_name("export") in order to generate aunique string name that it shall then pass through to the constructor for the base class sc_object.
 NOTE—An export instance need not be given an explicit string name within the application when it isconstructed.
 5.13.6 kind
 Member function kind shall return the string "sc_export".
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 5.13.7 Export binding
 Exports can be bound using either of the two functions defined here. The notion of positional binding is notapplicable to exports. Each of these functions shall bind the export immediately, in contrast to ports forwhich the implementation may need to defer the binding.
 void operator() ( IF& );virtual void bind( IF& );
 Each of these two functions shall bind the export instance for which the function is called to thechannel instance passed as an argument to the function. The implementation of operator() shallachieve its effect by calling the virtual member function bind.
 NOTE—The actual argument could be an export, in which case operator IF& would be called as an implicitconversion.
 Example:
 struct i_f: virtual sc_interface{
 virtual void print() = 0;};
 struct Chan: sc_channel, i_f{
 SC_CTOR(Chan) {}void print() { std::cout << "I'm Chan, name=" << name() << std::endl; }
 };
 struct Caller: sc_module{
 sc_port<i_f> p;...
 };
 struct Bottom: sc_module{
 sc_export<i_f> xp;Chan ch;SC_CTOR(Bottom) : ch("ch"){
 xp.bind(ch); // Bind export xp to channel ch}
 };
 struct Middle: sc_module{
 sc_export<i_f> xp;Bottom* b;SC_CTOR(Middle){
 b = new Bottom ("b");xp.bind(b->xp); // Bind export xp to export b->xp
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 b->xp->print(); // Call method of export within child module}
 };
 struct Top: sc_module{
 Caller* c;Middle* m;
 SC_CTOR(Top){
 c = new Caller ("c");m = new Middle ("m");c->p(m->xp); // Bind port c->p to export m->xp
 }};
 5.13.8 Member functions for bound exports and export-to-export binding
 The member functions described in this subclause return information about exports that have been boundduring elaboration, and hence, these member functions should only be called after the export has been boundduring elaboration or simulation. These functions return information concerning the channel instance towhich a particular export instance has been bound.
 It shall be an error to bind an export more than once. It shall be an error for an export to be unbound at theend of elaboration.
 The channel instance to which a given export is bound (for the purpose of defining the semantics of thefunctions given in this subclause) is determined as follows:
 a) If the export is bound to a channel instance, that is the channel instance in question.
 b) If the export is bound to another export, rules a) and b) shall be applied recursively to the otherexport.
 5.13.8.1 operator-> and operator IF&
 IF* operator-> ();const IF* operator-> () const;operator IF& ();operator const IF& () const;
 operator-> and operator IF& shall both return a pointer to the channel instance to which the exportwas bound during elaboration.
 It shall be an error for an application to call this operator if the export is unbound.
 NOTE 1—operator-> is intended for use during simulation when making an interface method call through anexport instance from a parent module of the module containing the export.
 NOTE 2—operator IF& is intended for use during elaboration as an implicit conversion when passing anobject of class sc_export in a context that requires an sc_interface, for example, when binding a port to anexport or when adding an export to the static sensitivity of a process.
 NOTE 3—There is no operator[] for class sc_export, and there is no notion of a multi-export. Each export canonly be bound to a single channel.
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 5.13.8.2 get_interface
 virtual sc_interface* get_interface();virtual const sc_interface* get_interface() const;
 Member function get_interface shall return a pointer to the channel instance to which the export isbound. If the export is unbound, a null pointer shall be returned. This member function may becalled during elaboration to test whether an export has yet been bound.
 5.13.9 before_end_of_elaboration, end_of_elaboration, start_of_simulation, end_of_simulation
 See 4.4.
 5.14 sc_interface
 5.14.1 Description
 sc_interface is the abstract base class for all interfaces.
 An interface is a class derived from the class sc_interface. An interface proper is an abstract class derivedfrom class sc_interface but not derived from class sc_object. An interface proper contains a set of purevirtual functions that shall be defined in one or more channels derived from that interface proper. Such achannel is said to implement the interface.
 NOTE 1—The term interface proper is used to distinguish an interface proper from a channel. A channel is a classderived indirectly from class sc_interface, and in that sense, a channel is an interface. However, a channel is not aninterface proper.
 NOTE 2—As a consequence of the rules of C++, an instance of a channel derived from an interface IF or a pointer tosuch an instance can be passed as the argument to a function with a parameter of type IF& or IF*, respectively, or a portof type IF can be bound to such a channel.
 5.14.2 Class definition
 namespace sc_core {
 class sc_interface{
 public:virtual void register_port( sc_port_base& , const char* );virtual const sc_event& default_event() const;virtual ~sc_interface();
 protected:sc_interface();
 private:// Disabledsc_interface( const sc_interface& );sc_interface& operator= ( const sc_interface& );
 };
 } // namespace sc_core
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 5.14.3 Constraints on usage
 An application should not use class sc_interface as the direct base class for any class other than an interfaceproper.
 An interface proper shall obey the following rules:
 a) It shall be publicly derived directly or indirectly from class sc_interface.
 b) If directly derived from class sc_interface, it shall use the virtual specifier.
 c) It shall not be derived directly or indirectly from class sc_object.
 An interface proper should typically obey the following rules:
 a) It should contain one or more pure virtual functions.
 b) It should not be derived from any other class that is not itself an interface proper.
 c) It should not contain any function declarations or function definitions apart from the pure virtualfunctions.
 d) It should not contain any data members.
 NOTE 1—An interface proper may be derived from another interface proper or from two or more other interfacesproper, thus creating a multiple inheritance hierarchy.
 NOTE 2—A channel class may be derived from any number of interfaces proper.
 5.14.4 register_port
 virtual void register_port( sc_port_base& , const char* );
 The definition of this function in class sc_interface does nothing. An application may override this functionin a channel.
 The purpose of function register_port is to enable an application to perform actions that depend on portbinding during elaboration, such as checking connectivity errors.
 Member function register_port of a channel shall be called by the implementation whenever a port is boundto a channel instance. The first argument shall be a reference to the port instance being bound. The secondargument shall be the value returned from the expression typeid( IF ).name(), where IF is the interface typeof the port.
 Member function register_port shall not be called when an export is bound to a channel.
 If a port P is bound to another port Q, and port Q is in turn bound to a channel instance, the first argument tomember function register_port shall be the port P. In other words, register_port is not passed a reference toa port on a parent module if a port on a child module is in turn bound to that port; instead, it is passed as areference to the port on the child module, and so on recursively down the module hierarchy.
 In the case that multiple ports are bound to the same single channel instance or port instance, memberfunction register_port shall be called once for each port so bound.
 Example:
 void register_port( sc_port_base& port_, const char* if_typename_ ){
 std::string nm( if_typename_ );if( nm == typeid( my_interface ).name() )
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 std::cout << " channel " << name() << " bound to port " << port_.name() << std::endl;}
 5.14.5 default_event
 virtual const sc_event& default_event() const;
 Member function default_event shall be called by the implementation in every case where a port or channelinstance is used to define the static sensitivity of a process instance by being passed directly as an argumentto operator<< of class sc_sensitive†. In such a case, the application shall override this function in thechannel in question to return a reference to an event to which the process instance will be made sensitive.
 If this function is called by the implementation but not overridden by the application, the implementationmay generate a warning.
 Example:
 struct my_if : virtual sc_interface{
 virtual int read() = 0;};
 class my_ch : public my_if, public sc_module{
 public:virtual int read() { return m_val; }virtual const sc_event& default_event() const { return m_ev; }
 private:int m_val;sc_event m_ev;...
 };
 5.15 sc_prim_channel
 5.15.1 Description
 sc_prim_channel is the base class for all primitive channels and provides such channels with unique accessto the update phase of the scheduler. In common with hierarchical channels, a primitive channel mayprovide public member functions that can be called using the interface method call paradigm.
 This standard provides a number of predefined primitive channels to model common communicationmechanisms (see Clause 6).
 5.15.2 Class definition
 namespace sc_core {
 class sc_prim_channel: public sc_object{
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 public:virtual const char* kind() const;
 protected:sc_prim_channel();explicit sc_prim_channel( const char* );virtual ~sc_prim_channel();
 void request_update();void async_request_update();virtual void update();
 void next_trigger();void next_trigger( const sc_event& );void next_trigger( const sc_event_or_list & );void next_trigger( const sc_event_and_list & );void next_trigger( const sc_time& );void next_trigger( double , sc_time_unit );void next_trigger( const sc_time& , const sc_event& );void next_trigger( double , sc_time_unit , const sc_event& );void next_trigger( const sc_time& , const sc_event_or_list & );void next_trigger( double , sc_time_unit , const sc_event_or_list & );void next_trigger( const sc_time& , const sc_event_and_list & );void next_trigger( double , sc_time_unit , const sc_event_and_list & );
 void wait();void wait( int );void wait( const sc_event& );void wait( const sc_event_or_list & );void wait( const sc_event_and_list & );void wait( const sc_time& );void wait( double , sc_time_unit );void wait( const sc_time& , const sc_event& );void wait( double , sc_time_unit , const sc_event& );void wait( const sc_time& , const sc_event_or_list & );void wait( double , sc_time_unit , const sc_event_or_list & );void wait( const sc_time& , const sc_event_and_list & );void wait( double , sc_time_unit , const sc_event_and_list & );
 virtual void before_end_of_elaboration();virtual void end_of_elaboration();virtual void start_of_simulation();virtual void end_of_simulation();
 private:// Disabledsc_prim_channel( const sc_prim_channel& );sc_prim_channel& operator= ( const sc_prim_channel& );
 };
 } // namespace sc_core
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 5.15.3 Constraints on usage
 Objects of class sc_prim_channel can only be constructed during elaboration. It shall be an error toinstantiate a primitive channel during simulation.
 A primitive channel should be publicly derived from class sc_prim_channel.
 A primitive channel shall implement one or more interfaces.
 Member functions request_update and async_request_update may be called during elaboration orsimulation. If called during elaboration, the update request shall be executed during the initialization phase.
 NOTE—Because the constructors are protected, class sc_prim_channel cannot be instantiated directly but may be usedas a base class for a primitive channel.
 5.15.4 Constructors, destructor, and hierarchical names
 sc_prim_channel();explicit sc_prim_channel( const char* );
 The constructor for class sc_prim_channel shall pass the character string argument (if such argumentexists) through to the constructor belonging to the base class sc_object to set the string name of the instancein the module hierarchy.
 NOTE—A class derived from class sc_prim_channel is not obliged to have a constructor, in which case the defaultconstructor for class sc_object will generate a unique string name. As a consequence, a primitive channel instance neednot be given an explicit string name within the application when it is constructed.
 5.15.5 kind
 Member function kind shall return the string "sc_prim_channel".
 5.15.6 request_update and update
 Member functions request_update and async_request_update each cause the scheduler to queue an updaterequest. An application should not call both request_update and async_request_update for a givenprimitive channel instance at any time during elaboration or simulation, but it may do so for differentprimitive channel instances. If both request_update and async_request_update are called for the sameprimitive channel instance, the behavior of the implementation is undefined.
 void request_update();
 Member function request_update shall cause the scheduler to queue an update request for thecurrent primitive channel (see 4.2.1.3). No more than one update request shall be queued for anygiven primitive channel instance in any given update phase; that is, multiple calls torequest_update in the same evaluation phase shall result in a single update request.
 void async_request_update();
 Member function async_request_update shall cause the scheduler to queue an update request forthe current primitive channel in a thread-safe manner with respect to the host operating system. Theintent of async_request_update is that it may be called reliably from an operating system threadother than those in which the SystemC kernel and any SystemC thread processes are executing.
 An application may call async_request_update at any time during elaboration or simulation, andthese calls may be asynchronous with respect to the SystemC kernel. The implementation shallguarantee that each call to async_request_update behaves as if it were executed in an evaluation
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 phase. No more than one update request shall be queued for any given primitive channel instance inany given update phase; that is, multiple calls to async_request_update received by the kernelbetween two consecutive update phases shall result in a single update request. The precise phase inwhich any given call to async_request_update is received and processed by the kernel isundefined. As a consequence, two calls to async_request_update for the same primitive channeland occurring within a narrow time window may result in a single update request, two updaterequests in consecutive delta cycles, or two update requests in non-consecutive delta cycles.
 The application is responsible for synchronizing access to any shared memory across calls toasync_request_update and update. The software thread that calls async_request_update wouldtypically need to write a value to some variable that is read by function update. The implementationcan give no guarantee with regard to the integrity of any such shared memory.
 It is not recommended to call member function async_request_update from functions executed inthe context of the SystemC kernel, such as SystemC thread or method processes, but only byoperating system threads separate from the kernel. Calling async_request_update may cause aperformance degradation compared to request_update.
 virtual void update();
 Member function update shall be called back by the scheduler during the update phase in responseto a call to request_update or async_request_update. An application may override this memberfunction in a primitive channel. The definition of this function in class sc_prim_channel itself doesnothing.
 When overridden in a derived class, member function update shall not perform any of the followingactions:
 a) Call any member function of class sc_prim_channel with the exception of member functionupdate itself if overridden within a base class of the current object
 b) Call member function notify() of class sc_event with no arguments to create an immediatenotification
 c) Call any of the member functions of class sc_process_handle for process control (suspend orkill, for example)
 If the application violates the three rules just given, the behavior of the implementation shall beundefined.
 Member function update should not change the state of any storage except for data members of thecurrent object. Doing so may result in non-deterministic behavior.
 Member function update should not read the state of any primitive channel instance other than thecurrent object. Doing so may result in non-deterministic behavior.
 Member function update should not call interface methods of other channel instances. In particular,member function update should not write to any signals.
 Member function update may call function sc_spawn to create a dynamic process instance. Such aprocess shall not become runnable until the next evaluation phase.
 NOTE 1—The purpose of the member functions request_update and update is to permit simultaneousrequests to a channel made during the evaluation phase to be resolved or arbitrated during the update phase. Thenature of the arbitration is the responsibility of the application; for example, the behavior of member functionupdate may be deterministic or random.
 NOTE 2—update will typically only read and modify data members of the current object and create deltanotifications.
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 5.15.7 next_trigger and wait
 The behavior of the member functions wait and next_trigger of class sc_prim_channel shall be identical tothat of the member functions of class sc_module with the same function names and signatures. Aside fromthe fact that they are members of different classes and so have different scopes, the restrictions concerningthe context in which the member functions may be called is also identical. For example, the memberfunction next_trigger shall only be called from a method process.
 5.15.8 before_end_of_elaboration, end_of_elaboration, start_of_simulation, end_of_simulation
 See 4.4.
 Example:
 struct my_if : virtual sc_interface // An interface proper{
 virtual int read() = 0;virtual void write(int) = 0;
 };
 struct my_prim: sc_prim_channel, my_if // A primitive channel{
 my_prim() // Default constructor:
 sc_prim_channel( sc_gen_unique_name("my_prim") ),m_req(false),m_written(false),m_cur_val(0) {}
 virtual void write(int val){
 if (!m_req) // Only keeps the 1st value written in any one delta{
 m_new_val = val;request_update(); // Schedules an update requestm_req = true;
 }}
 virtual void update() // Called back by the scheduler in the update phase{
 m_cur_val = m_new_val;m_req = false;m_written = true;m_write_event.notify(SC_ZERO_TIME); // A delta notification
 }
 virtual int read(){
 if (!m_written) wait(m_write_event); // Blocked until update() is called
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 m_written = false;return m_cur_val;
 }
 bool m_req, m_written;sc_event m_write_event;int m_new_val, m_cur_val;
 };
 5.16 sc_object
 5.16.1 Description
 Class sc_object is the common base class for classes sc_module, sc_port, sc_export, andsc_prim_channel, and for the implementation-defined classes associated with spawned and unspawnedprocess instances. The set of sc_objects shall be organized into an object hierarchy, where each sc_objecthas no more than one parent but may have multiple siblings and multiple children. Only module objects andprocess objects can have children.
 An sc_object is a child of a module instance if and only if that object lies within the module instance, asdefined in 3.1.4. An sc_object is a child of a process instance if and only if that object was created duringthe execution of the function associated with that process instance. Object P is a parent of object C if andonly if C is a child of P.
 An sc_object that has no parent object is said to be a top-level object. Module instances, spawned processinstances, and objects of an application-defined class derived from class sc_object may be top-level objects.
 Each call to function sc_spawn shall create a spawned process instance that is either a child of the caller or atop-level object. The parent of the spawned process instance so created may be another spawned processinstance, an unspawned process instance, or a module instance. Alternatively, the spawned process instancemay be a top-level object.
 Each sc_object shall have a unique hierarchical name reflecting its position in the object hierarchy.
 Except where explicitly forbidden (as is the case for the classes sc_module, sc_port, sc_export, andsc_prim_channel), objects of a class derived from sc_object may be deleted at any time. When such ansc_object is deleted, it ceases to be a child. The object associated with a process instance shall not be deletedwhile the process has surviving children, but it may be deleted by the implementation once all its childobjects have been deleted.
 Attributes may be added to each sc_object.
 NOTE—An implementation may permit multiple top-level sc_objects (see 4.3).
 5.16.2 Class definition
 namespace sc_core {
 class sc_object{
 public:const char* name() const;const char* basename() const;
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 virtual const char* kind() const;
 virtual void print( std::ostream& = std::cout ) const;virtual void dump( std::ostream& = std::cout ) const;
 virtual const std::vector<sc_object*>& get_child_objects() const;virtual const std::vector<sc_event*>& get_child_events() const;sc_object* get_parent_object() const;
 bool add_attribute( sc_attr_base& );sc_attr_base* get_attribute( const std::string& );const sc_attr_base* get_attribute( const std::string& ) const;sc_attr_base* remove_attribute( const std::string& );void remove_all_attributes();int num_attributes() const;sc_attr_cltn& attr_cltn();const sc_attr_cltn& attr_cltn() const;
 protected:sc_object();sc_object(const char*);sc_object( const sc_object& ); sc_object& operator= ( const sc_object& ); virtual ~sc_object();
 };
 const std::vector<sc_object*>& sc_get_top_level_objects();sc_object* sc_find_object( const char* );
 } // namespace sc_core
 5.16.3 Constraints on usage
 An application may use class sc_object as a base class for other classes besides modules, ports, exports,primitive channels, and processes. An application may access the hierarchical name of such an object or mayadd attributes to such an object.
 An application shall not define a class that has two or more base class sub-objects of class sc_object.
 Objects of class sc_object may be instantiated during elaboration or may be instantiated during simulation.However, modules, ports, exports, and primitive channels can only be instantiated during elaboration. It ispermitted to create a channel that is neither a hierarchical channel nor a primitive channel but is nonethelessderived from class sc_object, and to instantiate such a channel either during elaboration or simulation.Portless channel access is permitted for any channel, but a port or export cannot be bound to a channel that isinstantiated during simulation.
 NOTE 1—Because the constructors are protected, class sc_object cannot be instantiated directly.
 NOTE 2—Since the classes having sc_object as a direct base class (that is, sc_module, sc_port, sc_export, andsc_prim_channel) have class sc_object as a non-virtual base class, any class derived from these classes can have atmost one direct base class derived from class sc_object. In other words, multiple inheritance from the classes derivedfrom class sc_object is not permitted.
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 5.16.4 Constructors and destructor
 sc_object();sc_object(const char*);
 Both constructors shall register the sc_object as part of the object hierarchy and shall construct ahierarchical name for the object using the string name passed as an argument. Calling the constructorsc_object(const char*) with an empty string shall have the same behavior as the default constructor; that is,the string name shall be set to "object".
 The rules for composing a hierarchical name are given in 5.17.
 If the constructor needs to substitute a new string name in place of the original string name as the result of aname clash, the constructor shall generate a single warning.
 sc_object( const sc_object& arg );
 The copy constructor shall create a new sc_object as if it had been created by the call sc_object(arg.basename() ). In other words, the new object shall be a child of a module instance if createdfrom the constructor of that module or a child of a process instance if created from the function asso-ciated with that process. The string name of the existing object shall be used as the seed for the stringname of the new object. Attributes or children of the existing object shall not be copied to the newobject.
 sc_object& operator= ( const sc_object& );
 The assignment operator shall not modify the hierarchical name or the parent of the destinationobject in the object hierarchy. In other words, the destination object shall retain its current positionin the object hierarchy. Attributes and children of the destination object shall not be modified.operator= shall return a reference to *this.
 virtual ~sc_object();
 The destructor shall delete the object, shall delete any attribute collection attached to the object, andshall remove the object from the object hierarchy such that it is no longer a child.
 NOTE—If an implementation were to create internal objects of class sc_object, the implementation would be obliged bythe rules of this subclause to exclude those objects from the object hierarchy and from the namespace of hierarchicalnames. This would necessitate an extension to the semantics of class sc_object, and the implementation would beobliged to make such an extension transparent to the application.
 5.16.5 name, basename, and kind
 const char* name() const;
 Member function name shall return the hierarchical name of the sc_object instance in the objecthierarchy.
 const char* basename() const;
 Member function basename shall return the string name of the sc_object instance. This is the stringname created when the sc_object instance was constructed.
 virtual const char* kind() const;
 Member function kind returns a character string identifying the kind of the sc_object. Memberfunction kind of class sc_object shall return the string "sc_object". Every class that is part of the
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 implementation and that is derived from class sc_object shall override member function kind toreturn an appropriate string.
 Example:
 #include "systemc.h"SC_MODULE(Mod){
 sc_port<sc_signal_in_if<int> > p;
 SC_CTOR(Mod) // p.name() returns "top.mod.p": p("p") // p.basename() returns "p"{} // p.kind() returns "sc_port"
 };
 SC_MODULE(Top){
 Mod *mod; // mod->name() returns "top.mod"sc_signal<int> sig; // sig.name() returns "top.sig"
 SC_CTOR(Top): sig("sig"){
 mod = new Mod("mod");mod->p(sig);
 }};
 int sc_main(int argc, char* argv[]){
 Top top("top"); // top.name() returns "top"sc_start();return 0;
 }
 5.16.6 print and dump
 virtual void print( std::ostream& = std::cout ) const;
 Member function print shall print the character string returned by member function name to thestream passed as an argument. No additional characters shall be printed.
 virtual void dump( std::ostream& = std::cout ) const;
 Member function dump shall print at least the name and the kind of the sc_object to the streampassed as an argument. The formatting shall be implementation-dependent. The purpose of dump isto allow an implementation to print diagnostic information to help the user debug an application.
 5.16.7 Functions for object hierarchy traversal
 The four functions in this subclause return information that supports the traversal of the object hierarchy. Animplementation shall allow each of these four functions to be called at any stage during elaboration orsimulation. If called before elaboration is complete, they shall return information concerning the partiallyconstructed object hierarchy as it exists at the time the functions are called. In other words, a function shall
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 return pointers to any objects that have been constructed before the time the function is called but willexclude any objects constructed after the function is called.
 virtual const std::vector<sc_object*>& get_child_objects() const;
 Member function get_child_objects shall return a std::vector containing a pointer to every instanceof class sc_object that is a child of the current sc_object in the object hierarchy. The virtual functionsc_object::get_child_objects shall return an empty vector but shall be overridden by theimplementation in those classes derived from class sc_object that do have children, that is, classsc_module and the implementation-defined classes associated with spawned and unspawnedprocess instances.
 virtual const std::vector<sc_event*>& get_child_events() const;
 Member function get_child_events shall return a std::vector containing a pointer to every object oftype sc_event that is a hierarchically named event and whose parent is the current object. The virtualfunction sc_object::get_child_events shall return an empty vector but shall be overridden by theimplementation in those classes derived from class sc_object that do have children, that is, classsc_module and the implementation-defined classes associated with spawned and unspawnedprocess instances.
 sc_object* get_parent_object() const;
 Member function get_parent_object shall return a pointer to the sc_object that is the parent of thecurrent object in the object hierarchy. If the current object is a top-level object, member functionget_parent_object shall return the null pointer. If the parent object is a process instance and thatprocess has terminated, get_parent_object shall return a pointer to that process instance. A processinstance shall not be deleted (nor any associated process handles invalidated) while the process hassurviving children, but it may be deleted once all its child objects have been deleted.
 const std::vector<sc_object*>& sc_get_top_level_objects();
 Function sc_get_top_level_objects shall return a std::vector containing pointers to all of the top-level sc_objects.
 sc_object* sc_find_object( const char* );
 Function sc_find_object shall return a pointer to the sc_object that has a hierarchical name thatexactly matches the value of the string argument or shall return the null pointer if there is nosc_object having a matching name.
 Examples:
 void scan_hierarchy(sc_object* obj) // Traverse the entire object subhierarchy // below a given object
 {std::vector<sc_object*> children = obj->get_child_objects();for ( unsigned i = 0; i < children.size(); i++ )
 if ( children[i] )scan_hierarchy( children[i] );
 }
 std::vector<sc_object*> tops = sc_get_top_level_objects();for ( unsigned i = 0; i < tops.size(); i++ )
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 if ( tops[i] )scan_hierarchy( tops[i] ); // Traverse the object hierarchy below
 // each top-level object
 sc_object* obj = sc_find_object("foo.foobar"); // Find an object given its hierarchical name
 sc_module* m;if (m = dynamic_cast<sc_module*>(obj)) // Test whether the given object is a module ... // The given object is a module sc_object* parent = obj->get_parent_object(); // Get the parent of the given objectif (parent) // parent is a null pointer for a top-level object std::cout << parent->name() << " " << parent->kind();// Print the name and kind
 5.16.8 Member functions for attributes
 bool add_attribute( sc_attr_base& );
 Member function add_attribute shall attempt to attach to the object of class sc_object the attributepassed as an argument. If an attribute having the same name as the new attribute is already attachedto this object, member function add_attribute shall not attach the new attribute and shall return thevalue false. Otherwise, member function add_attribute shall attach the new attribute and shallreturn the value true. The argument should be an object of class sc_attribute, not sc_attr_base.
 The lifetime of an attribute shall extend until the attribute has been completely removed from allobjects. If an application deletes an attribute that is still attached to an object, the behavior of theimplementation shall be undefined.
 sc_attr_base* get_attribute( const std::string& );const sc_attr_base* get_attribute( const std::string& ) const;
 Member function get_attribute shall attempt to retrieve from the object of class sc_object anattribute having the name passed as an argument. If an attribute with the given name is attached tothis object, member function get_attribute shall return a pointer to that attribute. Otherwise,member function get_attribute shall return the null pointer.
 sc_attr_base* remove_attribute( const std::string& );
 Member function remove_attribute shall attempt to remove from the object of class sc_object anattribute having the name passed as an argument. If an attribute with the given name is attached tothis object, member function remove_attribute shall return a pointer to that attribute and removethe attribute from this object. Otherwise, member function remove_attribute shall return the nullpointer.
 void remove_all_attributes();
 Member function remove_all_attributes shall remove all attributes from the object of classsc_object.
 int num_attributes() const;
 Member function num_attributes shall return the number of attributes attached to the object ofclass sc_object.
 sc_attr_cltn& attr_cltn();const sc_attr_cltn& attr_cltn() const;
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 Member function attr_cltn shall return the collection of attributes attached to the object of classsc_object (see 5.20).
 NOTE—A pointer returned from function get_attribute needs to be cast to type sc_attribute<T>* in order toaccess data member value of class sc_attribute.
 Example:
 sc_signal<int> sig;...// Add an attribute to an sc_objectsc_attribute<int> a("number", 1);sig.add_attribute(a);
 // Retrieve the attribute by name and modify the valuesc_attribute<int>* ap;ap = (sc_attribute<int>*)sig.get_attribute("number");++ ap->value;
 5.17 Hierarachical naming of objects and events
 This clause describes the rules that determine the hierarchical naming of objects of type sc_object and ofhierarchically named events. The naming of events that are not hierarchically named is described in 5.10.4.
 namespace sc_core {
 bool sc_hierarchical_name_exists( const char* );
 } // namespace sc_core
 Function sc_hierarchical_name_exists shall return the value true if and only if the value of the stringargument exactly matches the hierarchical name of an sc_object or of a hierarchically named event. If thevalue of the string argument exactly matches an implementation-defined event name, functionsc_hierarchical_name_exists shall return the value false unless the string argument also matches ahierarchical name.
 A hierarchical name shall be composed of a set of string names separated by the period character '.', startingwith the string name of a top-level sc_object instance and including the string name of each module instanceor process instance descending down through the object hierarchy until the current sc_object or sc_event isreached. The hierarchical name shall end with the string name of the sc_object or sc_event itself.
 Hierarchical names are case-sensitive.
 It shall be an error if a string name includes the period character (.) or any white-space characters. It isstrongly recommended that an application limit the character set of a string name to the following:
 a) Lowercase letters a–z
 b) Uppercase letters A–Z
 c) Decimal digits 0–9
 d) Underscore character _
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 An implementation may generate a warning if a string name contains characters outside this set but is notobliged to do so.
 There shall be a single global namespace for hierarchical names. Each sc_object and each hierarchicallynamed sc_event shall have a unique non-empty hierarchical name. An implementation shall not add anynames to this namespace other than the hierarchical names of sc_objects explicitly constructed by anapplication and the hierarchical names of hierarchically named events.
 The constructor shall build a hierarchical name from the string name (either passed in as an argument or thedefault name "object" for an sc_object or "event" for an sc_event) and test whether that hierarchical nameis unique. If it is unique, that hierarchical name shall become the hierarchical name of the object. If not, theconstructor shall call function sc_gen_unique_name, passing the string name as a seed. It shall use thevalue returned as a replacement for the string name and shall repeat this process until a unique hierarchicalname is generated.
 If function sc_gen_unique_name is called more than once in the course of constructing any given object,the choice of seed passed to sc_gen_unique_name on the second and subsequent calls shall beimplementation-defined but shall in any case be either the string name passed as the seed on the first suchcall or shall be one of the string names returned from sc_gen_unique_name in the course of constructingthe given object. In other words, the final string name shall have the original string name as a prefix.
 5.18 sc_attr_base
 5.18.1 Description
 Class sc_attr_base is the base class for attributes, storing only the name of the attribute. The name is used asa key when retrieving an attribute from an object. Every attribute attached to a specific object shall have aunique name but two or more attributes with identical names may be attached to distinct objects.
 5.18.2 Class definition
 namespace sc_core {
 class sc_attr_base
 {
 public:
 sc_attr_base( const std::string& );
 sc_attr_base( const sc_attr_base& );
 virtual ~sc_attr_base();
 const std::string& name() const;
 private:
 // Disabled
 sc_attr_base();
 sc_attr_base& operator= ( const sc_attr_base& );
 };
 } // namespace sc_core
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 5.18.3 Member functions
 The constructors for class sc_attr_base shall set the name of the attribute to the string passed as an argumentto the constructor.
 Member function name shall return the name of the attribute.
 5.19 sc_attribute
 5.19.1 Description
 Class sc_attribute stores the value of an attribute. It is derived from class sc_attr_base, which stores thename of the attribute. An attribute can be attached to an object of class sc_object.
 5.19.2 Class definition
 namespace sc_core {
 template <class T>
 class sc_attribute
 : public sc_attr_base
 {
 public:
 sc_attribute( const std::string& );
 sc_attribute( const std::string&, const T& );
 sc_attribute( const sc_attribute<T>& );
 virtual ~sc_attribute();
 T value;
 private:
 // Disabled
 sc_attribute();
 sc_attribute<T>& operator= ( const sc_attribute<T>& );
 };
 } // namespace sc_core
 5.19.3 Template parameters
 The argument passed to template sc_attribute shall be of a copy-constructible type.
 5.19.4 Member functions and data members
 The constructors shall set the name and value of the attribute using the name (of type std::string) and value(of type T) passed as arguments to the constructor. If no value is passed to the constructor, the defaultconstructor (of type T) shall be called to construct the value.
 Data member value is the value of the attribute. An application may read or assign this public data member.
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 5.20 sc_attr_cltn
 5.20.1 Description
 Class sc_attr_cltn is a container class for attributes, as used in the implementation of class sc_object. Itprovides iterators for traversing all of the attributes in an attribute collection.
 5.20.2 Class definition
 namespace sc_core {
 class sc_attr_cltn{
 public:typedef sc_attr_base* elem_type;typedef elem_type* iterator;typedef const elem_type* const_iterator;
 iterator begin();const_iterator begin() const;iterator end();const_iterator end() const;
 // Other membersImplementation-defined
 private:// Disabledsc_attr_cltn( const sc_attr_cltn& );sc_attr_cltn& operator= ( const sc_attr_cltn& );
 };
 } // namespace sc_core
 5.20.3 Constraints on usage
 An application shall not explicitly create an object of class sc_attr_cltn. An application may use theiterators to traverse the attribute collection returned by member function attr_cltn of class sc_object.
 An implementation is only obliged to keep an attribute collection valid until a new attribute is attached to thesc_object or an existing attribute is removed from the sc_object in question. Hence, an application shouldtraverse the attribute collection immediately on return from member function attr_cltn.
 5.20.4 Iterators
 iterator begin();const_iterator begin() const;iterator end();const_iterator end() const;
 Member function begin shall return a pointer to the first element of the collection. Each element ofthe collection is itself a pointer to an attribute.
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 Member function end shall return a pointer to the element following the last element of thecollection.
 Example:
 sc_signal<int> sig;...
 // Iterate through all the attributes of an sc_objectsc_attr_cltn& c = sig.attr_cltn();for (sc_attr_cltn::iterator i = c.begin(); i < c.end(); i++){
 sc_attribute<int>* ap = dynamic_cast<sc_attribute<int>*>(*i);if (ap) std::cout << ap->name() << "=" << ap->value << std::endl;
 }
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 6. Predefined channel class definitions
 6.1 sc_signal_in_if
 6.1.1 Description
 Class sc_signal_in_if is an interface proper used by predefined channels, including sc_signal. Interfacesc_signal_in_if gives read access to the value of a signal.
 6.1.2 Class definition
 namespace sc_core {
 template <class T>class sc_signal_in_if : virtual public sc_interface{
 public:virtual const T& read() const = 0;virtual const sc_event& value_changed_event() const = 0;virtual bool event() const = 0;
 protected:sc_signal_in_if();
 private:// Disabledsc_signal_in_if( const sc_signal_in_if<T>& );sc_signal_in_if<T>& operator= ( const sc_signal_in_if<T>& );
 };
 } // namespace sc_core
 6.1.3 Member functions
 The following member functions are all pure virtual functions. The descriptions refer to the expecteddefinitions of the functions when overridden in a channel that implements this interface. The precisesemantics will be channel-specific.
 Member function read shall return a reference to the current value of the channel.
 Member function value_changed_event shall return a reference to an event that is notified whenever thevalue of the channel is written or modified.
 Member function event shall return the value true if and only if the value of the channel was written ormodified in the immediately preceding delta cycle and at the current simulation time.
 NOTE—The value of the channel may have been modified in the evaluation phase or in the update phase of theimmediately preceding delta cycle, depending on whether it is a hierarchical channel or a primitive channel (forexample, sc_signal).
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 6.2 sc_signal_in_if<bool> and sc_signal_in_if<sc_dt::sc_logic>
 6.2.1 Description
 Classes sc_signal_in_if<bool> and sc_signal_in_if<sc_dt::sc_logic> are interfaces proper that provideadditional member functions appropriate for two-valued signals.
 6.2.2 Class definition
 namespace sc_core {
 template <>class sc_signal_in_if<bool>: virtual public sc_interface{
 public:virtual const T& read() const = 0;
 virtual const sc_event& value_changed_event() const = 0;virtual const sc_event& posedge_event() const = 0;virtual const sc_event& negedge_event() const = 0;
 virtual bool event() const = 0;virtual bool posedge() const = 0;virtual bool negedge() const = 0;
 protected:sc_signal_in_if();
 private:// Disabledsc_signal_in_if( const sc_signal_in_if<bool>& );sc_signal_in_if<bool>& operator= ( const sc_signal_in_if<bool>& );
 };
 template <>class sc_signal_in_if<sc_dt::sc_logic>: virtual public sc_interface{
 public:virtual const T& read() const = 0;
 virtual const sc_event& value_changed_event() const = 0;virtual const sc_event& posedge_event() const = 0;virtual const sc_event& negedge_event() const = 0;
 virtual bool event() const = 0;virtual bool posedge() const = 0;virtual bool negedge() const = 0;
 protected:sc_signal_in_if();
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 private:// Disabledsc_signal_in_if( const sc_signal_in_if<sc_dt::sc_logic>& );sc_signal_in_if<sc_dt::sc_logic>& operator= ( const sc_signal_in_if<sc_dt::sc_logic>& );
 };
 } // namespace sc_core
 6.2.3 Member functions
 The following list is incomplete. For the remaining member functions, refer to the definitions of the memberfunctions for class sc_signal_in_if (see 6.1.3).
 Member function posedge_event shall return a reference to an event that is notified whenever the value ofthe channel (as returned by member function read) changes and the new value of the channel is true or '1'.
 Member function negedge_event shall return a reference to an event that is notified whenever the value ofthe channel (as returned by member function read) changes and the new value of the channel is false or '0'.
 Member function posedge shall return the value true if and only if the value of the channel changed in theupdate phase of the immediately preceding delta cycle and at the current simulation time, and the new valueof the channel is true or '1'.
 Member function negedge shall return the value true if and only if the value of the channel changed in theupdate phase of the immediately preceding delta cycle and at the current simulation time, and the new valueof the channel is false or '0'.
 6.3 sc_signal_inout_if
 6.3.1 Description
 Class sc_signal_inout_if is an interface proper that is used by predefined channels, including sc_signal.Interface sc_signal_inout_if gives both read and write access to the value of a signal, and it is derived froma further interface proper sc_signal_write_if.
 6.3.2 Class definition
 namespace sc_core {
 enum sc_writer_policy {
 SC_ONE_WRITER,SC_MANY_WRITERS
 };
 template <class T>class sc_signal_write_if: virtual public sc_interface{
 public:virtual sc_writer_policy get_writer_policy() const { return SC_ONE_WRITER; }virtual void write( const T& ) = 0;
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 protected:
 sc_signal_write_if();
 private:
 // Disabled
 sc_signal_write_if( const sc_signal_write_if<T>& );
 sc_signal_write_if<T>& operator= ( const sc_signal_write_if<T>& );
 };
 template <class T>
 class sc_signal_inout_if
 : public sc_signal_in_if<T> , public sc_signal_write_if<T>
 {
 protected:
 sc_signal_inout_if();
 private:
 // Disabled
 sc_signal_inout_if( const sc_signal_inout_if<T>& );
 sc_signal_inout_if<T>& operator= ( const sc_signal_inout_if<T>& );
 };
 } // namespace sc_core
 6.3.3 Member functions
 The following text describes the expected definitions of the member functions when overridden in a channelthat implements this interface. The precise semantics will be channel-specific.
 virtual sc_writer_policy get_writer_policy() const { return SC_ONE_WRITER; }
 Member function get_writer_policy shall return the value of the writer policy for the channelinstance. Unless overridden in a channel, this function shall return the value SC_ONE_WRITER forbackward compatibility with previous versions of this standard.
 virtual void write( const T& ) = 0;
 Member function write shall modify the value of the channel such that the channel appears to havethe new value (as returned by member function read) in the next delta cycle but not before then. Thenew value is passed as an argument to the function.
 Member function write shall honor the value of the writer policy set for the channel instance; that is,it shall permit either one writer or many writers.
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 6.4 sc_signal
 6.4.1 Description
 Class sc_signal is a predefined primitive channel intended to model the behavior of a single piece of wirecarrying a digital electronic signal.
 6.4.2 Class definition
 namespace sc_core {
 template <class T, sc_writer_policy WRITER_POLICY = SC_ONE_WRITER>class sc_signal: public sc_signal_inout_if<T>, public sc_prim_channel{
 public:sc_signal();explicit sc_signal( const char* );virtual ~sc_signal();
 virtual void register_port( sc_port_base&, const char* );
 virtual const T& read() const;operator const T& () const;
 virtual sc_writer_policy get_writer_policy() const;virtual void write( const T& );sc_signal<T,WRITER_POLICY>& operator= ( const T& );sc_signal<T,WRITER_POLICY>& operator= ( const sc_signal<T,WRITER_POLICY>& );
 virtual const sc_event& default_event() const;virtual const sc_event& value_changed_event() const;virtual bool event() const;
 virtual void print( std::ostream& = std::cout ) const;virtual void dump( std::ostream& = std::cout ) const;virtual const char* kind() const;
 protected:virtual void update();
 private:// Disabledsc_signal( const sc_signal<T,WRITER_POLICY>& );
 };
 template <class T, sc_writer_policy WRITER_POLICY>inline std::ostream& operator<< ( std::ostream&, const sc_signal<T,WRITER_POLICY>& );
 } // namespace sc_core
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 6.4.3 Template parameter T
 The argument passed to template sc_signal shall be either a C++ type for which the predefined semantics forassignment and equality are adequate (for example, a fundamental type or a pointer), or a type T that obeyseach of the following rules:
 a) The following equality operator shall be defined for the type T and should return the value true ifand only if the two values being compared are to be regarded as indistinguishable for the purposes ofsignal propagation (that is, an event occurs only if the values are different). The implementationshall use this operator within the implementation of the signal to determine whether an event hasoccurred.
 bool T::operator== ( const T& );
 b) The following stream operator shall be defined and should copy the state of the object given as thesecond argument to the stream given as the first argument. The way in which the state information isformatted is undefined by this standard. The implementation shall use this operator in implementingthe behavior of the member functions print and dump.
 std::ostream& operator<< ( std::ostream&, const T& );
 c) If the default assignment semantics are inadequate (in the sense given in this subclause), thefollowing assignment operator should be defined for the type T. In either case (default assignment orexplicit operator), the semantics of assignment should be sufficient to assign the state of an object oftype T such that the value of the left operand is indistinguishable from the value of the right operandusing the equality operator mentioned in this subclause. The implementation shall use thisassignment operator within the implementation of the signal when assigning or copying values oftype T.
 const T& operator= ( const T& );
 d) If any constructor for type T exists, a default constructor for type T shall be defined.
 e) If the class template is used to define a signal to which a port of type sc_in, sc_inout, or sc_out isbound, the following function shall be defined:
 void sc_trace( sc_trace_file*, const T&, const std::string& );
 NOTE 1—The equality and assignment operators are not obliged to compare and assign the complete state of the object,although they should typically do so. For example, diagnostic information may be associated with an object that is not tobe propagated through the signal.
 NOTE 2—The SystemC data types proper (sc_dt::sc_int, sc_dt::sc_logic, and so forth) all conform to the rule set justgiven.
 NOTE 3—It is illegal to pass class sc_module (for example) as a template argument to class sc_signal, becausesc_module::operator== does not exist. It is legal to pass type sc_module* through a signal, although this would beregarded as an abuse of the module hierarchy and thus bad practice.
 6.4.4 Reading and writing signals
 A signal is read by calling member function read or operator const T& ().
 A signal is written by calling member function write or operator= of the given signal object. If the templateargument WRITER_POLICY has the value SC_ONE_WRITER, it shall be an error to write to a given
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 signal instance from more than one process instance at any time during simulation. If the template argumentWRITER_POLICY has the value SC_MANY_WRITERS, it shall be an error to write to a given signalinstance from more than one process instance during any given evaluation phase, but different processinstances may write to a given signal instance during different delta cycles. A signal may be written duringelaboration (including the elaboration and simulation callbacks as described in 4.4) to initialize the value ofthe signal. A signal may be written from function sc_main during elaboration or while simulation is paused,that is, before or after the call to function sc_start.
 Signals are typically read and written during the evaluation phase, but the value of the signal is onlymodified during the subsequent update phase. If and only if the value of the signal actually changes as aresult of being written, an event (the value-changed event) shall be notified in the delta notification phasethat immediately follows.
 If a given signal is written on multiple occasions within a particular evaluation phase, or during elaboration,or from function sc_main, the value to which the signal changes in the immediately following update phaseshall be determined by the most recent write; that is, the last write wins.
 NOTE 1—The specialized ports sc_inout and sc_out have a member function initialize for the purpose of initializingthe value of a signal during elaboration.
 NOTE 2—If the value of a signal is read during elaboration, the value returned will be the initial value of the signal ascreated by the default constructor for type T.
 NOTE 3—If a given signal is written and read during the same evaluation phase, the old value will be read. The valuewritten will not be available to be read until the subsequent evaluation phase.
 6.4.5 Constructors
 sc_signal();
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_prim_channel( sc_gen_unique_name( "signal" ) )
 explicit sc_signal( const char* name_ );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_prim_channel( name_ )
 Both constructors shall initialize the value of the signal by calling the default constructor for type T fromtheir initializer lists.
 6.4.6 register_port
 virtual void register_port( sc_port_base&, const char* );
 Member function register_port of class sc_interface shall be overridden in class sc_signal andshall perform the following error check. If the template argument WRITER_POLICY has the valueSC_ONE_WRITER, it shall be an error to bind more than one port of type sc_signal_inout_if to agiven signal. If the WRITER_POLICY has the value SC_MANY_WRITERS, one or more ports oftype sc_signal_inout_if may be bound to a given signal.
 6.4.7 Member functions for reading
 virtual const T& read() const;
 Member function read shall return a reference to the current value of the signal but shall not modifythe state of the signal.
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 operator const T& () const;
 operator const T& () shall return a reference to the current value of the signal (as returned bymember function read).
 6.4.8 Member functions for writing
 virtual sc_writer_policy get_writer_policy() const;
 Member function get_writer_policy shall return the value of the WRITER_POLICY templateparameter for the channel instance.
 virtual void write( const T& );
 Member function write shall modify the value of the signal such that the signal appears to have thenew value (as returned by member function read) in the next delta cycle but not before then. Thisshall be accomplished using the update request mechanism of the primitive channel. The new valueis passed as an argument to member function write. Member function write may be called duringelaboration, in which case the update request shall be executed during the initialization phase.
 operator=
 The behavior of operator= shall be equivalent to the following definitions:
 sc_signal<T,WRITER_POLICY>& operator= ( const T& arg ) { write( arg ); return *this; }sc_signal<T,WRITER_POLICY>& operator= ( const sc_signal<T,WRITER_POLICY>& arg ) {
 write( arg.read() ); return *this; }
 virtual void update();
 Member function update of class sc_prim_channel shall be overridden by the implementation inclass sc_signal to implement the updating of the signal value that occurs as a result of the signalbeing written. Member function update shall modify the current value of the signal such that it getsthe new value (as passed as an argument to member function write), and it shall cause the value-changed event to be notified in the immediately following delta notification phase if the value of thesignal has changed.
 NOTE—Member function update is called by the scheduler but typically is not called by an application.However, member function update of class sc_signal may be called from member function update of a classderived from class sc_signal.
 6.4.9 Member functions for events
 virtual const sc_event& default_event() const;virtual const sc_event& value_changed_event() const;
 Member functions default_event and value_changed_event shall both return a reference to thevalue-changed event.
 virtual bool event() const;
 Member function event shall return the value true if and only if the value of the signal changed inthe update phase of the immediately preceding delta cycle and at the current simulation time; that is,a member function write or operator= was called in the immediately preceding evaluation phase,and the value written or assigned was different from the previous value of the signal.
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 NOTE—Member function event returns true when called from a process that was executed as a direct result ofthe value-changed event of that same signal instance being notified.
 6.4.10 Diagnostic member functions
 virtual void print( std::ostream& = std::cout ) const;
 Member function print shall print the current value of the signal to the stream passed as anargument by calling operator<< (std::ostream&, T&). No additional characters shall be printed.
 virtual void dump( std::ostream& = std::cout ) const;
 Member function dump shall print at least the hierarchical name, the current value, and the newvalue of the signal to the stream passed as an argument. The formatting shall be implementation-defined.
 virtual const char* kind() const;
 Member function kind shall return the string "sc_signal".
 6.4.11 operator<<
 template <class T, sc_writer_policy WRITER_POLICY>inline std::ostream& operator<< ( std::ostream& , const sc_ signal<T,WRITER_POLICY>& );
 operator<< shall print the current value of the signal passed as the second argument to the streampassed as the first argument by calling operator<< ( std::ostream& , T& ).
 Example:
 SC_MODULE(M){
 sc_signal<int> sig;
 SC_CTOR(M){
 SC_THREAD(writer);SC_THREAD(reader);SC_METHOD(writer2);sensitive << sig; // Sensitive to the default event
 }void writer(){
 wait(50, SC_NS);sig.write(1);sig.write(2);wait(50, SC_NS);sig = 3; // Calls operator= ( const T& )
 }void reader(){
 wait(sig.value_changed_event());int i = sig.read(); // Reads a value of 2wait(sig.value_changed_event());i = sig; // Calls operator const T& (), which returns a value of 3
 }
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 void writer2(){
 sig.write(sig + 1); // An error. A signal shall not have multiple writers}
 };
 NOTE—The following classes are related to class sc_signal:
 — The classes sc_signal<bool,WRITER_POLICY> and sc_signal<sc_dt::sc_logic,WRITER_POLICY>provide additional member functions appropriate for two-valued signals.
 — The class sc_buffer is derived from sc_signal but differs in that the value-changed event is notified wheneverthe buffer is written whether or not the value of the buffer has changed.
 — The class sc_clock is derived from sc_signal and generates a periodic clock signal.
 — The class sc_signal_resolved allows multiple writers.
 — The classes sc_in, sc_out, and sc_inout are specialized ports that may be bound to signals, and which providefunctions to access the member functions of the signal conveniently through the port.
 6.5 sc_signal<bool,WRITER_POLICY> and sc_signal<sc_dt::sc_logic,WRITER_POLICY>
 6.5.1 Description
 Classes sc_signal<bool,WRITER_POLICY> and sc_signal<sc_dt::sc_logic,WRITER_POLICY> arepredefined primitive channels that provide additional member functions appropriate for two-valued signals.
 6.5.2 Class definition
 namespace sc_core {
 template <sc_writer_policy WRITER_POLICY>class sc_signal<bool,WRITER_POLICY>: public sc_signal_inout_if<bool>, public sc_prim_channel{
 public:sc_signal();explicit sc_signal( const char* );virtual ~sc_signal();
 virtual void register_port( sc_port_base&, const char* );
 virtual const bool& read() const;operator const bool& () const;
 virtual sc_writer_policy get_writer_policy() const;virtual void write( const bool& );sc_signal<bool,WRITER_POLICY>& operator= ( const bool& );sc_signal<bool,WRITER_POLICY>& operator= ( const sc_signal<bool,WRITER_POLICY>& );
 virtual const sc_event& default_event() const;
 virtual const sc_event& value_changed_event() const;virtual const sc_event& posedge_event() const;virtual const sc_event& negedge_event() const;
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 virtual bool event() const;virtual bool posedge() const;virtual bool negedge() const;
 virtual void print( std::ostream& = std::cout ) const;virtual void dump( std::ostream& = std::cout ) const;virtual const char* kind() const;
 protected:virtual void update();
 private:// Disabledsc_signal( const sc_signal<bool,WRITER_POLICY>& );
 };
 template <sc_writer_policy WRITER_POLICY>class sc_signal<sc_dt::sc_logic,WRITER_POLICY>: public sc_signal_inout_if<sc_dt::sc_logic,WRITER_POLICY>, public sc_prim_channel{
 public:sc_signal();explicit sc_signal( const char* );virtual ~sc_signal();
 virtual void register_port( sc_port_base&, const char* );
 virtual const sc_dt::sc_logic& read() const;operator const sc_dt::sc_logic& () const;
 virtual void write( const sc_dt::sc_logic& );sc_signal<sc_dt::sc_logic,WRITER_POLICY>& operator= ( const sc_dt::sc_logic& );sc_signal<sc_dt::sc_logic,WRITER_POLICY>&
 operator= ( const sc_signal<sc_dt::sc_logic,WRITER_POLICY>& );
 virtual const sc_event& default_event() const;
 virtual const sc_event& value_changed_event() const;virtual const sc_event& posedge_event() const;virtual const sc_event& negedge_event() const;
 virtual bool event() const;virtual bool posedge() const;virtual bool negedge() const;
 virtual void print( std::ostream& = std::cout ) const;virtual void dump( std::ostream& = std::cout ) const;virtual const char* kind() const;
 protected:virtual void update();
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 private:// Disabledsc_signal( const sc_signal<sc_dt::sc_logic,WRITER_POLICY>& );
 };
 } // namespace sc_core
 6.5.3 Member functions
 The following list is incomplete. For the remaining member functions, refer to the definitions of the memberfunctions for class sc_signal (see 6.4).
 virtual const sc_event& posedge_event () const;
 Member function posedge_event shall return a reference to an event that is notified whenever thevalue of the signal (as returned by member function read) changes and the new value of the signal istrue or '1'.
 virtual const sc_event& negedge_event() const;
 Member function negedge_event shall return a reference to an event that is notified whenever thevalue of the signal (as returned by member function read) changes and the new value of the signal isfalse or '0'.
 virtual bool posedge () const;
 Member function posedge shall return the value true if and only if the value of the signal changed inthe update phase of the immediately preceding delta cycle and at the current simulation time, and thenew value of the signal is true or '1'.
 virtual bool negedge() const;
 Member function negedge shall return the value true if and only if the value of the signal changedin the update phase of the immediately preceding delta cycle and at the current simulation time, andthe new value of the signal is false or '0'.
 Example:
 sc_signal<bool> clk;...void thread_process(){
 for (;;){
 if (clk.posedge())wait(clk.negedge_event());
 ...}
 }
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 6.6 sc_buffer
 6.6.1 Description
 Class sc_buffer is a predefined primitive channel derived from class sc_signal. Class sc_buffer differs fromclass sc_signal in that a value-changed event is notified whenever the buffer is written rather than only whenthe value of the signal is changed. A buffer is an object of the class sc_buffer.
 6.6.2 Class definition
 namespace sc_core {
 template <class T, sc_writer_policy WRITER_POLICY>class sc_buffer
 : public sc_signal<T,WRITER_POLICY>{
 public:sc_buffer();explicit sc_buffer( const char* );
 virtual void write( const T& );
 sc_buffer<T,WRITER_POLICY>& operator= ( const T& );sc_buffer<T,WRITER_POLICY>& operator= ( const sc_signal<T,WRITER_POLICY>& );
 sc_buffer<T,WRITER_POLICY>& operator= ( const sc_buffer<T,WRITER_POLICY>& );
 virtual const char* kind() const;
 protected:
 virtual void update();
 private:
 // Disabledsc_buffer( const sc_buffer<T,WRITER_POLICY>& );
 };
 } // namespace sc_core
 6.6.3 Constructors
 sc_buffer();
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_signal( sc_gen_unique_name( "buffer" ) )
 explicit sc_buffer( const char* name_ );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_signal( name_ )
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 6.6.4 Member functions
 virtual void write( const T& );
 Member function write shall modify the value of the buffer such that the buffer appears to have thenew value (as returned by member function read) in the next delta cycle but not before then. Thisshall be accomplished using the update request mechanism of the primitive channel. The new valueis passed as an argument to member function write.
 operator=
 The behavior of operator= shall be equivalent to the following definitions:
 sc_buffer<T,WRITER_POLICY>& operator= ( const T& arg ) { write( arg ); return *this; }
 sc_buffer<T,WRITER_POLICY>&
 operator= ( const sc_signal<T,WRITER_POLICY>& arg ) { write( arg.read() ); return *this; }
 sc_buffer<T,WRITER_POLICY>&
 operator= ( const sc_buffer<T,WRITER_POLICY>& arg ) { write( arg.read() ); return *this; }
 virtual void update();
 Member function update of class sc_signal shall be overridden by the implementation in classsc_buffer to implement the updating of the buffer value that occurs as a result of the buffer beingwritten. Member function update shall modify the current value of the buffer such that it gets thenew value (as passed as an argument to member function write) and shall cause the value-changedevent to be notified in the immediately following delta notification phase, regardless of whether thevalue of the buffer has changed (see 6.4.4 and 6.4.8). (This is in contrast to member function updateof the base class sc_signal, which only causes the value-changed event to be notified if the newvalue is different from the old value.)
 In other words, suppose the current value of the buffer is V, and member function write is calledwith argument value V. Function write will store the new value V (in some implementation-definedstorage area distinct from the current value of the buffer) and will call request_update. Memberfunction update will be called back during the update phase and will set the current value of thebuffer to the new value V. The current value of the buffer will not change, because the old value isequal to the new value but the value-changed event will be notified nonetheless.
 virtual const char* kind() const;
 Member function kind shall return the string "sc_buffer".
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 Example:
 SC_MODULE(M){
 sc_buffer<int> buf;
 SC_CTOR(M){
 SC_THREAD(writer);SC_METHOD(reader);sensitive << buf;
 }void writer(){
 buf.write(1);wait(SC_ZERO_TIME);buf.write(1);
 }void reader() { // Executed during initialization and then twice more with buf = 0, 1, 1
 std::cout << buf << std::endl;}
 };
 6.7 sc_clock
 6.7.1 Description
 Class sc_clock is a predefined primitive channel derived from the class sc_signal and intended to model thebehavior of a digital clock signal. A clock is an object of the class sc_clock. The value and events associatedwith the clock are accessed through the interface sc_signal_in_if<bool>.
 6.7.2 Class definition
 namespace sc_core {
 class sc_clock: public sc_signal<bool>{
 public:sc_clock();explicit sc_clock( const char* name_ );
 sc_clock( const char* name_,const sc_time& period_,double duty_cycle_ = 0.5,const sc_time& start_time_ = SC_ZERO_TIME,bool posedge_first_ = true );
 sc_clock( const char* name_,double period_v_,sc_time_unit period_tu_,double duty_cycle_ = 0.5 );
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 sc_clock( const char* name_,double period_v_,sc_time_unit period_tu_,double duty_cycle_,double start_time_v_,sc_time_unit start_time_tu_,bool posedge_first_ = true );
 virtual ~sc_clock();
 virtual void write( const bool& );
 const sc_time& period() const;double duty_cycle() const;const sc_time& start_time() const;bool posedge_first() const;
 virtual const char* kind() const;
 protected:virtual void before_end_of_elaboration();
 private:// Disabledsc_clock( const sc_clock& );sc_clock& operator= ( const sc_clock& );
 };
 typedef sc_in<bool> sc_in_clk ;
 } // namespace sc_core
 6.7.3 Characteristic properties
 A clock is characterized by the following properties:
 a) Period—The time interval between two consecutive transitions from value false to value true,which shall be equal to the time interval between two consecutive transitions from value true tovalue false. The period shall be greater than zero. The default period is 1 nanosecond.
 b) Duty cycle—The proportion of the period during which the clock has the value true. The duty cycleshall lie between the limits 0.0 and 1.0, exclusive. The default duty cycle is 0.5.
 c) Start time—The absolute time of the first transition of the value of the clock (false to true or true tofalse). The default start time is zero.
 d) Posedge_first—If posedge_first is true, the clock is initialized to the value false, and changes fromfalse to true at the start time. If posedge_first is false, the clock is initialized to the value true, andchanges from true to false at the start time. The default value of posedge_first is true.
 NOTE—A clock does not have a stop time but will stop in any case when function sc_stop is called.
 6.7.4 Constructors
 The constructors shall set the characteristic properties of the clock as defined by the constructor arguments.Any characteristic property not defined by the constructor arguments shall take a default value as defined in6.7.3.
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 The default constructor shall call the base class constructor from its initializer list as follows:
 sc_signal( sc_gen_unique_name( "clock" ) )
 6.7.5 write
 virtual void write( const bool& );
 It shall be an error for an application to call member function write. The member function write ofthe base class sc_signal is not applicable to clocks.
 6.7.6 Diagnostic member functions
 const sc_time& period() const;
 Member function period shall return the period of the clock.
 double duty_cycle() const;
 Member function duty_cycle shall return the duty cycle of the clock.
 const sc_time& start_time() const;
 Member function start_time shall return the start time of the clock.
 bool posedge_first() const;
 Member function posedge_first shall return the value of the posedge_first property of the clock.
 virtual const char* kind() const;
 Member function kind shall return the string "sc_clock".
 6.7.7 before_end_of_elaboration
 virtual void before_end_of_elaboration();
 Member function before_end_of_elaboration, which is defined in the class sc_prim_channel,shall be overridden by the implementation in the current class with a behavior that isimplementation-defined.
 NOTE 1—An implementation may use before_end_of_elaboration to spawn one or more static processes to generatethe clock.
 NOTE 2—If this member function is overridden in a class derived from the current class, functionbefore_end_of_elaboration as overridden in the current class should be called explicitly from the overridden memberfunction of the derived class in order to invoke the implementation-defined behavior.
 6.7.8 sc_in_clk
 typedef sc_in<bool> sc_in_clk ;
 The typedef sc_in_clk is provided for convenience when adding clock inputs to a module and forbackward compatibility with earlier versions of SystemC. An application may use sc_in_clk orsc_in<bool> interchangeably.
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 6.8 sc_in
 6.8.1 Description
 Class sc_in is a specialized port class for use with signals. It provides functions to access convenientlycertain member functions of the channel to which the port is bound. It may be used to model an input pin ona module.
 6.8.2 Class definition
 namespace sc_core {
 template <class T>class sc_in: public sc_port<sc_signal_in_if<T>,1>{
 public:sc_in();explicit sc_in( const char* );virtual ~sc_in();
 virtual void bind ( const sc_signal_in_if<T>& );void operator() ( const sc_signal_in_if<T>& );
 virtual void bind ( sc_port<sc_signal_in_if<T>, 1>& );void operator() ( sc_port<sc_signal_in_if<T>, 1>& );
 virtual void bind ( sc_port<sc_signal_inout_if<T>, 1>& );void operator() ( sc_port<sc_signal_inout_if<T>, 1>& );
 virtual void end_of_elaboration();
 const T& read() const;operator const T& () const;
 const sc_event& default_event() const;const sc_event& value_changed_event() const;bool event() const;sc_event_finder& value_changed() const;
 virtual const char* kind() const;
 private:// Disabledsc_in( const sc_in<T>& );sc_in<T>& operator= ( const sc_in<T>& );
 };
 template <class T>inline void sc_trace( sc_trace_file*, const sc_in<T>&, const std::string& );
 } // namespace sc_core
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 6.8.3 Member functions
 The constructors shall pass their arguments to the corresponding constructor for the base class sc_port.
 The implementation of operator() shall achieve its effect by calling the virtual member function bind.Member function bind shall call member function bind of the base class sc_port, passing through theirparameters as arguments to function bind, in order to bind the object of class sc_in to the channel or portinstance passed as an argument.
 Member function read and operator const T&() shall each call member function read of the object towhich the port is bound using operator-> of class sc_port, that is:
 (*this)->read()
 Member functions default_event, value_changed_event, and event shall each call the correspondingmember function of the object to which the port is bound using operator-> of class sc_port, for example:
 (*this)->event()
 Member function value_changed shall return a reference to class sc_event_finder, where the event finderobject itself shall be constructed using the member function value_changed_event (see 5.7).
 Member function kind shall return the string "sc_in".
 6.8.4 Function sc_trace
 template <class T>
 inline void sc_trace( sc_trace_file*, const sc_in<T>&, const std::string& );
 Function sc_trace shall trace the channel to which the port passed as the second argument is bound(see 8.1) by calling function sc_trace with a second argument of type const T& (see 6.4.3). The portneed not have been bound at the point during elaboration when function sc_trace is called. In thiscase, the implementation shall defer the call to trace the signal until after the port has been boundand the identity of the signal is known.
 6.8.5 end_of_elaboration
 virtual void end_of_elaboration();
 Member function end_of_elaboration, which is defined in the class sc_port, shall be overridden bythe implementation in the current class with a behavior that is implementation-defined.
 NOTE 1—An implementation may use end_of_elaboration to implement the deferred call to sc_trace.
 NOTE 2—If this member function is overridden in a class derived from the current class, function end_of_elaborationas overridden in the current class should be called explicitly from the overridden member function of the derived class inorder to invoke the implementation-defined behavior.
 6.9 sc_in<bool> and sc_in<sc_dt::sc_logic>
 6.9.1 Description
 Class sc_in<bool> and sc_in<sc_dt::sc_logic> are specialized port classes that provide additional memberfunctions for two-valued signals.
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 6.9.2 Class definition
 namespace sc_core {
 template <>class sc_in<bool>: public sc_port<sc_signal_in_if<bool>,1>{
 public:sc_in();explicit sc_in( const char* );virtual ~sc_in();
 virtual void bind ( const sc_signal_in_if<bool>& );void operator() ( const sc_signal_in_if<bool>& );
 virtual void bind ( sc_port<sc_signal_in_if<bool>, 1>& );void operator() ( sc_port<sc_signal_in_if<bool>, 1>& );
 virtual void bind ( sc_port<sc_signal_inout_if<bool>, 1>& );void operator() ( sc_port<sc_signal_inout_if<bool>, 1>& );
 virtual void end_of_elaboration();
 const bool& read() const;operator const bool& () const;
 const sc_event& default_event() const;const sc_event& value_changed_event() const;const sc_event& posedge_event() const;const sc_event& negedge_event() const;
 bool event() const;bool posedge() const;bool negedge() const;
 sc_event_finder& value_changed() const;sc_event_finder& pos() const;sc_event_finder& neg() const;
 virtual const char* kind() const;
 private:// Disabledsc_in( const sc_in<bool>& );sc_in<bool>& operator= ( const sc_in<bool>& );
 };
 template <>inline void sc_trace<bool>( sc_trace_file*, const sc_in<bool>&, const std::string& );
 template <>class sc_in<sc_dt::sc_logic>
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 : public sc_port<sc_signal_in_if<sc_dt::sc_logic>,1>{
 public:sc_in();explicit sc_in( const char* );virtual ~sc_in();
 virtual void bind ( const sc_signal_in_if<sc_dt::sc_logic>& );void operator() ( const sc_signal_in_if<sc_dt::sc_logic>& );
 virtual void bind ( sc_port<sc_signal_in_if<sc_dt::sc_logic>, 1>& );void operator() ( sc_port<sc_signal_in_if<sc_dt::sc_logic>, 1>& );
 virtual void bind ( sc_port<sc_signal_inout_if<sc_dt::sc_logic>, 1>& );void operator() ( sc_port<sc_signal_inout_if<sc_dt::sc_logic>, 1>& );
 virtual void end_of_elaboration();
 const sc_dt::sc_logic& read() const;operator const sc_dt::sc_logic& () const;
 const sc_event& default_event() const;const sc_event& value_changed_event() const;const sc_event& posedge_event() const;const sc_event& negedge_event() const;
 bool event() const;bool posedge() const;bool negedge() const;
 sc_event_finder& value_changed() const;sc_event_finder& pos() const;sc_event_finder& neg() const;
 virtual const char* kind() const;
 private:// Disabledsc_in( const sc_in<sc_dt::sc_logic>& );sc_in<sc_dt::sc_logic>& operator= ( const sc_in<sc_dt::sc_logic>& );
 };
 template <> inline void sc_trace<sc_dt::sc_logic>( sc_trace_file*, const sc_in<sc_dt::sc_logic>&, const std::string& );
 } // namespace sc_core
 6.9.3 Member functions
 The following list is incomplete. For the remaining member functions and for the function sc_trace, refer tothe definitions of the member functions for class sc_in (see 6.8.3).
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 Member functions posedge_event, negedge_event, posedge, and negedge shall each call the correspondingmember function of the object to which the port is bound using operator-> of class sc_port, for example:
 (*this)->negedge()
 Member functions pos and neg shall return a reference to class sc_event_finder, where the event finderobject itself shall be constructed using the member function posedge_event or negedge_event, respectively(see 5.7).
 6.10 sc_inout
 6.10.1 Description
 Class sc_inout is a specialized port class for use with signals. It provides functions to access convenientlycertain member functions of the channel to which the port is bound. It may be used to model an output pin ora bidirectional pin on a module.
 6.10.2 Class definition
 namespace sc_core {
 template <class T>class sc_inout: public sc_port<sc_signal_inout_if<T>,1>{
 public:sc_inout();explicit sc_inout( const char* );virtual ~sc_inout();
 void initialize( const T& );void initialize( const sc_signal_in_if<T>& );
 virtual void end_of_elaboration();
 const T& read() const;operator const T& () const;
 void write( const T& );sc_inout<T>& operator= ( const T& );sc_inout<T>& operator= ( const sc_signal_in_if<T>& );sc_inout<T>& operator= ( const sc_port< sc_signal_in_if<T>, 1>& );sc_inout<T>& operator= ( const sc_port< sc_signal_inout_if<T>, 1>& );sc_inout<T>& operator= ( const sc_inout<T>& );
 const sc_event& default_event() const;const sc_event& value_changed_event() const;bool event() const;sc_event_finder& value_changed() const;
 virtual const char* kind() const;
 private:// Disabled
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 sc_inout( const sc_inout<T>& );};
 template <class T>inline void sc_trace( sc_trace_file*, const sc_inout<T>&, const std::string& );
 } // namespace sc_core
 6.10.3 Member functions
 The constructors shall pass their arguments to the corresponding constructor for the base class sc_port.
 Member function read and operator const T&() shall each call member function read of the object towhich the port is bound using operator-> of class sc_port, that is:
 (*this)->read()
 Member function write and operator= shall each call the member function write of the object to which theport is bound using operator-> of class sc_port, calling member function read to get the value of theparameter, where the parameter is an interface or a port, for example:
 sc_inout<T>& operator= ( const sc_inout<T>& port_ ){ (*this)->write( port_->read() ); return *this; }
 Member function write shall not be called during elaboration before the port has been bound (see 6.10.4).
 Member functions default_event, value_changed_event, and event shall each call the correspondingmember function of the object to which the port is bound using operator-> of class sc_port, for example:
 (*this)->event()
 Member function value_changed shall return a reference to class sc_event_finder, where the event finderobject itself shall be constructed using the member function value_changed_event (see 5.7).
 Member function kind shall return the string "sc_inout".
 6.10.4 initialize
 Member function initialize shall set the initial value of the signal to which the port is bound by callingmember function write of that signal using the value passed as an argument to member function initialize. Ifthe actual argument is a channel, the initial value shall be determined by reading the value of the channel.The port need not have been bound at the point during elaboration when member function initialize iscalled. In this case, the implementation shall defer the call to write until after the port has been bound andthe identity of the signal is known.
 NOTE 1—A port of class sc_in will be bound to exactly one signal, but the binding may be performed indirectly througha port of the parent module.
 NOTE 2—The purpose of member function initialize is to allow the value of a port to be initialized during elaborationbefore the port being bound. However, member function initialize may be called during elaboration or simulation.
 6.10.5 Function sc_trace
 template <class T>inline void sc_trace( sc_trace_file*, const sc_inout<T>&, const std::string& );
 Function sc_trace shall trace the channel to which the port passed as the second argument is bound(see 8.1) by calling function sc_trace with a second argument of type const T& (see 6.4.3). Theport need not have been bound at the point during elaboration when function sc_trace is called. In
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 this case, the implementation shall defer the call to trace the signal until after the port has beenbound and the identity of the signal is known.
 6.10.6 end_of_elaboration
 virtual void end_of_elaboration();
 Member function end_of_elaboration, which is defined in the class sc_port, shall be overridden bythe implementation in the current class with a behavior that is implementation-defined.
 NOTE 1—An implementation may use end_of_elaboration to implement the deferred calls for initialize and sc_trace.
 NOTE 2—If this member function is overridden in a class derived from the current class, function end_of_elaborationas overridden in the current class should be called explicitly from the overridden member function of the derived class inorder to invoke the implementation-defined behavior.
 6.10.7 Binding
 Because interface sc_signal_inout_if is derived from interface sc_signal_in_if, a port of class sc_in of achild module may be bound to a port of class sc_inout of a parent module but a port of class sc_inout of achild module cannot be bound to a port of class sc_in of a parent module.
 6.11 sc_inout<bool> and sc_inout<sc_dt::sc_logic>
 6.11.1 Description
 Class sc_inout<bool> and sc_inout<sc_dt::sc_logic> are specialized port classes that provide additionalmember functions for two-valued signals.
 6.11.2 Class definition
 namespace sc_core {
 template <>class sc_inout<bool>: public sc_port<sc_signal_inout_if<bool>,1>{
 public:sc_inout();explicit sc_inout( const char* );virtual ~sc_inout();
 void initialize( const bool& );void initialize( const sc_signal_in_if<bool>& );
 virtual void end_of_elaboration();
 const bool& read() const;operator const bool& () const;
 void write( const bool& );sc_inout<bool>& operator= ( const bool& );sc_inout<bool>& operator= ( const sc_signal_in_if<bool>& );sc_inout<bool>& operator= ( const sc_port< sc_signal_in_if<bool>, 1>& );sc_inout<bool>& operator= ( const sc_port< sc_signal_inout_if<bool>, 1>& );
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 sc_inout<bool>& operator= ( const sc_inout<bool>& );
 const sc_event& default_event() const;const sc_event& value_changed_event() const;const sc_event& posedge_event() const;const sc_event& negedge_event() const;
 bool event() const;bool posedge() const;bool negedge() const;
 sc_event_finder& value_changed() const;sc_event_finder& pos() const;sc_event_finder& neg() const;
 virtual const char* kind() const;
 private:// Disabledsc_inout( const sc_inout<bool>& );
 };
 template <>inline void sc_trace<bool>( sc_trace_file*, const sc_inout<bool>&, const std::string& );
 template <>class sc_inout<sc_dt::sc_logic>: public sc_port<sc_signal_inout_if<sc_dt::sc_logic>,1>{
 public:sc_inout();explicit sc_inout( const char* );virtual ~sc_inout();
 void initialize( const sc_dt::sc_logic& );void initialize( const sc_signal_in_if<sc_dt::sc_logic>& );
 virtual void end_of_elaboration();
 const sc_dt::sc_logic& read() const;operator const sc_dt::sc_logic& () const;
 void write( const sc_dt::sc_logic& );sc_inout<sc_dt::sc_logic>& operator= ( const sc_dt::sc_logic& );sc_inout<sc_dt::sc_logic>& operator= ( const sc_signal_in_if<sc_dt::sc_logic>& );sc_inout<sc_dt::sc_logic>& operator= ( const sc_port< sc_signal_in_if<sc_dt::sc_logic>, 1>& );sc_inout<sc_dt::sc_logic>& operator= ( const sc_port< sc_signal_inout_if<sc_dt::sc_logic>, 1>&);sc_inout<sc_dt::sc_logic>& operator= ( const sc_inout<sc_dt::sc_logic>& );
 const sc_event& default_event() const;const sc_event& value_changed_event() const;const sc_event& posedge_event() const;const sc_event& negedge_event() const;
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 bool event() const;bool posedge() const;bool negedge() const;
 sc_event_finder& value_changed() const;sc_event_finder& pos() const;sc_event_finder& neg() const;
 virtual const char* kind() const;
 private:// Disabledsc_inout( const sc_inout<sc_dt::sc_logic>& );
 };
 template <>inline voidsc_trace<sc_dt::sc_logic>( sc_trace_file*, const sc_inout<sc_dt::sc_logic>&, const std::string& );
 } // namespace sc_core
 6.11.3 Member functions
 The following list is incomplete. For the remaining member functions and for the function sc_trace, refer tothe definitions of the member functions for class sc_inout.
 Member functions posedge_event, negedge_event, posedge, and negedge shall each call the correspondingmember function of the object to which the port is bound using operator-> of class sc_port, for example:
 (*this)->negedge()
 Member functions pos and neg shall return a reference to class sc_event_finder, where the event finderobject itself shall be constructed using the member function posedge_event or negedge_event, respectively(see 5.7).
 Member function kind shall return the string "sc_inout".
 6.12 sc_out
 6.12.1 Description
 Class sc_out is derived from class sc_inout and is identical to class sc_inout except for differences inherentin it being a derived class, for example, constructors and assignment operators. The purpose of having bothclasses is to allow users to express their intent, that is, sc_out for output pins and sc_inout for bidirectionalpins.
 6.12.2 Class definition
 namespace sc_core {
 template <class T>class sc_out: public sc_inout<T>
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 {public:
 sc_out();explicit sc_out( const char* );virtual ~sc_out();
 sc_out<T>& operator= ( const T& );sc_out<T>& operator= ( const sc_signal_in_if<T>& );sc_out<T>& operator= ( const sc_port< sc_signal_in_if<T>, 1>& );sc_out<T>& operator= ( const sc_port< sc_signal_inout_if<T>, 1>& );sc_out<T>& operator= ( const sc_out<T>& );
 virtual const char* kind() const;
 private:// Disabledsc_out( const sc_out<T>& );
 };
 } // namespace sc_core
 6.12.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_inout<T>.
 The behavior of the assignment operators shall be identical to that of class sc_inout but with the class namesc_out substituted in place of the class name sc_inout wherever appropriate.
 Member function kind shall return the string "sc_out".
 6.13 sc_signal_resolved
 6.13.1 Description
 Class sc_signal_resolved is a predefined primitive channel derived from class sc_signal. A resolved signalis an object of class sc_signal_resolved or class sc_signal_rv. Class sc_signal_resolved differs from classsc_signal in that a resolved signal may be written by multiple processes, conflicting values being resolvedwithin the channel.
 6.13.2 Class definition
 namespace sc_core {
 class sc_signal_resolved: public sc_signal<sc_dt::sc_logic,SC_MANY_WRITERS>{
 public:sc_signal_resolved();explicit sc_signal_resolved( const char* );virtual ~sc_signal_resolved();
 virtual void register_port( sc_port_base&, const char* );
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 virtual void write( const sc_dt::sc_logic& );sc_signal_resolved& operator= ( const sc_dt::sc_logic& );sc_signal_resolved& operator= ( const sc_signal_resolved& );
 virtual const char* kind() const;
 protected:virtual void update();
 private:// Disabledsc_signal_resolved( const sc_signal_resolved& );
 };
 } // namespace sc_core
 6.13.3 Constructors
 sc_signal_resolved();
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_signal( sc_gen_unique_name( "signal_resolved" ) )
 explicit sc_signal_resolved( const char* name_ );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_signal( name_ )
 6.13.4 Resolution semantics
 A resolved signal is written by calling member function write or operator= of the given signal object. Likeclass sc_signal, operator= shall call member function write.
 Each resolved signal shall maintain a list of written values containing one value for each distinct processinstance that writes to the resolved signal object. This list shall store the value most recently written to theresolved signal object by each such process instance.
 If and only if the written value is different from the previous written value or this is the first occasion onwhich the particular process instance has written to the particular signal object, the member function writeshall then call the member function request_update.
 During the update phase, member function update shall first use the list of written values to calculate asingle resolved value for the resolved signal, and then perform update semantics similar to class sc_signalbut using the resolved value just calculated.
 A value shall be added to the list of written values on the first occasion that each particular process instancewrites to the resolved signal object. Values shall not be removed from the list of written values. Before thefirst occasion on which a given process instance writes to a given resolved signal, that process instance shallnot contribute to the calculation of the resolved value for that signal.
 The resolved value shall be calculated from the list of written values using the following algorithm:
 1) Take a copy of the list.
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 2) Take any two values from the copy of the list and replace them with one value according to thetruth table shown in Table 3.
 3) Repeat step 2) until only a single value remains. This is the resolved value.
 Before the first occasion on which a given process instance writes to a given resolved signal, the valuewritten by that process instance is effectively 'Z' in terms of its effect on the resolution calculation. On theother hand, the default initial value for a resolved signal (as would be returned by member function readbefore the first write) is 'X'. Thus, it is strongly recommended that each process instance that writes to agiven resolved signal perform a write to that signal at time zero.
 NOTE 1—The order in which values are passed to the function defined by the truth table in Table 3 does not affect theresult of the calculation.
 NOTE 2—The calculation of the resolved value is performed using the value most recently written by each and everyprocess that writes to that particular signal object, regardless of whether the most recent write occurred in the currentdelta cycle, in a previous delta cycle, or at an earlier time.
 NOTE 3—These same resolution semantics apply, whether the resolved signal is accessed directly by a process or isaccessed indirectly through a port bound to the resolved signal.
 6.13.5 Member functions
 Member function register_port of class sc_signal shall be overridden in class sc_signal_resolved, such thatthe error check for multiple output ports performed by sc_signal::register_port is disabled for channelobjects of class sc_signal_resolved.
 Member function write, operator=, and member function update shall have the same behavior as thecorresponding members of class sc_signal, except where the behavior differs for multiple writers as definedin 6.13.4.
 Member function kind shall return the string "sc_signal_resolved".
 Example:
 SC_MODULE(M){
 sc_signal_resolved sig;
 SC_CTOR(M){
 SC_THREAD(T1);SC_THREAD(T2);SC_THREAD(T3);
 }
 Table 3—Resolution table for sc_signal_resolved
 '0' '1' 'Z' 'X'
 '0' '0' 'X' '0' 'X'
 '1' 'X' '1' '1' 'X'
 'Z' '0' '1' 'Z' 'X'
 'X' 'X' 'X' 'X' 'X'
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 void T1(){ // Time=0 ns, no written values sig=X
 wait(10, SC_NS);sig = sc_dt::SC_LOGIC_0; // Time=10 ns, written values=0 sig=0wait(20, SC_NS);sig = sc_dt::SC_LOGIC_Z; // Time=30 ns, written values=Z,Z sig=Z
 }void T2(){
 wait(20, SC_NS);sig = sc_dt::SC_LOGIC_Z; // Time=20 ns, written values=0,Z sig=0wait(30, SC_NS);sig = sc_dt::SC_LOGIC_0; // Time=50 ns, written values=Z,0,1 sig=X
 }void T3(){
 wait(40, SC_NS);sig = sc_dt::SC_LOGIC_1; // Time=40 ns, written values=Z,Z,1 sig=1
 }};
 6.14 sc_in_resolved
 6.14.1 Description
 Class sc_in_resolved is a specialized port class for use with resolved signals. It is similar in behavior to portclass sc_in<sc_dt::sc_logic> from which it is derived. The only difference is that a port of classsc_in_resolved shall be bound to a channel of class sc_signal_resolved, whereas a port of classsc_in<sc_dt::sc_logic> may be bound to a channel of classsc_signal<sc_dt::sc_logic,WRITER_POLICY> or class sc_signal_resolved.
 6.14.2 Class definition
 namespace sc_core {
 class sc_in_resolved: public sc_in<sc_dt::sc_logic>{
 public:sc_in_resolved();explicit sc_in_resolved( const char* );virtual ~sc_in_resolved();
 virtual void end_of_elaboration();
 virtual const char* kind() const;
 private:// Disabledsc_in_resolved( const sc_in_resolved& );sc_in_resolved& operator= (const sc_in_resolved& );
 };
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 } // namespace sc_core
 6.14.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_in<sc_dt::sc_logic>.
 Member function end_of_elaboration shall perform an error check. It is an error if the port is not bound toa channel of class sc_signal_resolved.
 Member function kind shall return the string "sc_in_resolved".
 NOTE—As always, the port may be bound indirectly through a port of a parent module.
 6.15 sc_inout_resolved
 6.15.1 Description
 Class sc_inout_resolved is a specialized port class for use with resolved signals. It is similar in behavior toport class sc_inout<sc_dt::sc_logic> from which it is derived. The only difference is that a port of classsc_inout_resolved shall be bound to a channel of class sc_signal_resolved, whereas a port of classsc_inout<sc_dt::sc_logic> may be bound to a channel of classsc_signal<sc_dt::sc_logic,WRITER_POLICY> or class sc_signal_resolved.
 6.15.2 Class definition
 namespace sc_core {
 class sc_inout_resolved: public sc_inout<sc_dt::sc_logic>{
 public:sc_inout_resolved();explicit sc_inout_resolved( const char* );virtual ~sc_inout_resolved();
 virtual void end_of_elaboration();
 sc_inout_resolved& operator= ( const sc_dt::sc_logic& );sc_inout_resolved& operator= ( const sc_signal_in_if<sc_dt::sc_logic>& );sc_inout_resolved& operator= ( const sc_port<sc_signal_in_if<sc_dt::sc_logic>, 1>& );sc_inout_resolved& operator= ( const sc_port<sc_signal_inout_if<sc_dt::sc_logic>, 1>& );sc_inout_resolved& operator= ( const sc_inout_resolved& );
 virtual const char* kind() const;
 private:// Disabledsc_inout_resolved( const sc_inout_resolved& );
 };
 } // namespace sc_core
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 6.15.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_inout<sc_dt::sc_logic>.
 Member function end_of_elaboration shall perform an error check. It is an error if the port is not bound toa channel of class sc_signal_resolved.
 The behavior of the assignment operators shall be identical to that of class sc_inout<sc_dt::sc_logic> butwith the class name sc_inout_resolved substituted in place of the class name sc_inout<sc_dt::sc_logic>wherever appropriate.
 Member function kind shall return the string "sc_inout_resolved".
 NOTE—As always, the port may be bound indirectly through a port of a parent module.
 6.16 sc_out_resolved
 6.16.1 Description
 Class sc_out_resolved is derived from class sc_inout_resolved, and it is identical to classsc_inout_resolved except for differences inherent in it being a derived class, for example, constructors andassignment operators. The purpose of having both classes is to allow users to express their intent, that is,sc_out_resolved for output pins connected to resolved signals and sc_inout_resolved for bidirectional pinsconnected to resolved signals.
 6.16.2 Class definition
 namespace sc_core {
 class sc_out_resolved: public sc_inout_resolved{
 public:sc_out_resolved();explicit sc_out_resolved( const char* );virtual ~sc_out_resolved();
 sc_out_resolved& operator= ( const sc_dt::sc_logic& );sc_out_resolved& operator= ( const sc_signal_in_if<sc_dt::sc_logic>& );sc_out_resolved& operator= ( const sc_port<sc_signal_in_if<sc_dt::sc_logic>, 1>& );sc_out_resolved& operator= ( const sc_port<sc_signal_inout_if<sc_dt::sc_logic>, 1>& );sc_out_resolved& operator= ( const sc_out_resolved& );
 virtual const char* kind() const;
 private:// Disabledsc_out_resolved( const sc_out_resolved& );
 };
 } // namespace sc_core
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 6.16.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_inout_resolved.
 The behavior of the assignment operators shall be identical to that of class sc_inout_resolved but with theclass name sc_out_resolved substituted in place of the class name sc_inout_resolved wherever appropriate.
 Member function kind shall return the string "sc_out_resolved".
 6.17 sc_signal_rv
 6.17.1 Description
 Class sc_signal_rv is a predefined primitive channel derived from class sc_signal. Class sc_signal_rv issimilar to class sc_signal_resolved. The difference is that the argument to the base class template sc_signalis type sc_dt::sc_lv<W> instead of type sc_dt::sc_logic.
 6.17.2 Class definition
 namespace sc_core {
 template <int W>class sc_signal_rv: public sc_signal<sc_dt::sc_lv<W>,SC_MANY_WRITERS>{
 public:sc_signal_rv();explicit sc_signal_rv( const char* );virtual ~sc_signal_rv();
 virtual void register_port( sc_port_base&, const char* );
 virtual void write( const sc_dt::sc_lv<W>& );sc_signal_rv<W>& operator= ( const sc_dt::sc_lv<W>& );sc_signal_rv<W>& operator= ( const sc_signal_rv<W>& );
 virtual const char* kind() const;
 protected:virtual void update();
 private:// Disabledsc_signal_rv( const sc_signal_rv<W>& );
 };
 } // namespace sc_core
 6.17.3 Semantics and member functions
 The semantics of class sc_signal_rv shall be identical to the semantics of class sc_signal_resolved exceptfor differences due to the fact that the value to be resolved is of type sc_dt::sc_lv (see 6.13.4).
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 The value shall be propagated through the resolved signal as an atomic value; that is, an event shall benotified, and the entire value of the vector shall be resolved and updated whenever any bit of the vectorwritten by any process changes.
 The list of written values shall contain values of type sc_dt::sc_lv, and each value of type sc_dt::sc_lv shallbe treated atomically for the purpose of building and updating the list.
 If and only if the written value differs from the previous written value (in one or more bit positions) or this isthe first occasion on which the particular process has written to the particular signal object, the memberfunction write shall then call the member function request_update.
 The resolved value shall be calculated for the entire vector by applying the rule described in 6.13.4 to eachbit position within the vector in turn.
 The default constructor shall call the base class constructor from its initializer list as follows:sc_signal( sc_gen_unique_name( "signal_rv" ) )
 Member function kind shall return the string "sc_signal_rv".
 6.18 sc_in_rv
 6.18.1 Description
 Class sc_in_rv is a specialized port class for use with resolved signals. It is similar in behavior to port classsc_in<sc_dt::sc_lv<W>> from which it is derived. The only difference is that a port of class sc_in_rv shallbe bound to a channel of class sc_signal_rv, whereas a port of class sc_in<sc_dt::sc_lv<W>> may bebound to a channel of class sc_signal<sc_dt::sc_lv<W>,WRITER_POLICY> or class sc_signal_rv.
 6.18.2 Class definition
 namespace sc_core {
 template <int W>class sc_in_rv: public sc_in<sc_dt::sc_lv<W>>{
 public:sc_in_rv();explicit sc_in_rv( const char* );virtual ~sc_in_rv();
 virtual void end_of_elaboration();
 virtual const char* kind() const;
 private:// Disabledsc_in_rv( const sc_in_rv<W>& );sc_in_rv<W>& operator= ( const sc_in_rv<W>& );
 };
 } // namespace sc_core
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 6.18.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_in<sc_dt::sc_lv<W>>.
 Member function end_of_elaboration shall perform an error check. It is an error if the port is not bound toa channel of class sc_signal_rv.
 Member function kind shall return the string "sc_in_rv".
 NOTE—As always, the port may be bound indirectly through a port of a parent module.
 6.19 sc_inout_rv
 6.19.1 Description
 Class sc_inout_rv is a specialized port class for use with resolved signals. It is similar in behavior to portclass sc_inout<sc_dt::sc_lv<W>> from which it is derived. The only difference is that a port of classsc_inout_rv shall be bound to a channel of class sc_signal_rv, whereas a port of classsc_inout<sc_dt::sc_lv<W>> may be bound to a channel of classsc_signal<sc_dt::sc_lv<W>,WRITER_POLICY> or class sc_signal_rv.
 6.19.2 Class definition
 namespace sc_core {
 template <int W>class sc_inout_rv: public sc_inout<sc_dt::sc_lv<W>>{
 public:sc_inout_rv();explicit sc_inout_rv( const char* );virtual ~sc_inout_rv();
 sc_inout_rv<W>& operator= ( const sc_dt::sc_lv<W>& );sc_inout_rv<W>& operator= ( const sc_signal_in_if<sc_dt::sc_lv<W>>& );sc_inout_rv<W>& operator= ( const sc_port<sc_signal_in_if<sc_dt::sc_lv<W>>, 1>& );sc_inout_rv<W>& operator= ( const sc_port<sc_signal_inout_if<sc_dt::sc_lv<W>>, 1>& );sc_inout_rv<W>& operator= ( const sc_inout_rv<W>& );
 virtual void end_of_elaboration();
 virtual const char* kind() const;
 private:// Disabledsc_inout_rv( const sc_inout_rv<W>& );
 };
 } // namespace sc_core
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 6.19.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_inout<sc_dt::sc_lv<W>>.
 Member function end_of_elaboration shall perform an error check. It is an error if the port is not bound toa channel of class sc_signal_rv.
 The behavior of the assignment operators shall be identical to that of class sc_inout<sc_dt::sc_lv<W>> butwith the class name sc_inout_rv substituted in place of the class name sc_inout<sc_dt::sc_lv<W>>wherever appropriate.
 Member function kind shall return the string "sc_inout_rv".
 NOTE—The port may be bound indirectly through a port of a parent module.
 6.20 sc_out_rv
 6.20.1 Description
 Class sc_out_rv is derived from class sc_inout_rv, and it is identical to class sc_inout_rv except fordifferences inherent in it being a derived class, for example, constructors and assignment operators. Thepurpose of having both classes is to allow users to express their intent, that is, sc_out_rv for output pinsconnected to resolved vectors and sc_inout_rv for bidirectional pins connected to resolved vectors.
 6.20.2 Class definition
 namespace sc_core {
 template <int W>class sc_out_rv: public sc_inout_rv<W>{
 public:sc_out_rv();explicit sc_out_rv( const char* );virtual ~sc_out_rv();
 sc_out_rv<W>& operator= ( const sc_dt::sc_lv<W>& );sc_out_rv<W>& operator= ( const sc_signal_in_if<sc_dt::sc_lv<W>>& );sc_out_rv<W>& operator= ( const sc_port<sc_signal_in_if<sc_dt::sc_lv<W>>, 1>& );sc_out_rv<W>& operator= ( const sc_port<sc_signal_inout_if<sc_dt::sc_lv<W>>, 1>& );sc_out_rv<W>& operator= ( const sc_out_rv<W>& );
 virtual const char* kind() const;
 private:// Disabledsc_out_rv( const sc_out_rv<W>& );
 };
 } // namespace sc_core
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 6.20.3 Member functions
 The constructors shall pass their arguments to the corresponding constructors for the base classsc_inout_rv<W>.
 The behavior of the assignment operators shall be identical to that of class sc_inout_rv<W> but with theclass name sc_out_rv<W> substituted in place of the class name sc_inout_rv<W> wherever appropriate.
 Member function kind shall return the string "sc_out_rv".
 6.21 sc_fifo_in_if
 6.21.1 Description
 Class sc_fifo_in_if is an interface proper and is implemented by the predefined channel sc_fifo. Interfacesc_fifo_in_if gives read access to a fifo channel, and it is derived from two further interfaces proper,sc_fifo_nonblocking_in_if and sc_fifo_blocking_in_if.
 6.21.2 Class definition
 namespace sc_core {
 template <class T> class sc_fifo_nonblocking_in_if : virtual public sc_interface {
 public: virtual bool nb_read( T& ) = 0; virtual const sc_event& data_written_event() const = 0;
 };
 template <class T> class sc_fifo_blocking_in_if : virtual public sc_interface {
 public: virtual void read( T& ) = 0; virtual T read() = 0;
 };
 template <class T>class sc_fifo_in_if : public sc_fifo_nonblocking_in_if<T>, public sc_fifo_blocking_in_if<T> {
 public:virtual int num_available() const = 0;
 protected:sc_fifo_in_if();
 private:// Disabledsc_fifo_in_if( const sc_fifo_in_if<T>& );sc_fifo_in_if<T>& operator= ( const sc_fifo_in_if<T>& );
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 };
 } // namespace sc_core
 6.21.3 Member functions
 The following member functions are all pure virtual functions. The descriptions refer to the expecteddefinitions of the functions when overridden in a channel that implements this interface. The precisesemantics will be channel-specific.
 Member functions read and nb_read shall return the value least recently written into the fifo and shallremove that value from the fifo such that it cannot be read again. If the fifo is empty, member function readshall suspend until a value has been written to the fifo, whereas member function nb_read shall returnimmediately. The return value of the function nb_read shall indicate whether a value was read.
 When calling member function void read(T&) of class sc_fifo_blocking_in_if, the application shall beobliged to ensure that the lifetime of the actual argument extends from the time the function is called to thetime the function call reaches completion. Moreover, the application shall not modify the value of the actualargument during that period.
 Member function data_written_event shall return a reference to an event that is notified whenever a valueis written into the fifo.
 Member function num_available shall return the number of values currently available in the fifo to be read.
 6.22 sc_fifo_out_if
 6.22.1 Description
 Class sc_fifo_out_if is an interface proper and is implemented by the predefined channel sc_fifo. Interfacesc_fifo_out_if gives write access to a fifo channel and is derived from two further interfaces proper,sc_fifo_nonblocking_out_if and sc_fifo_blocking_out_if.
 6.22.2 Class definition
 namespace sc_core {
 template <class T> class sc_fifo_nonblocking_out_if : virtual public sc_interface {
 public: virtual bool nb_write( const T& ) = 0; virtual const sc_event& data_read_event() const = 0;
 };
 template <class T> class sc_fifo_blocking_out_if : virtual public sc_interface {
 public: virtual void write( const T& ) = 0;
 };
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 template <class T>class sc_fifo_out_if : public sc_fifo_nonblocking_out_if<T>, public sc_fifo_blocking_out_if<T> {
 public:virtual int num_free() const = 0;
 protected:sc_fifo_out_if();
 private:// Disabledsc_fifo_out_if( const sc_fifo_out_if<T>& );sc_fifo_out_if<T>& operator= ( const sc_fifo_out_if<T>& );
 };
 } // namespace sc_core
 6.22.3 Member functions
 The following member functions are all pure virtual functions. The descriptions refer to the expecteddefinitions of the functions when overridden in a channel that implements this interface. The precisesemantics will be channel-specific.
 Member functions write and nb_write shall write the value passed as an argument into the fifo. If the fifo isfull, member function write shall suspend until a value has been read from the fifo, whereas memberfunction nb_write shall return immediately. The return value of the function nb_write shall indicatewhether a value was written into an empty slot.
 When calling member function void write(const T&) of class sc_fifo_blocking_out_if, the applicationshall be obliged to ensure that the lifetime of the actual argument extends from the time the function is calledto the time the function call reaches completion, and moreover, the application shall not modify the value ofthe actual argument during that period.
 Member function data_read_event shall return a reference to an event that is notified whenever a value isread from the fifo.
 Member function num_free shall return the number of unoccupied slots in the fifo available to acceptwritten values.
 6.23 sc_fifo
 6.23.1 Description
 Class sc_fifo is a predefined primitive channel intended to model the behavior of a fifo, that is, a first-in-first-out buffer. In this clause, fifo refers to an object of class sc_fifo. Each fifo has a number of slots forstoring values. The number of slots is fixed when the object is constructed.
 6.23.2 Class definition
 namespace sc_core {
 template <class T>
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 class sc_fifo: public sc_fifo_in_if<T>, public sc_fifo_out_if<T>, public sc_prim_channel{
 public:explicit sc_fifo( int size_ = 16 );explicit sc_fifo( const char* name_, int size_ = 16);virtual ~sc_fifo();
 virtual void register_port( sc_port_base&, const char* );
 virtual void read( T& );virtual T read();virtual bool nb_read( T& );operator T ();
 virtual void write( const T& );virtual bool nb_write( const T& );sc_fifo<T>& operator= ( const T& );
 virtual const sc_event& data_written_event() const;virtual const sc_event& data_read_event() const;
 virtual int num_available() const;virtual int num_free() const;
 virtual void print( std::ostream& = std::cout ) const;virtual void dump( std::ostream& = std::cout ) const;virtual const char* kind() const;
 protected:virtual void update();
 private:// Disabledsc_fifo( const sc_fifo<T>& );sc_fifo& operator= ( const sc_fifo<T>& );
 };
 template <class T>inline std::ostream& operator<< ( std::ostream&, const sc_fifo<T>& );
 } // namespace sc_core
 6.23.3 Template parameter T
 The argument passed to template sc_fifo shall be either a C++ type for which the predefined semantics forassignment are adequate (for example, a fundamental type or a pointer) or a type T that obeys each of thefollowing rules:
 a) The following stream operator shall be defined and should copy the state of the object given as thesecond argument to the stream given as the first argument. The way in which the state information isformatted is undefined by this standard. The implementation shall use this operator in implementingthe behavior of the member functions print and dump.

Page 199
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 175Copyright © 2012 IEEE. All rights reserved.
 std::ostream& operator<< ( std::ostream&, const T& );
 b) If the default assignment semantics are inadequate to assign the state of the object, the followingassignment operator should be defined for the type T. The implementation shall use this operator tocopy the value being written into a fifo slot or the value being read out of a fifo slot.
 const T& operator= ( const T& );
 c) If any constructor for type T exists, a default constructor for type T shall be defined.
 NOTE 1—The assignment operator is not obliged to assign the complete state of the object, although it should typicallydo so. For example, diagnostic information may be associated with an object that is not to be propagated through thefifo.
 NOTE 2—The SystemC data types proper (sc_dt::sc_int, sc_dt::sc_logic, and so forth) all conform to the above ruleset.
 NOTE 3—It is legal to pass type sc_module* through a fifo, although this would be regarded as an abuse of the modulehierarchy and thus bad practice.
 6.23.4 Constructors
 explicit sc_fifo( int size_ = 16 );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_prim_channel( sc_gen_unique_name( "fifo" ) )
 explicit sc_fifo( const char* name_, int size_ = 16 );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_prim_channel( name_ )
 Both constructors shall initialize the number of slots in the fifo to the value given by the parameter size_.The number of slots shall be greater than zero.
 6.23.5 register_port
 virtual void register_port( sc_port_base&, const char* );
 Member function register_port of class sc_interface shall be overridden in class sc_fifo and shallperform an error check. It is an error if more than one port of type sc_fifo_in_if is bound to a givenfifo, and it is an error if more than one port of type sc_fifo_out_if is bound to a given fifo.
 6.23.6 Member functions for reading
 virtual void read( T& );virtual T read();virtual bool nb_read( T& );
 Member functions read and nb_read shall return the value least recently written into the fifo andshall remove that value from the fifo such that it cannot be read again. Multiple values may be readwithin a single delta cycle. The order in which values are read from the fifo shall precisely match theorder in which values were written into the fifo. Values written into the fifo during the current deltacycle are not available for reading in that delta cycle but become available for reading in theimmediately following delta cycle.
 The value read from the fifo shall be returned as the value of the member function or as an argumentpassed by reference, as appropriate.
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 If the fifo is empty (that is, no values are available for reading), member function read shall suspenduntil the data-written event is notified. At that point, it shall resume (in the immediately followingevaluation phase) and complete the reading of the value least recently written into the fifo beforereturning.
 If the fifo is empty, member function nb_read shall return immediately without modifying the stateof the fifo, without calling request_update, and with a return value of false. Otherwise, if a value isavailable for reading, the return value of member function nb_read shall be true.
 operator T ();
 The behavior of operator T() shall be equivalent to the following definition:
 operator T (){ return read(); }
 6.23.7 Member functions for writing
 virtual void write( const T& );virtual bool nb_write( const T& );
 Member functions write and nb_write shall write the value passed as an argument into the fifo.Multiple values may be written within a single delta cycle. If values are read from the fifo during thecurrent delta cycle, the empty slots in the fifo so created do not become free for the purposes ofwriting until the immediately following delta cycle.
 If the fifo is full (that is, no free slots exist for the purposes of writing), member function write shallsuspend until the data-read event is notified. At which point, it shall resume (in the immediatelyfollowing evaluation phase) and complete the writing of the argument value into the fifo beforereturning.
 If the fifo is full, member function nb_write shall return immediately without modifying the state ofthe fifo, without calling request_update, and with a return value of false. Otherwise, if a slot is free,the return value of member function nb_write shall be true.
 operator=
 The behavior of operator= shall be equivalent to the following definition:
 sc_fifo<T>& operator= ( const T& a ) { write( a ); return *this; }
 6.23.8 The update phase
 Member functions read, nb_read, write, and nb_write shall complete the act of reading or writing the fifoby calling member function request_update of class sc_prim_channel.
 virtual void update();
 Member function update of class sc_prim_channel shall be overridden in class sc_fifo to updatethe number of values available for reading and the number of free slots for writing and shall causethe data-written event or the data-read event to be notified in the immediately following deltanotification phase as necessary.
 NOTE—If a fifo is empty and member functions write and read are both called (from the same process or fromtwo different processes) during the evaluation phase of the same delta cycle, the write will complete in thatdelta cycle, but the read will suspend because the fifo is empty. The number of values available for reading willbe incremented to one during the update phase, and the read will complete in the following delta cycle,returning the value just written.
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 6.23.9 Member functions for events
 virtual const sc_event& data_written_event() const;
 Member function data_written_event shall return a reference to an event, the data-written event,that is notified in the delta notification phase that occurs at the end of the delta cycle in which avalue is written into the fifo.
 virtual const sc_event& data_read_event() const;
 Member function data_read_event shall return a reference to an event, the data-read event, that isnotified in the delta notification phase that occurs at the end of the delta cycle in which a value isread from the fifo.
 6.23.10 Member functions for available values and free slots
 virtual int num_available() const;
 Member function num_available shall return the number of values that are available for reading inthe current delta cycle. The calculation shall deduct any values read during the current delta cyclebut shall not add any values written during the current delta cycle.
 virtual int num_free() const;
 Member function num_free shall return the number of empty slots that are free for writing in thecurrent delta cycle. The calculation shall deduct any slots written during the current delta cycle butshall not add any slots made free by reading in the current delta cycle.
 6.23.11 Diagnostic member functions
 virtual void print( std::ostream& = std::cout ) const;
 Member function print shall print a list of the values stored in the fifo and that are available forreading. They will be printed in the order they were written to the fifo and are printed to the streampassed as an argument by calling operator<< (std::ostream&, T&). The formatting shall beimplementation-defined.
 virtual void dump( std::ostream& = std::cout ) const;
 Member function dump shall print at least the hierarchical name of the fifo and a list of the valuesstored in the fifo that are available for reading. They are printed to the stream passed as an argument.The formatting shall be implementation-defined.
 virtual const char* kind() const;
 Member function kind shall return the string "sc_fifo".
 6.23.12 operator<<
 template <class T>inline std::ostream& operator<< ( std::ostream&, const sc_fifo<T>& );
 operator<< shall call member function print to print the contents of the fifo passed as the secondargument to the stream passed as the first argument by calling operator operator<<(std::ostream&, T&).
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 Example:
 SC_MODULE(M){
 sc_fifo<int> fifo;SC_CTOR(M) : fifo(4){
 SC_THREAD(T);}void T(){
 int d;fifo.write(1);fifo.print(std::cout); // 1fifo.write(2);fifo.print(std::cout); // 1 2fifo.write(3);fifo.print(std::cout); // 1 2 3std::cout << fifo.num_available(); // 0 values available to readstd::cout << fifo.num_free(); // 1 free slotfifo.read(d); // read suspends and returns in the next delta cyclefifo.print(std::cout); // 2 3std::cout << fifo.num_available(); // 2 values available to readstd::cout << fifo.num_free(); // 1 free slotfifo.read(d);fifo.print(std::cout); // 3fifo.read(d);fifo.print(std::cout); // Emptystd::cout << fifo.num_available(); // 0 values available to readstd::cout << fifo.num_free(); // 1 free slotwait(SC_ZERO_TIME);std::cout << fifo.num_free(); // 4 free slots
 }};
 6.24 sc_fifo_in
 6.24.1 Description
 Class sc_fifo_in is a specialized port class for use when reading from a fifo. It provides functions to accessconveniently certain member functions of the fifo to which the port is bound.
 6.24.2 Class definition
 namespace sc_core {
 template <class T>class sc_fifo_in: public sc_port<sc_fifo_in_if<T>,0>{
 public:sc_fifo_in();explicit sc_fifo_in( const char* );
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 virtual ~sc_fifo_in();
 void read( T& );T read();bool nb_read( T& );const sc_event& data_written_event() const;sc_event_finder& data_written() const;int num_available() const;virtual const char* kind() const;
 private:// Disabledsc_fifo_in( const sc_fifo_in<T>& );sc_fifo_in<T>& operator= ( const sc_fifo_in<T>& );
 };
 } // namespace sc_core
 6.24.3 Member functions
 The constructors shall pass their arguments to the corresponding constructor for the base class sc_port.
 Member functions read, nb_read, data_written_event, and num_available shall each call thecorresponding member function of the object to which the port is bound using operator-> of class sc_port,for example:
 T read() { return (*this)->read(); }
 Member function data_written shall return a reference to class sc_event_finder, where the event finderobject itself shall be constructed using the member function data_written_event (see 5.7).
 Member function kind shall return the string "sc_fifo_in".
 6.25 sc_fifo_out
 6.25.1 Description
 Class sc_fifo_out is a specialized port class for use when writing to a fifo. It provides functions to accessconveniently certain member functions of the fifo to which the port is bound.
 6.25.2 Class definition
 namespace sc_core {
 template <class T>class sc_fifo_out: public sc_port<sc_fifo_out_if<T>,0>{
 public:sc_fifo_out();explicit sc_fifo_out( const char* );virtual ~sc_fifo_out();
 void write( const T& );
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 bool nb_write( const T& );const sc_event& data_read_event() const;sc_event_finder& data_read() const;int num_free() const;virtual const char* kind() const;
 private:// Disabledsc_fifo_out( const sc_fifo_out<T>& );sc_fifo_out<T>& operator= ( const sc_fifo_out<T>& );
 };
 } // namespace sc_core
 6.25.3 Member functions
 The constructors shall pass their arguments to the corresponding constructor for the base class sc_port.
 Member functions write, nb_write, data_read_event, and num_free shall each call the correspondingmember function of the object to which the port is bound using operator-> of class sc_port, for example:
 void write( const T& a ) { (*this)->write( a ); }
 Member function data_read shall return a reference to class sc_event_finder, where the event finder objectitself shall be constructed using the member function data_read_event (see 5.7).
 Member function kind shall return the string "sc_fifo_out".
 Example:
 // Type passed as template argument to sc_fifo<>class U{
 public:U(int val = 0) // If any constructor exists, a default constructor is required.{
 ptr = new int;*ptr = val;
 }int get() const { return *ptr; }void set(int i) { *ptr = i; }// Default assignment semantics are inadequateconst U& operator= (const U& arg) { *(this->ptr) = *(arg.ptr); return *this; }
 private:int *ptr;
 };
 // operator<< requiredstd::ostream& operator<< (std::ostream& os, const U& arg) { return (os << arg.get()); }
 SC_MODULE(M1){
 sc_fifo_out<U> fifo_out;
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 SC_CTOR(M1){
 SC_THREAD(producer);}
 void producer(){
 U u;for (int i = 0; i < 4; i++){
 u.set(i);bool status;do {
 wait(1, SC_NS);status = fifo_out.nb_write(u); // Non-blocking write
 } while (!status);}
 }};
 SC_MODULE(M2){
 sc_fifo_in<U> fifo_in;
 SC_CTOR(M2){
 SC_THREAD(consumer);sensitive << fifo_in.data_written();
 }
 void consumer(){
 for (;;){
 wait(fifo_in.data_written_event());U u;bool status = fifo_in.nb_read(u);std::cout << u << " "; // 0 1 2 3
 }}
 };
 SC_MODULE(Top){
 sc_fifo<U> fifo;M1 m1;M2 m2;
 SC_CTOR(Top): m1("m1"), m2("m2"){
 m1.fifo_out(fifo);m2.fifo_in (fifo);
 }
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 };
 6.26 sc_mutex_if
 6.26.1 Description
 Class sc_mutex_if is an interface proper and is implemented by the predefined channel sc_mutex.
 6.26.2 Class definition
 namespace sc_core {
 class sc_mutex_if: virtual public sc_interface{
 public:virtual int lock() = 0;virtual int trylock() = 0;virtual int unlock() = 0;
 protected:sc_mutex_if();
 private:// Disabledsc_mutex_if( const sc_mutex_if& );sc_mutex_if& operator= ( const sc_mutex_if& );
 };
 } // namespace sc_core
 6.26.3 Member functions
 The behavior of the member functions of class sc_mutex_if is defined in class sc_mutex.
 6.27 sc_mutex
 6.27.1 Description
 Class sc_mutex is a predefined channel intended to model the behavior of a mutual exclusion lock used tocontrol access to a resource shared by concurrent processes. A mutex is an object of class sc_mutex. Amutex shall be in one of two exclusive states: unlocked or locked. Only one process can lock a given mutexat one time. A mutex can only be unlocked by the particular process instance that locked the mutex but maybe locked subsequently by a different process.
 6.27.2 Class definition
 namespace sc_core {
 class sc_mutex
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 : public sc_mutex_if, public sc_object{
 public:sc_mutex();explicit sc_mutex( const char* );
 virtual int lock();virtual int trylock();virtual int unlock();
 virtual const char* kind() const;
 private:// Disabledsc_mutex( const sc_mutex& );sc_mutex& operator= ( const sc_mutex& );
 };
 } // namespace sc_core
 6.27.3 Constructors
 sc_mutex();
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_object( sc_gen_unique_name( "mutex" ) )
 explicit sc_mutex( const char* name_ );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_object( name_ )
 Both constructors shall unlock the mutex.
 6.27.4 Member functions
 virtual int lock();
 If the mutex is unlocked, member function lock shall lock the mutex and return.
 If the mutex is locked, member function lock shall suspend until the mutex is unlocked (by anotherprocess). At that point, it shall resume and attempt to lock the mutex by applying these same rulesagain.
 Member function lock shall unconditionally return the value 0.
 If multiple processes attempt to lock the mutex in the same delta cycle, the choice of which processinstance is given the lock in that delta cycle shall be non-deterministic; that is, it will rely on theorder in which processes are resumed within the evaluation phase.
 virtual int trylock();
 If the mutex is unlocked, member function trylock shall lock the mutex and shall return the value 0.
 If the mutex is locked, member function trylock shall immediately return the value –1. The mutexshall remain locked.
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 virtual int unlock();
 If the mutex is unlocked, member function unlock shall return the value –1. The mutex shall remainunlocked.
 If the mutex was locked by a process instance other than the calling process, member functionunlock shall return the value –1. The mutex shall remain locked.
 If the mutex was locked by the calling process, member function unlock shall unlock the mutex andshall return the value 0. If processes are suspended and are waiting for the mutex to be unlocked, thelock shall be given to exactly one of these processes (the choice of process instance being non-deterministic) while the remaining processes shall suspend again. This shall be accomplished withina single evaluation phase; that is, an implementation shall use immediate notification to signal theact of unlocking a mutex to other processes.
 virtual const char* kind() const;
 Member function kind shall return the string "sc_mutex".
 6.28 sc_semaphore_if
 6.28.1 Description
 Class sc_semaphore_if is an interface proper and is implemented by the predefined channel sc_semaphore.
 6.28.2 Class definition
 namespace sc_core {
 class sc_semaphore_if: virtual public sc_interface{
 public:virtual int wait() = 0;virtual int trywait() = 0;virtual int post() = 0;virtual int get_value() const = 0;
 protected:sc_semaphore_if();
 private:// Disabledsc_semaphore_if( const sc_semaphore_if& );sc_semaphore_if& operator= ( const sc_semaphore_if& );
 };
 } // namespace sc_core
 6.28.3 Member functions
 The behavior of the member functions of class sc_semaphore_if is defined in class sc_semaphore.
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 6.29 sc_semaphore
 6.29.1 Description
 Class sc_semaphore is a predefined channel intended to model the behavior of a software semaphore usedto provide limited concurrent access to a shared resource. A semaphore has an integer value, the semaphorevalue, which is set to the permitted number of concurrent accesses when the semaphore is constructed.
 6.29.2 Class definition
 namespace sc_core {
 class sc_semaphore: public sc_semaphore_if, public sc_object{
 public:explicit sc_semaphore( int );sc_semaphore( const char*, int );
 virtual int wait();virtual int trywait();virtual int post();virtual int get_value() const;
 virtual const char* kind() const;
 private:// Disabledsc_semaphore( const sc_semaphore& );sc_semaphore& operator= ( const sc_semaphore& );
 };
 } // namespace sc_core
 6.29.3 Constructors
 explicit sc_semaphore( int );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_object( sc_gen_unique_name( "semaphore" ) )
 sc_semaphore( const char* name_, int );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_object( name_ )
 Both constructors shall set the semaphore value to the value of the int parameter, which shall be non-negative.
 6.29.4 Member functions
 virtual int wait();
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 If the semaphore value is greater than 0, member function wait shall decrement the semaphore valueand return.
 If the semaphore value is equal to 0, member function wait shall suspend until the semaphore valueis incremented (by another process). At that point, it shall resume and attempt to decrement thesemaphore value by applying these same rules again.
 Member function wait shall unconditionally return the value 0.
 The semaphore value shall not become negative. If multiple processes attempt to decrement thesemaphore value in the same delta cycle, the choice of which process instance decrements thesemaphore value and which processes suspend shall be non-deterministic; that is, it will rely on theorder in which processes are resumed within the evaluation phase.
 virtual int trywait();
 If the semaphore value is greater than 0, member function trywait shall decrement the semaphorevalue and shall return the value 0.
 If the semaphore value is equal to 0, member function trywait shall immediately return the value –1without modifying the semaphore value.
 virtual int post();
 Member function post shall increment the semaphore value. If processes exist that are suspendedand are waiting for the semaphore value to be incremented, exactly one of these processes shall bepermitted to decrement the semaphore value (the choice of process instance being non-deterministic) while the remaining processes shall suspend again. This shall be accomplished withina single evaluation phase; that is, an implementation shall use immediate notification to signal theact of incrementing the semaphore value to any waiting processes.
 Member function post shall unconditionally return the value 0.
 virtual int get_value() const;
 Member function get_value shall return the semaphore value.
 virtual const char* kind() const;
 Member function kind shall return the string "sc_semaphore".
 NOTE 1—The semaphore value may be decremented and incremented by different processes.
 NOTE 2—The semaphore value may exceed the value set by the constructor.
 6.30 sc_event_queue
 6.30.1 Description
 Class sc_event_queue represents an event queue. Like class sc_event, an event queue has a memberfunction notify. Unlike an sc_event, an event queue is a hierarchical channel and can have multiplenotifications pending.
 6.30.2 Class definition
 namespace sc_core {
 class sc_event_queue_if
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 : public virtual sc_interface{
 public:virtual void notify( double , sc_time_unit ) = 0;virtual void notify( const sc_time& ) = 0;virtual void cancel_all() = 0;
 };
 class sc_event_queue: public sc_event_queue_if , public sc_module{
 public:sc_event_queue( sc_module_name name_=
 sc_module_name(sc_gen_unique_name(“event_queue”)));~sc_event_queue();
 virtual const char* kind() const;
 virtual void notify( double , sc_time_unit );virtual void notify( const sc_time& );virtual void cancel_all();
 virtual const sc_event& default_event() const;};
 } // namespace sc_core
 6.30.3 Constraints on usage
 Class sc_event_queue is a hierarchical channel, and thus, sc_event_queue objects can only be constructedduring elaboration.
 NOTE—An object of class sc_event_queue cannot be used in most contexts requiring an sc_event but can be used tocreate static sensitivity because it implements member function sc_interface::default_event.
 6.30.4 Constructors
 sc_event_queue( sc_module_name name_= sc_module_name(sc_gen_unique_name(“event_queue”)));
 This constructor shall pass the module name argument through to the constructor for the base classsc_module.
 6.30.5 kind
 Member function kind shall return the string "sc_event_queue".
 6.30.6 Member functions
 virtual void notify( double , sc_time_unit );virtual void notify( const sc_time& );
 A call to member function notify with an argument that represents a zero time shall cause a deltanotification on the default event.
 A call to function notify with an argument that represents a non-zero time shall cause a timednotification on the default event at the given time, expressed relative to the simulation time when
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 function notify is called. In other words, the value of the time argument is added to the currentsimulation time to determine the time at which the event will be notified.
 If function notify is called when there is a already one or more notifications pending, the newnotification shall be queued in addition to the pending notifications. Each queued notification shalloccur at the time determined by the semantics of function notify, irrespective of the order in whichthe calls to notify are made.
 The default event shall not be notified more than once in any one delta cycle. If multiplenotifications are pending for the same delta cycle, those notifications shall occur in successive deltacycles. If multiple timed notification are pending for the same simulation time, those notificationsshall occur in successive delta cycles starting with the first delta cycle at that simulation time stepand with no gaps in the delta cycle sequence.
 virtual void cancel_all();
 Member function cancel_all shall immediately delete every pending notification for this eventqueue object including both delta and timed notifications, but it shall have no effect on other eventqueue objects.
 virtual const sc_event& default_event() const;
 Member function default_event shall return a reference to the default event.
 The mechanism used to queue notifications shall be implementation-defined, with the proviso thatan event queue object must provide a single default event that is notified once for every call tomember function notify.
 NOTE—Event queue notifications are anonymous in the sense that the only information carried by the defaultevent is the time of notification. A process instance sensitive to the default event cannot tell which call tofunction notify caused the notification.
 Example:
 sc_event_queue EQ;
 SC_CTOR(Mod)
 {
 SC_THREAD(T);
 SC_METHOD(M);
 sensitive << EQ;
 dont_initialize();
 }
 void T()
 {
 EQ.notify(2, SC_NS); // M runs at time 2ns
 EQ.notify(1, SC_NS); // M runs at time 1ns, 1st or 2nd delta cycle
 EQ.notify(SC_ZERO_TIME); // M runs at time 0ns
 EQ.notify(1, SC_NS); // M runs at time 1ns, 2nd or 1st delta cycle
 }
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 7. SystemC data types
 7.1 Introduction
 All native C++ types are supported within a SystemC application. SystemC provides additional data typeclasses within the sc_dt namespace to represent values with application-specific word lengths applicable todigital hardware. These data types are referred to as SystemC data types.
 The SystemC data type classes consist of the following:
 — Limited-precision integers, which are classes derived from class sc_int_base, class sc_uint_base, orinstances of such classes. A limited-precision integer shall represent a signed or unsigned integervalue at a precision limited by its underlying native C++ representation and its specified word length.
 — Finite-precision integers, which are classes derived from class sc_signed, class sc_unsigned, orinstances of such classes. A finite-precision integer shall represent a signed or unsigned integer valueat a precision limited only by its specified word length.
 — Finite-precision fixed-point types, which are classes derived from class sc_fxnum or instances ofsuch classes. A finite-precision fixed-point type shall represent a signed or unsigned fixed-pointvalue at a precision limited only by its specified word length, integer word length, quantizationmode, and overflow mode.
 — Limited-precision fixed-point types, which are classes derived from class sc_fxnum_fast or instancesof such classes. A limited-precision fixed-point type shall represent a signed or unsigned fixed-pointvalue at a precision limited by its underlying native C++ floating-point representation and its speci-fied word length, integer word length, quantization mode, and overflow mode.
 — Variable-precision fixed-point type, which is the class sc_fxval. A variable-precision fixed-pointtype shall represent a fixed-point value with a precision that may vary over time and is not subject toquantization or overflow.
 — Limited variable-precision fixed-point type, which is the class sc_fxval_fast. A limited variable-precision fixed-point type shall represent a fixed-point value with a precision that is limited by itsunderlying C++ floating-point representation and that may vary over time and is not subject toquantization or overflow.
 — Single-bit logic types implement a four-valued logic data type with states logic 0, logic 1, high-impedance, and unknown and shall be represented by the symbols '0', '1', 'X', and 'Z', respectively.The lowercase symbols 'x' and 'z' are acceptable alternatives for 'X' and 'Z', respectively, ascharacter literals assigned to single-bit logic types.
 — Bit vectors, which are classes derived from class sc_bv_base, or instances of such classes. A bitvector shall implement a multiple bit data type, where each bit has a state of logic 0 or logic 1 and isrepresented by the symbols '0' or '1', respectively.
 — Logic vectors, which are classes derived from class sc_lv_base, or instances of such classes. A logicvector shall implement a multiple-bit data type, where each bit has a state of logic 0, logic 1, high-impedance, or unknown and is represented by the symbols '0', '1', 'X', or 'Z'. The lowercase symbols'x' and 'z' are acceptable alternatives for 'X' and 'Z', respectively, within string literals assigned tologic vectors.
 Apart from the single-bit logic types, the variable-precision fixed-point types, and the limited variable-precision fixed-point types, the classes within each category are organized as an object-oriented hierarchywith common behavior defined in base classes. A class template shall be derived from each base class by theimplementation such that applications can specify word lengths as template arguments.
 The term fixed-point type is used in this standard to refer to any finite-precision fixed-point type or limited-precision fixed-point type. The variable-precision and limited variable-precision fixed-point types are fixed-point types only in the restricted sense that they store a representation of a fixed-point value and can be
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 mixed with other fixed-point types in expressions, but they are not fixed-point types in the sense that they donot model quantization or overflow effects and are not intended to be used directly by an application.
 The term numeric type is used in this standard to refer to any limited-precision integer, finite-precisioninteger, finite-precision fixed-point type, or limited-precision fixed-point type. The term vector is used torefer to any bit vector or logic vector. The word length of a numeric type or vector object shall be set whenthe object is initialized and shall not subsequently be altered. Each bit within a word shall have an index. Theright-hand bit shall have index 0 and is the least-significant bit for numeric types. The index of the left-handbit shall be the word length minus 1.
 The limited-precision signed integer base class is sc_int_base. The limited-precision unsigned integer baseclass is sc_uint_base. The corresponding class templates are sc_int and sc_uint, respectively.
 The finite-precision signed integer base class is sc_signed. The finite-precision unsigned integer base classis sc_unsigned. The corresponding class templates are sc_bigint and sc_biguint, respectively.
 The signed finite-precision fixed-point base class is sc_fix. The unsigned finite-precision fixed-point baseclass is sc_ufix. Both base classes are derived from class sc_fxnum. The corresponding class templates aresc_fixed and sc_ufixed, respectively.
 The signed limited-precision fixed-point base class is sc_fix_fast. The unsigned limited-precision fixed-point base class is sc_ufix_fast. Both base classes are derived from class sc_fxnum_fast. The correspondingclass templates are sc_fixed_fast and sc_ufixed_fast, respectively.
 The variable-precision fixed-point class is sc_fxval. The limited variable-precision fixed-point class issc_fxval_fast. These two classes are used as the operand types and return types of many fixed-pointoperations.
 The bit vector base class is sc_bv_base. The corresponding class template is sc_bv.
 The logic vector base class is sc_lv_base. The corresponding class template is sc_lv.
 The single-bit logic type is sc_logic.
 It is recommended that applications create SystemC data type objects using the class templates given in thisclause (for example, sc_int) rather than the untemplated base classes (for example, sc_int_base).
 The relationships between the SystemC data type classes are shown in Table 4.
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 7.2 Common characteristics
 This subclause specifies some common characteristics of the SystemC data types such as common operatorsand functions. This subclause should be taken as specifying a set of obligations on the implementation toprovide operators and functions with the given behavior. In some cases the implementation has someflexibility with regard to how the given behavior is implemented. The remainder of Clause 7 gives a detaileddefinition of the SystemC data type classes.
 An underlying principle is that native C++ integer and floating-point types, C++ string types, and SystemCdata types may be mixed in expressions.
 Equality and bitwise operators can be used for all SystemC data types. Arithmetic and relational operatorscan be used with the numeric types only. The semantics of the equality operators, bitwise operators,arithmetic operators, and relational operators are the same in SystemC as in C++.
 User-defined conversions supplied by the implementation support translation from SystemC types to C++native types and other SystemC types.
 Bit-select, part-select, and concatenation operators return an instance of a proxy class. The term proxy classis used in this standard to refer to a class whose purpose is to represent a SystemC data type object within anexpression and which provides additional operators or features not otherwise present in the representedobject. An example is a proxy class that allows an sc_int variable to be used as if it were a C++ array of booland to distinguish between its use as an rvalue or an lvalue within an expression. Instances of proxy classesare only intended to be used within the expressions that create them. An application should not call a proxy
 Table 4—SystemC data types
 Class template Base class Generic base class Representation Precision
 sc_int sc_int_base sc_value_base signed integer limited
 sc_uint sc_uint_base sc_value_base unsigned integer limited
 sc_bigint sc_signed sc_value_base signed integer finite
 sc_biguint sc_unsigned sc_value_base unsigned integer finite
 sc_fixed sc_fix sc_fxnum signed fixed-point finite
 sc_ufixed sc_ufix sc_fxnum unsigned fixed-point finite
 sc_fixed_fast sc_fix_fast sc_fxnum_fast signed fixed-point limited
 sc_ufixed_fast sc_ufix_fast sc_fxnum_fast unsigned fixed-point limited
 sc_fxval fixed-point variable
 sc_fxval_fast fixed-point limited-variable
 sc_logic single bit
 sc_bv sc_bv_base bit vector
 sc_lv sc_lv_base logic vector
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 class constructor to create a named object and should not declare a pointer or reference to a proxy class. It isstrongly recommended that an application avoid the use of a proxy class as the return type of a functionbecause the lifetime of the object to which the proxy class refers may not extend beyond the function returnstatement.
 NOTE 1—The bitwise shift left or shift right operation has no meaning for a single-bit logic type and is undefined.
 NOTE 2—The term user-defined conversions in this context has the same meaning as in the C++ standard. It applies totype conversions of class objects by calling constructors and conversion functions that are used for implicit typeconversions and explicit type conversions.
 NOTE 3—Care should be taken when mixing signed and unsigned numeric types in expressions that use implicit typeconversions since an implementation is not required to issue a warning if the polarity of a converted value is changed.
 7.2.1 Initialization and assignment operators
 Overloaded constructors shall be provided by the implementation for all integer (limited-precision integerand finite-precision integer) class templates that allow initialization with an object of any SystemC datatype.
 Overloaded constructors shall be provided for all vector (bit vector and logic vector) class templates thatallow initialization with an object of any SystemC integer or vector data type.
 Overloaded constructors shall be provided for all finite-precision fixed-point and limited precision fixed-point class templates that allow initialization with an object of any SystemC integer data type.
 All SystemC data type classes shall define a copy constructor that creates a copy of the specified object withthe same value and the same word length.
 Overloaded assignment operators and constructors shall perform direct or indirect conversion betweentypes. The data type base classes may define a restricted set of constructors and assignment operators thatonly permit direct initialization from a subset of the SystemC data types. As a general principle, data typeclass template constructors may be called implicitly by an application to perform conversion from othertypes since their word length is specified by a template argument. On the other hand, the data type base classconstructors with a single parameter of a different type should only be called explicitly since the requiredword length is not specified.
 If the target of an assignment operation has a word length that is insufficient to hold the value assigned to it,the left-hand bits of the value stored shall be truncated to fit the target word length. If truncation occurs, animplementation may generate a warning but is not obliged to do so, and an application can in any casedisable such a warning (see 3.3.5).
 If a data type object or string literal is assigned to a target having a greater word length, the value shall beextended with additional bits at its left-hand side to match the target word length. Extension of a signednumeric type shall preserve both its sign and magnitude and is referred to as sign extension. Extension of allother types shall insert bits with a value of logic 0 and is referred to as zero extension.
 Assignment of a fixed-point type to an integer type shall use the integer component only; any fractionalcomponent is discarded.
 Assignment of a value with a word length greater than 1 to a single-bit logic type shall be an error.
 NOTE—An integer literal is always treated as unsigned unless prefixed by a minus symbol. An unsigned integer literalwill always be extended with leading zeros when assigned to a data type object having a larger word length, regardlessof whether the object itself is signed or unsigned.
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 7.2.2 Precision of arithmetic expressions
 The type of the value returned by any arithmetic expression containing only limited-precision integers orlimited-precision integers and native C++ integer types shall be an implementation-defined C++ integer typewith a maximum word length of 64 bits. The action taken by an implementation if the precision required bythe return value exceeds 64 bits is undefined and the value is implementation-dependent.
 The value returned by any arithmetic expression containing only finite-precision integers or finite-precisionintegers and any combination of limited-precision or native C++ integer types shall be a finite-precisioninteger with a word-length sufficient to contain the value with no loss of accuracy.
 The value returned by any arithmetic expression containing any fixed-point type shall be a variable-precision or limited variable-precision fixed-point type (see 7.10.4).
 Applications should use explicit type casts within expressions combining multiple types where animplementation does not provide overloaded operators with signatures exactly matching the operand types.
 Example:
 int i = 10;sc_dt::int64 i64 = 100; // long long intsc_int<16> sci = 2;sc_bigint<16> bi = 20;float f = 2.5;sc_fixed<16,8> scf = 2.5;
 ( i * sci ); // Ambiguous( i * static_cast<sc_dt::int_type>(sci) ); // Implementation-defined C++ integer( i * bi ); // 48-bit finite-precision integer (assumes int = 32 bits)( i64 * bi ); // 80-bit finite-precision integer( f * bi ); // Ambiguous( static_cast<int>(f) * bi ); // 48-bit finite-precision integer (assumes int = 32 bits)( scf * sci ); // Variable-precision fixed-point type
 7.2.3 Base class default word length
 The default word length of a data type base class shall be used where its default constructor is called(implicitly or explicitly). The default word length shall be set by the length parameter in context at the pointof construction. A length parameter may be brought into context by creating a length context object. Lengthcontexts shall have local scope and by default be activated immediately. Once activated, they shall remain ineffect for as long as they are in scope, or until another length context is activated. Activation of a lengthcontext shall be deferred if its second constructor argument is SC_LATER (the default value is SC_NOW).A deferred length context can be activated by calling its member function begin.
 Length contexts shall be managed by a global length context stack. When a length context is activated, itshall be placed at the top of the stack. A length context may be deactivated and removed from the top of thestack by calling its member function end. The end method shall only be called for the length contextcurrently at the top of the context stack. A length context is implicitly deactivated and removed from thestack when it goes out of scope. A deferred length context that has been activated by calling its memberfunction begin should be explicitly deactivated and removed from the stack by calling its member functionend. The current context shall always be the length context at the top of the stack.
 A length context shall only be activated once. An active length context shall only be deactivated once.
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 The classes sc_length_param and sc_length_context shall be used to create length parameters and lengthcontexts, respectively, for SystemC integers and vectors.
 In addition to the word length, the fixed-point types shall have default integer word length and modeattributes. These shall be set by the fixed-point type parameter in context at the point of construction. Afixed-point type parameter shall be brought into context by creating a fixed-point type context object. Theuse of a fixed-point type context shall follow the same rules as a length context. A stack for fixed-point typecontexts with the same characteristics as the length context stack shall exist.
 The classes sc_fxtype_params and sc_fxtype_context shall be used to create fixed-point type parametersand fixed-point type contexts, respectively.
 Example:
 sc_length_param length10(10);sc_length_context cntxt10(length10); // length10 now in contextsc_int_base int_array[2]; // Array of 10-bit integerssc_core::sc_signal<sc_int_base> S1; // Signal of 10-bit integer{ sc_length_param length12(12); sc_length_context cntxt12(length12,SC_LATER); // cntxt12 deferred sc_length_param length14(14); sc_length_context cntxt14(length14,SC_LATER); // cntxt14 deferred sc_uint_base var1; // length 10 cntxt12.begin(); // Bring length12 into context sc_uint_base var2; // length 12 cntxt14.begin(); // Bring length14 into context sc_uint_base var3; // length 14 cntxt14.end(); // end cntx14, cntx12 restored sc_bv_base var4; // length 12} // cntxt12 out of scope, cntx10 restoredsc_bv_base var5; // length 10
 NOTE 1—The context stacks allow a default context to be locally replaced by an alternative context and subsequentlyrestored.
 NOTE 2—An activated context remains active for the lifetime of the context object or until it is explicitly deactivated. Acontext can therefore affect the default parameters of data type objects created outside of the function in which it isactivated. An application should ensure that any contexts created or activated within functions whose execution order isnon-deterministic do not result in temporal ordering dependencies in other parts of the application. Failure to meet thiscondition could result in behavior that is implementation-dependent.
 7.2.4 Word length
 The word length (a positive integer indicating the number of bits) of a SystemC integer, vector, part-select,or concatenation shall be returned by the member function length.
 7.2.5 Bit-select
 Bit-selects are instances of a proxy class that reference the bit at the specified position within an associatedobject that is a SystemC numeric type or vector.
 The C++ subscript operator (operator[] ) shall be overloaded by the implementation to create a bit-selectwhen called with a single non-negative integer argument specifying the bit position. It shall be an error if thespecified bit position is outside the bounds of its numeric type or vector object.
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 User-defined conversions shall allow bit-selects to be used in expressions where a bool object operand isexpected. A bit-select of an lvalue may be used as an rvalue or an lvalue. A bit-select of an rvalue shall onlybe used as an rvalue.
 A bit-select or a bool value may be assigned to an lvalue bit-select. The assignment shall modify the state ofthe selected bit within the associated numeric type or vector object represented by the lvalue. An applicationshall not assign a value to an rvalue bit-select.
 Bit-selects for integer, bit vector, and logic vector types shall have an explicit to_bool conversion functionthat returns the state of the selected bit.
 Example:
 sc_int<4> I1; // 4 bit signed integerI1[1] = true; // Selected bit used as lvaluebool b0 = I1[0].to_bool(); // Selected bit used as rvalue
 NOTE 1—Bit-selects corresponding to lvalues and rvalues of a particular type are themselves objects of two distinctclasses.
 NOTE 2—A bit-select class can contain user-defined conversions for both implicit and explicit conversion of theselected bit value to bool.
 7.2.6 Part-select
 Part-selects are instances of a proxy class that provide access to a contiguous subset of bits within anassociated object that is a numeric type or vector.
 The member function range( int , int ) of a numeric type, bit vector, or logic vector shall create a part-select.The two non-negative integer arguments specify the left- and right-hand index positions. A part-select shallprovide a reference to a word within its associated object, starting at the left-hand index position andextending to, and including, the right-hand index position. It shall be an error if the left-hand index positionor right-hand index position lies outside the bounds of the object.
 The C++ function call operator (operator()) shall be overloaded by the implementation to create a part-select and may be used as a direct replacement for the range function.
 User-defined conversions shall allow a part-select to be used in expressions where the expected operand isan object of the numeric type or vector type associated with the part-select, subject to certain constraints (see7.5.7.3, 7.6.8.3, and 7.9.8.3). A part-select of an lvalue may be used as an rvalue or as an lvalue. A part-select of an rvalue shall only be used as an rvalue.
 Integer part-selects may be directly assigned to an object of any other SystemC data type, with theexception of bit-selects. Fixed-point part-selects may be directly assigned to any SystemC integer or vector,any part-select or any concatenation. Vector part-selects may only be directly assigned to a vector, vectorpart-select, or vector concatenation (assignments to other types are ambiguous or require an explicitconversion).
 The bits within a part-select do not reflect the sign of their associated object and shall be taken asrepresenting an unsigned binary number when converted to a numeric value. Assignments of part-selects toa target having a greater word length shall be zero extended, regardless of the type of their associated object.
 Example:
 sc_int<8> I2 = 2; // "0b00000010"
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 I2.range(3,2) = I2.range(1,0); // "0b00001010"
 sc_int<8> I3 = I2.range(3,0); // "0b00001010"
 // Zero-extended to 8 bits
 sc_bv<8> b1 = "0b11110000";
 b1.range(5,2) = b1.range(2,5); // "0b11001100"
 // Reversed bit-order between position 5 and 2
 NOTE 1—A part-select cannot be used to reverse the bit-order of a limited-precision integer type.
 NOTE 2—Part-selects corresponding to lvalues and rvalues of a particular type are themselves objects of two distinctclasses.
 NOTE 3—A part-select is not required to be an acceptable replacement where an object reference operand is expected. Ifan implementation provides a mechanism to allow such replacements (for example, by defining the appropriateoverloaded member functions), it is not required to do so for all data types.
 7.2.7 Concatenation
 Concatenations are instances of a proxy class that reference the bits within multiple objects as if they werepart of a single aggregate object.
 The concat( arg0 , arg1 ) function shall create a concatenation. The concatenation arguments (arg0 andarg1) may be two SystemC integer, vector, bit-select, part-select, or concatenation objects. The C++ commaoperator (operator,) shall also be overloaded to create a concatenation and may be used as a directreplacement for the concat function.
 The type of a concatenation argument shall be a concatenation base type, or it shall be derived from aconcatenation base type. An implementation shall provide a common concatenation base type for allSystemC integers and a common concatenation base type for all vectors. The concatenation base type of bit-select and part-select concatenation arguments is the same as their associated integer or vector objects. Theconcatenation arguments may be any combination of two objects having the same concatenation base type.A concatenation object shall have the same concatenation base type as the concatenation arguments passedto the function that created the object. The set of permissible concatenation arguments for a givenconcatenation base type consists of the following:
 a) Objects whose base class or concatenation base type matches the given concatenation base type
 b) Bit-selects of item a)
 c) Part-selects of item a)
 d) Concatenations of item a) and/or item b) and/or item c) in any combination
 When both concatenation arguments are lvalues, the concatenation shall be an lvalue. If any concatenationargument is an rvalue, the concatenation shall be an rvalue.
 A single concatenation argument may be a bool value when the other argument is a SystemC integer, vector,bit-select, part-select, or concatenation object. The resulting concatenation shall be an rvalue.
 An expression may be assigned to an lvalue concatenation if the base type of the expression return value isthe same as the base type of the lvalue concatenation. If the word length of a value assigned to aconcatenation with a signed base type is smaller than the word length of the concatenation, the value shall besign-extended to match the word length of the concatenation. Assignments to concatenations of all othernumeric types and vectors shall be zero-extended (if required). Assignment to a concatenation shall updatethe values of the objects specified by its concatenation arguments.
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 A concatenation may be assigned to an object whose base class is the same as the concatenation base type.Where a concatenation is assigned to a target having a greater word length than the concatenation, it is zero-extended to the target length. When a concatenation is assigned to a target having a shorter word length thanthe concatenation, the left-hand bits of the value shall be truncated to fit the target word length. If truncationoccurs, an implementation may generate a warning but is not obliged to do so, and an application can in anycase disable such a warning (see 3.3.5).
 Example:
 The following concatenations are well-formed:
 sc_uint<8> U1 = 2; // "0b00000010"sc_uint<2> U2 = 1; // "0b01" sc_uint<8> U3 = (true,U1.range(3,0),U2,U2[0]); // U3 = "0b10010011"
 // Base class same as concatenation base type(U2[0],U1[0],U1.range(7,1)) = (U1[7],U1); // Copies U1[7] to U2[0], U1 rotated leftconcat(U2[0],concat(U1[0],U1.range(7,1))) = concat(U1[7],U1);
 // Same as previous example but using concat
 The following concatenations are ill-formed:
 sc_bv<8> Bv1;(Bv1,U1) = "0xffff"; // Bv1 and U1 do not share common base type
 bool C1=true; bool C2 = false;U2 = (C1,C1); // Cannot concatenate 2 bool objects(C1,I1) = "0x1ff"; // Bool concatenation argument creates rvalue
 NOTE 1—Parentheses are required around the concatenation arguments when using the C++ comma operator becauseof its low operator precedence.
 NOTE 2—An implementation is not required to support bit-selects and part-selects of concatenations.
 NOTE 3—Concatenations corresponding to lvalues and rvalues of a particular type are themselves objects of twodistinct classes.
 7.2.8 Reduction operators
 The reduction operators shall perform a sequence of bitwise operations on a SystemC integer or vector toproduce a bool result. The first step shall be a boolean operation applied to the first and second bits of theobject. The boolean operation shall then be re-applied using the previous result and the next bit of the object.This process shall be repeated until every bit of the object has been processed. The value returned shall bethe result of the final boolean operation. The following reduction operators shall be provided:
 a) and_reduce performs a bitwise AND between all bits.
 b) nand_reduce performs a bitwise NAND between all bits.
 c) or_reduce performs a bitwise OR between all bits.
 d) nor_reduce performs a bitwise NOR between all bits.
 e) xor_reduce performs a bitwise XOR between all bits.
 f) xnor_reduce performs a bitwise XNOR between all bits.
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 7.2.9 Integer conversion
 All SystemC data types shall provide an assignment operator that can accept a C++ integer value. A signedvalue shall be sign-extended to match the length of the SystemC data type target.
 SystemC data types shall provide member functions for explicit type conversion to C++ integer types asfollows:
 a) to_int converts to native C++ int type.
 b) to_uint converts to native C++ unsigned type.
 c) to_long converts to native C++ long type.
 d) to_ulong converts to native C++ unsigned long type.
 e) to_uint64() converts to a native C++ unsigned integer type having a word length of 64 bits.
 f) to_int64() converts to native C++ integer type having a word length of 64 bits.
 These member functions shall interpret the bits within a SystemC integer, fixed-point type or vector, or anypart-select or concatenation thereof, as representing an unsigned binary value, with the exception of signedintegers and signed fixed-point types.
 Truncation shall be performed where necessary for the value to be represented as a C++ integer.
 Attempting to convert a logic vector containing 'X' or 'Z' values to an integer shall be an error.
 7.2.10 String input and output
 void scan( std::istream& is = std::cin );
 void print( std::ostream& os = std::cout ) const;
 All SystemC data types shall provide a member function scan that allows an object value to be setby reading a string from the specified C++ input stream. The string content may use any of therepresentations permitted by 7.3.
 All SystemC data types shall provide a member function print that allows an object value to bewritten to a C++ output stream.
 SystemC numeric types shall be printed as signed or unsigned decimal values. SystemC vector typesshall be printed as a string of bit values.
 All SystemC data types shall support the output stream inserter (operator<<) for formatted printingto a C++ stream. The format shall be the same as for the member function print.
 The C++ ostream manipulators dec, oct, and hex shall have the same effect for limited-precisionand finite-precision integers and vector types as they do for standard C++ integers: that is, they shallcause the values of such objects to be printed in decimal, octal, or hexadecimal formats,respectively. The formats used shall be those described in 7.3 with the exception that vectors shallbe printed as a bit-pattern string when the dec manipulator is active.
 All SystemC data types shall support the input stream inserter (operator>>) for formatted inputfrom a C++ input stream. The permitted formats shall be the same as those permitted for the memberfunction scan.
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 void dump ( std::ostream& os = std::cout ) const;
 All fixed-point types shall additionally provide a member function dump that shall print at least thetype name and value to the stream passed as an argument. The purpose of dump is to allow animplementation to dump out diagnostic information to help the user debug an application.
 7.2.11 Conversion of application-defined types in integer expressions
 The generic base proxy class template sc_generic_base shall be provided by the implementation and may beused as a base class for application-defined classes.
 All SystemC integer, integer part-select, and integer concatenation classes shall provide an assignmentoperator that accepts an object derived from the generic base proxy class template. All SystemC integerclasses shall additionally provide an overloaded constructor with a single argument that is a constantreference to a generic base proxy object.
 NOTE—The generic base proxy class is not included in the collection of classes described by the term “SystemC datatypes” as used in this standard.
 7.3 String literals
 A string literal representation may be used as the value of a SystemC numeric or vector type object. It shallconsist of a standard prefix followed by a magnitude expressed as one or more digits.
 The magnitude representation for SystemC integer types shall be based on that of C++ integer literals.
 The magnitude representation for SystemC vector types shall be based on that of C++ unsigned integerliterals.
 The magnitude representation for SystemC fixed-point types shall be based on that of C++ floating literalsbut without the optional floating suffix.
 Where alphabetic characters appear in the prefix or magnitude representations, each individual charactermay be a lowercase letter or an uppercase letter. A string literal representation shall not be case sensitive.
 The permitted representations are identified with a symbol from the enumerated type sc_numrep asspecified in Table 5.
 An implementation shall provide overloaded constructors and assignment operators that permit the value ofany SystemC numeric type or vector to be set by a character string having one of the prefixes specified inTable 5. The character ‘+’ or ‘-’ may optionally be placed before the prefix for decimal and “sign &magnitude” formats to indicate polarity. The prefix shall be followed by an unsigned integer value, except inthe cases of the binary, octal, and hexadecimal formats, where the prefix shall be followed by a two’scomplement value expressed as a binary, octal, or hexadecimal integer, respectively. An implementationshall sign-extend any integer string literal used to set the value of an object having a longer word length.
 The canonical signed digit representation shall use the character ‘-’ to represent the bit value –1.
 A bit-pattern string (containing bit or logic character values with no prefix) may be assigned to a vector. Ifthe number of characters in the bit-pattern string is less than the vector word length, the string shall be zeroextended at its left-hand side to the vector word length. The result of assigning such a string to a numerictype is undefined.
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 An instance of a SystemC numeric type, vector, part-select, or concatenation may be converted to a C++std::string object by calling its member function to_string. The signature of to_string shall be as follows:
 std::string to_string( sc_numrep numrep , bool with_prefix );
 The numrep argument shall be one of the sc_numrep values given in Table 5. The magnituderepresentation in a string created from an unsigned integer or vector shall be prefixed by a single zero,except where numrep is SC_DEC. If the with_prefix argument is true, the prefix corresponding to thenumrep value in Table 5 shall be appended to the left-hand side of the resulting string. The default value ofwith_prefix shall be true.
 It shall be an error to call the member function to_string of a logic-vector object if any of its elements havethe value 'X' or 'Z'.
 The value of an instance of a single-bit logic type may be converted to a single character by calling itsmember function to_char.
 Example:
 sc_int<4> I1; // 4-bit signed integerI1 = "0b10100"; // 5-bit signed binary literal truncated to 4 bitsstd::string S1 = I1.to_string(SC_BIN,true); // The contents of S1 will be the string "0b0100"sc_int<10> I2; // 10-bit integerI2 = "0d478"; // Decimal equivalent of "0b0111011110"std::string S2 = I2.to_string(SC_CSD,false); // The contents of S2 will be the string "1000-000-0"sc_uint<8> I3; // 8-bit unsigned integer
 Table 5—String literal representation
 sc_numrep Prefix (not case sensitive) Magnitude format
 SC_NOBASE implementation-defined implementation-defined
 SC_DEC 0d decimal
 SC_BIN 0b binary
 SC_BIN_US 0bus binary unsigned
 SC_BIN_SM 0bsm binary sign & magnitude
 SC_OCT 0o octal
 SC_OCT_US 0ous octal unsigned
 SC_OCT_SM 0osm octal sign & magnitude
 SC_HEX 0x hexadecimal
 SC_HEX_US 0xus hexadecimal unsigned
 SC_HEX_SM 0xsm hexadecimal sign & magnitude
 SC_CSD 0csd canonical signed digit
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 I3 = "0x7"; // Zero-extended to 8-bit value "0x07"std::string S3 = I3.to_string(SC_HEX); // The contents of S3 will be the string "0x007"sc_lv<16> lv; // 16-bit logic vectorlv = "0xff"; // Sign-extended to 16-bit value "0xffff"std::string S4 = lv.to_string(SC_HEX); // The contents of S4 will be the string "0x0ffff"sc_bv<8> bv; // 8-bit bit vectorbv = "11110000"; // Bit-pattern stringstd::string S5 = bv.to_string(SC_BIN); // The contents of S5 will be the string "0b011110000"
 NOTE—SystemC data types may provide additional overloaded to_string functions that require a different number ofarguments.
 7.4 sc_value_base†
 7.4.1 Description
 Class sc_value_base† provides a common base class for all SystemC limited-precision integers and finite-precision integers. It provides a set of virtual methods that may be called by an implementation to performconcatenation operations.
 7.4.2 Class definition
 namespace sc_dt {
 class sc_value_base† {
 friend class sc_concatref†;private:
 virtual void concat_clear_data( bool to_ones=false ); virtual bool concat_get_ctrl( implementation-defined* dst_p , int low_i ) const; virtual bool concat_get_data( implementation-defined* dst_p , int low_i ) const;virtual uint64 concat_get_uint64() const;virtual int concat_length( bool* xz_present_p=0 ) const;virtual void concat_set( int64 src , int low_i );virtual void concat_set( const sc_signed& src , int low_i );virtual void concat_set( const sc_unsigned& src , int low_i );virtual void concat_set( uint64 src , int low_i );
 };
 } // namespace sc_dt
 7.4.3 Constraints on usage
 An application should not create an object of type sc_value_base† and should not directly call any memberfunction inherited by a derived class from an sc_value_base† parent.
 If an application-defined class derived from the generic base proxy class template sc_generic_base is alsoderived from sc_value_base†, objects of this class may be used as arguments to an integer concatenation.Such a class shall override the virtual member functions of sc_value_base† as private members to providethe concatenation operations permitted for objects of that type.
 It shall be an error for any member function of sc_value_base† that is not overriden in a derived class to becalled for an object of the derived class.
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 7.4.4 Member functions
 virtual void concat_clear_data( bool to_ones=false );
 Member function concat_clear_data shall set every bit in the sc_value_base† object to the stateprovided by the argument.
 virtual bool concat_get_ctrl( implementation-defined* dst_p , int low_i ) const;
 Member function concat_get_ctrl shall copy control data to the packed-array given as the firstargument, starting at the bit position within the packed-array given by the second argument. Thereturn value shall always be false. The type of the first argument shall be a pointer to an unsignedintegral type.
 virtual bool concat_get_data( implementation-defined* dst_p , int low_i ) const;
 Member function concat_get_data shall copy data to the packed-array given as the first argument,starting at the bit position within the packed-array given by the second argument. The return valueshall be true if the data is non-zero; otherwise, it shall be false. The type of the first argument shallbe a pointer to an unsigned integral type.
 virtual uint64 concat_get_uint64() const;
 Member function concat_get_uint64 shall return the value of the sc_value_base† object as a C++unsigned integer having a word length of exactly 64-bits.
 virtual int concat_length( bool* xz_present_p=0 ) const;
 Member function concat_length shall return the number of bits in the sc_value_base† object. Thevalue of the object associated with the optional argument shall be set to true if any bits have thevalue 'X'' or 'Z'.
 virtual void concat_set( int64 src , int low_i );virtual void concat_set( const sc_signed& src , int low_i );virtual void concat_set( const sc_unsigned& src , int low_i );virtual void concat_set( uint64 src , int low_i );
 Member function concat_set shall set the value of the sc_value_base† object to the bit-pattern of theinteger given by the first argument. The bit-pattern shall be read as a contiguous sequence of bitsstarting at the position given by the second argument.
 7.5 Limited-precision integer types
 7.5.1 Type definitions
 The following type definitions are used in the limited-precision integer type classes:
 namespace sc_dt {
 typedef implementation-defined int_type;typedef implementation-defined uint_type;typedef implementation-defined int64;typedef implementation-defined uint64;
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 } // namespace sc_dt
 int_type is an implementation-dependent native C++ integer type. An implementation shall provide aminimum representation size of 64 bits.
 uint_type is an implementation-dependent native C++ unsigned integer type. An implementation shallprovide a minimum representation size of 64 bits.
 int64 is a native C++ integer type having a word length of exactly 64 bits.
 uint64 is a native C++ unsigned integer type having a word length of exactly 64 bits.
 7.5.2 sc_int_base
 7.5.2.1 Description
 Class sc_int_base represents a limited word-length integer. The word length is specified by a constructorargument or, by default, by the sc_length_context object currently in scope. The word length of ansc_int_base object shall be fixed during instantiation and shall not subsequently be changed.
 The integer value shall be held in an implementation-dependent native C++ integer type. A minimumrepresentation size of 64 bits is required.
 sc_int_base is the base class for the sc_int class template.
 7.5.2.2 Class definition
 namespace sc_dt {
 class sc_int_base : public sc_value_base†
 {friend class sc_uint_bitref_r†;friend class sc_uint_bitref†;friend class sc_uint_subref_r†;friend class sc_uint_subref†;
 public:// Constructorsexplicit sc_int_base( int w = sc_length_param().len() );sc_int_base( int_type v , int w );sc_int_base( const sc_int_base& a );
 template< typename T >explicit sc_int_base( const sc_generic_base<T>& a );explicit sc_int_base( const sc_int_subref_r†& a );explicit sc_int_base( const sc_signed& a );explicit sc_int_base( const sc_unsigned& a );explicit sc_int_base( const sc_bv_base& v );explicit sc_int_base( const sc_lv_base& v );explicit sc_int_base( const sc_uint_subref_r†& v );explicit sc_int_base( const sc_signed_subref_r†& v );explicit sc_int_base( const sc_unsigned_subref_r†& v );
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 // Destructor~sc_int_base();
 // Assignment operatorssc_int_base& operator= ( int_type v );sc_int_base& operator= ( const sc_int_base& a );sc_int_base& operator= ( const sc_int_subref_r†& a );template<class T>sc_int_base& operator= ( const sc_generic_base<T>& a );sc_int_base& operator= ( const sc_signed& a );sc_int_base& operator= ( const sc_unsigned& a );sc_int_base& operator= ( const sc_fxval& a );sc_int_base& operator= ( const sc_fxval_fast& a );sc_int_base& operator= ( const sc_fxnum& a );sc_int_base& operator= ( const sc_fxnum_fast& a );sc_int_base& operator= ( const sc_bv_base& a );sc_int_base& operator= ( const sc_lv_base& a );sc_int_base& operator= ( const char* a );sc_int_base& operator= ( unsigned long a );sc_int_base& operator= ( long a );sc_int_base& operator= ( unsigned int a );sc_int_base& operator= ( int a );sc_int_base& operator= ( uint64 a );sc_int_base& operator= ( double a );
 // Prefix and postfix increment and decrement operatorssc_int_base& operator++ (); // Prefixconst sc_int_base operator++ ( int ); // Postfixsc_int_base& operator-- (); // Prefixconst sc_int_base operator-- ( int ); // Postfix
 // Bit selectionsc_int_bitref† operator[] ( int i );sc_int_bitref_r† operator[] ( int i ) const;
 // Part selectionsc_int_subref† operator() ( int left , int right );sc_int_subref_r† operator() ( int left , int right ) const;sc_int_subref† range( int left , int right );sc_int_subref_r† range( int left , int right ) const;
 // Capacityint length() const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Implicit conversion to int_typeoperator int_type() const;
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 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
 };
 } // namespace sc_dt
 7.5.2.3 Constraints on usage
 The word length of an sc_int_base object shall not be greater than the maximum size of the integerrepresentation used to hold its value.
 7.5.2.4 Constructors
 explicit sc_int_base( int w = sc_length_param().len() );
 Constructor sc_int_base shall create an object of word length specified by w. It is the defaultconstructor when w is not specified (in which case its value shall be set by the current lengthcontext). The initial value of the object shall be 0.
 sc_int_base( int_type v , int w );
 Constructor sc_int_base shall create an object of word length specified by w with initial valuespecified by v. Truncation of most significant bits shall occur if the value cannot be represented inthe specified word length.
 template< class T >sc_int_base( const sc_generic_base<T>& a );
 Constructor sc_int_base shall create an sc_int_base object with a word length matching theconstructor argument. The constructor shall set the initial value of the object to the value returnedfrom the member function to_int64 of the constructor argument.
 The other constructors shall create an sc_int_base object whose size and value matches that of theargument. The size of the argument shall not be greater than the maximum word length of an sc_int_baseobject.
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 7.5.2.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_int_base, using truncation or sign-extension as described in 7.2.1.
 7.5.2.6 Implicit type conversion
 operator int_type() const;
 Operator int_type can be used for implicit type conversion from sc_int_base to the native C++integer representation.
 NOTE 1—This operator enables the use of standard C++ bitwise logical and arithmetic operators withsc_int_base objects.
 NOTE 2—This operator is used by the C++ output stream operator and by the member functions of other datatype classes that are not explicitly overload for sc_int_base.
 7.5.2.7 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const; const std::string to_string( sc_numrep numrep, bool w_prefix ) const;
 Member function to_string shall perform the conversion to an std::string, as described in 7.2.11.Calling the to_string function with a single argument is equivalent to calling the to_string functionwith two arguments where the second argument is true. Calling the to_string function with noarguments is equivalent to calling the to_string function with two arguments, where the firstargument is SC_DEC and the second argument is true.
 7.5.2.8 Arithmetic, bitwise, and comparison operators
 Operations specified in Table 6 are permitted. The following applies:
 — n represents an object of type sc_int_base.
 — i represents an object of integer type int_type.
 The arguments of the comparison operators may also be of any other class that is derived from sc_int_base.
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 Arithmetic and bitwise operations permitted for C++ integer types shall be permitted for sc_int_base objectsusing implicit type conversions. The return type of these operations is an implementation-dependent C++integer type.
 NOTE—An implementation is required to supply overloaded operators on sc_int_base objects to satisfy therequirements of this subclause. It is unspecified whether these operators are members of sc_int_base, global operators,or provided in some other way.
 7.5.2.9 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next formatted character string from thespecified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as a formatted character string to the specified outputstream (see 7.2.10).
 Table 6—sc_int_base arithmetic, bitwise, and comparison operations
 Expression Return type Operation
 n += i sc_int_base& sc_int_base assign sum
 n -= i sc_int_base& sc_int_base assign difference
 n *= i sc_int_base& sc_int_base assign product
 n /= i sc_int_base& sc_int_base assign quotient
 n %= i sc_int_base& sc_int_base assign remainder
 n &= i sc_int_base& sc_int_base assign bitwise and
 n |= i sc_int_base& sc_int_base assign bitwise or
 n ^= i sc_int_base& sc_int_base assign bitwise exclusive or
 n<<= i sc_int_base& sc_int_base assign left-shift
 n >>= i sc_int_base& sc_int_base assign right-shift
 n == n bool test equal
 n != n bool test not equal
 n < n bool test less than
 n <= n bool test less than or equal
 n > n bool test greater than
 n >= n bool test greater than or equal
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 int length() const;
 Member function length shall return the word length (see 7.2.4).
 7.5.3 sc_uint_base
 7.5.3.1 Description
 Class sc_uint_base represents a limited word-length unsigned integer. The word length shall be specified bya constructor argument or, by default, by the sc_length_context object currently in scope. The word lengthof an sc_uint_base object shall be fixed during instantiation and shall not subsequently be changed.
 The integer value shall be held in an implementation-dependent native C++ unsigned integer type. Aminimum representation size of 64 bits is required.
 sc_uint_base is the base class for the sc_uint class template.
 7.5.3.2 Class definition
 namespace sc_dt {
 class sc_uint_base : public sc_value_base†
 {friend class sc_uint_bitref_r†;friend class sc_uint_bitref†;friend class sc_uint_subref_r†;friend class sc_uint_subref†;
 public:// Constructorsexplicit sc_uint_base( int w = sc_length_param().len() );sc_uint_base( uint_type v , int w );sc_uint_base( const sc_uint_base& a );explicit sc_uint_base( const sc_uint_subref_r†& a );
 template <class T>explicit sc_uint_base( const sc_generic_base<T>& a );explicit sc_uint_base( const sc_bv_base& v );explicit sc_uint_base( const sc_lv_base& v );explicit sc_uint_base( const sc_int_subref_r†& v );explicit sc_uint_base( const sc_signed_subref_r†& v );explicit sc_uint_base( const sc_unsigned_subref_r†& v );explicit sc_uint_base( const sc_signed& a );explicit sc_uint_base( const sc_unsigned& a );
 // Destructor~sc_uint_base();
 // Assignment operatorssc_uint_base& operator= ( uint_type v );sc_uint_base& operator= ( const sc_uint_base& a );sc_uint_base& operator= ( const sc_uint_subref_r†& a );template <class T>
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 sc_uint_base& operator= ( const sc_generic_base<T>& a );sc_uint_base& operator= ( const sc_signed& a );sc_uint_base& operator= ( const sc_unsigned& a );sc_uint_base& operator= ( const sc_fxval& a );sc_uint_base& operator= ( const sc_fxval_fast& a );sc_uint_base& operator= ( const sc_fxnum& a );sc_uint_base& operator= ( const sc_fxnum_fast& a );sc_uint_base& operator= ( const sc_bv_base& a );sc_uint_base& operator= ( const sc_lv_base& a );sc_uint_base& operator= ( const char* a );sc_uint_base& operator= ( unsigned long a );sc_uint_base& operator= ( long a );sc_uint_base& operator= ( unsigned int a );sc_uint_base& operator= ( int a );sc_uint_base& operator= ( int64 a );sc_uint_base& operator= ( double a );
 // Prefix and postfix increment and decrement operatorssc_uint_base& operator++ (); // Prefixconst sc_uint_base operator++ ( int ); // Postfixsc_uint_base& operator-- (); // Prefixconst sc_uint_base operator-- ( int ); // Postfix
 // Bit selectionsc_uint_bitref† operator[] ( int i );sc_uint_bitref_r† operator[] ( int i ) const;
 // Part selectionsc_uint_subref† operator() ( int left, int right );sc_uint_subref_r† operator() ( int left, int right ) const;sc_uint_subref† range( int left, int right );sc_uint_subref_r† range( int left, int right ) const;
 // Capacityint length() const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Implicit conversion to uint_typeoperator uint_type() const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;
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 double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
 };
 } // namespace sc_dt
 7.5.3.3 Constraints on usage
 The word length of an sc_uint_base object shall not be greater than the maximum size of the unsignedinteger representation used to hold its value.
 7.5.3.4 Constructors
 explicit sc_uint_base( int w = sc_length_param().len() );
 Constructor sc_uint_base shall create an object of word length specified by w. This is the defaultconstructor when w is not specified (in which case its value is set by the current length context). Theinitial value of the object shall be 0.
 sc_uint_base( uint_type v , int w );
 Constructor sc_uint_base shall create an object of word length specified by w with initial valuespecified by v. Truncation of most significant bits shall occur if the value cannot be represented inthe specified word length.
 template< class T >sc_uint_base( const sc_generic_base<T>& a );
 Constructor sc_uint_base shall create an sc_uint_base object with a word length matching theconstructor argument. The constructor shall set the initial value of the object to the value returnedfrom the member function to_uint64 of the constructor argument.
 The other constructors shall create an sc_uint_base object whose size and value matches that of theargument. The size of the argument shall not be greater than the maximum word length of an sc_uint_baseobject.
 7.5.3.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_uint_base, using truncation or sign-extension as described in 7.2.1.
 7.5.3.6 Implicit type conversion
 operator uint_type() const;
 Operator uint_type can be used for implicit type conversion from sc_uint_base to the native C++unsigned integer representation.
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 NOTE 1—This operator enables the use of standard C++ bitwise logical and arithmetic operators withsc_uint_base objects.
 NOTE 2—This operator is used by the C++ output stream operator and by the member functions of other datatype classes that are not explicitly overload for sc_uint_base.
 7.5.3.7 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const; const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 Member function to_string shall perform the conversion to an std::string, as described in 7.2.11.Calling the to_string function with a single argument is equivalent to calling the to_string functionwith two arguments, where the second argument is true. Calling the to_string function with noarguments is equivalent to calling the to_string function with two arguments, where the firstargument is SC_DEC and the second argument is true.
 7.5.3.8 Arithmetic, bitwise, and comparison operators
 Operations specified in Table 7 are permitted. The following applies:
 — U represents an object of type sc_uint_base.
 — u represents an object of integer type uint_type.
 The arguments of the comparison operators may also be of any other class that is derived fromsc_uint_base.

Page 236
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 212Copyright © 2012 IEEE. All rights reserved.
 Arithmetic and bitwise operations permitted for C++ integer types shall be permitted for sc_uint_baseobjects using implicit type conversions. The return type of these operations is an implementation-dependentC++ integer type.
 NOTE—An implementation is required to supply overloaded operators on sc_uint_base objects to satisfy therequirements of this subclause. It is unspecified whether these operators are members of sc_uint_base, global operators,or provided in some other way.
 7.5.3.9 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next formatted character string from thespecified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as a formatted character string to the specified outputstream (see 7.2.10).
 Table 7—sc_uint_base arithmetic, bitwise, and comparison operations
 Expression Return type Operation
 U += u sc_uint_base& sc_uint_base assign sum
 U -= u sc_uint_base& sc_uint_base assign difference
 U *= u sc_uint_base& sc_uint_base assign product
 U /= u sc_uint_base& sc_uint_base assign quotient
 U %= u sc_uint_base& sc_uint_base assign remainder
 U &= u sc_uint_base& sc_uint_base assign bitwise and
 U |= u sc_uint_base& sc_uint_base assign bitwise or
 U ^= u sc_uint_base& sc_uint_base assign bitwise exclusive or
 U <<= u sc_uint_base& sc_uint_base assign left-shift
 U >>= u sc_uint_base& sc_uint_base assign right-shift
 U == U bool test equal
 U != U bool test not equal
 U < U bool test less than
 U <= U bool test less than or equal
 U > U bool test greater than
 U >= U bool test greater than or equal

Page 237
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 213Copyright © 2012 IEEE. All rights reserved.
 int length() const;
 Member function length shall return the word length (see 7.2.4).
 7.5.4 sc_int
 7.5.4.1 Description
 Class template sc_int represents a limited word-length signed integer. The word length shall be specified bya template argument.
 Any public member functions of the base class sc_int_base that are overridden in class sc_int shall have thesame behavior in the two classes. Any public member functions of the base class not overridden in this wayshall be publicly inherited by class sc_int.
 7.5.4.2 Class definition
 namespace sc_dt {
 template <int W>class sc_int: public sc_int_base{
 public:// Constructorssc_int();sc_int( int_type v );sc_int( const sc_int<W>& a );sc_int( const sc_int_base& a );sc_int( const sc_int_subref_r†& a );
 template <class T>sc_int( const sc_generic_base<T>& a );sc_int( const sc_signed& a );sc_int( const sc_unsigned& a );explicit sc_int( const sc_fxval& a );explicit sc_int( const sc_fxval_fast& a );explicit sc_int( const sc_fxnum& a );explicit sc_int( const sc_fxnum_fast& a );sc_int( const sc_bv_base& a );sc_int( const sc_lv_base& a );sc_int( const char* a );sc_int( unsigned long a );sc_int( long a );sc_int( unsigned int a );sc_int( int a );sc_int( uint64 a );sc_int( double a );
 // Assignment operatorssc_int<W>& operator= ( int_type v );sc_int<W>& operator= ( const sc_int_base& a );
 sc_int<W>& operator= ( const sc_int_subref_r†& a );sc_int<W>& operator= ( const sc_int<W>& a );
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 template <class T>sc_int<W>& operator= ( const sc_generic_base<T>& a );sc_int<W>& operator= ( const sc_signed& a );sc_int<W>& operator= ( const sc_unsigned& a );sc_int<W>& operator= ( const sc_fxval& a );sc_int<W>& operator= ( const sc_fxval_fast& a );sc_int<W>& operator= ( const sc_fxnum& a );sc_int<W>& operator= ( const sc_fxnum_fast& a );sc_int<W>& operator= ( const sc_bv_base& a );sc_int<W>& operator= ( const sc_lv_base& a );sc_int<W>& operator= ( const char* a );sc_int<W>& operator= ( unsigned long a );sc_int<W>& operator= ( long a );sc_int<W>& operator= ( unsigned int a );sc_int<W>& operator= ( int a );sc_int<W>& operator= ( uint64 a );sc_int<W>& operator= ( double a );
 // Prefix and postfix increment and decrement operatorssc_int<W>& operator++ (); // Prefixconst sc_int<W> operator++ ( int ); // Postfixsc_int<W>& operator-- (); // Prefixconst sc_int<W> operator-- ( int ); // Postfix
 };
 } // namespace sc_dt
 7.5.4.3 Constraints on usage
 The word length of an sc_int object shall not be greater than the maximum word length of an sc_int_base.
 7.5.4.4 Constructors
 sc_int();
 Default constructor sc_int shall create an sc_int object of word length specified by the templateargument W. The initial value of the object shall be 0.
 template< class T >sc_int( const sc_generic_base<T>& a );
 Constructor sc_int shall create an sc_int object of word length specified by the template argument.The constructor shall set the initial value of the object to the value returned from the memberfunction to_int64 of the constructor argument.
 The other constructors shall create an sc_int object of word length specified by the template argument Wand value corresponding to the integer magnitude of the constructor argument. If the word length of thespecified initial value differs from the template argument, truncation or sign-extension shall be used asdescribed in 7.2.1.
 7.5.4.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_int, using truncation or sign-extension as described in 7.2.1.
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 7.5.4.6 Arithmetic and bitwise operators
 Operations specified in Table 8 are permitted. The following applies:
 — n represents an object of type sc_int.
 — i represents an object of integer type int_type.
 Arithmetic and bitwise operations permitted for C++ integer types shall be permitted for sc_int objects usingimplicit type conversions. The return type of these operations is an implementation-dependent C++ integertype.
 NOTE—An implementation is required to supply overloaded operators on sc_int objects to satisfy the requirements ofthis subclause. It is unspecified whether these operators are members of sc_int, global operators, or provided in someother way.
 7.5.5 sc_uint
 7.5.5.1 Description
 Class template sc_uint represents a limited word-length unsigned integer. The word length shall bespecified by a template argument. Any public member functions of the base class sc_uint_base that areoverridden in class sc_uint shall have the same behavior in the two classes. Any public member functions ofthe base class not overridden in this way shall be publicly inherited by class sc_uint.
 7.5.5.2 Class definition
 namespace sc_dt {
 template <int W>class sc_uint
 Table 8—sc_int arithmetic and bitwise operations
 Expression Return type Operation
 n += i sc_int<W>& sc_int assign sum
 n -= i sc_int<W>& sc_int assign difference
 n *= i sc_int<W>& sc_int assign product
 n /= i sc_int<W>& sc_int assign quotient
 n %= i sc_int<W>& sc_int assign remainder
 n &= i sc_int<W>& sc_int assign bitwise and
 n |= i sc_int<W>& sc_int assign bitwise or
 n ^= i sc_int<W>& sc_int assign bitwise exclusive or
 n <<= i sc_int<W>& sc_int assign left-shift
 n >>= i sc_int<W>& sc_int assign right-shift
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 : public sc_uint_base{
 public:// Constructors
 sc_uint();sc_uint( uint_type v );sc_uint( const sc_uint<W>& a );sc_uint( const sc_uint_base& a );sc_uint( const sc_uint_subref_r†& a );template <class T>sc_uint( const sc_generic_base<T>& a );sc_uint( const sc_signed& a );sc_uint( const sc_unsigned& a );explicit sc_uint( const sc_fxval& a );explicit sc_uint( const sc_fxval_fast& a );explicit sc_uint( const sc_fxnum& a );
 explicit sc_uint( const sc_fxnum_fast& a ); sc_uint( const sc_bv_base& a );
 sc_uint( const sc_lv_base& a ); sc_uint( const char* a ); sc_uint( unsigned long a ); sc_uint( long a );
 sc_uint( unsigned int a );sc_uint( int a );sc_uint( int64 a );sc_uint( double a );
 // Assignment operatorssc_uint<W>& operator= ( uint_type v );sc_uint<W>& operator= ( const sc_uint_base& a );sc_uint<W>& operator= ( const sc_uint_subref_r†& a );sc_uint<W>& operator= ( const sc_uint<W>& a );template <class T>
 sc_uint<W>& operator= ( const sc_generic_base<T>& a );sc_uint<W>& operator= ( const sc_signed& a );sc_uint<W>& operator= ( const sc_unsigned& a );sc_uint<W>& operator= ( const sc_fxval& a );sc_uint<W>& operator= ( const sc_fxval_fast& a );sc_uint<W>& operator= ( const sc_fxnum& a );sc_uint<W>& operator= ( const sc_fxnum_fast& a );sc_uint<W>& operator= ( const sc_bv_base& a );sc_uint<W>& operator= ( const sc_lv_base& a );sc_uint<W>& operator= ( const char* a );sc_uint<W>& operator= ( unsigned long a );sc_uint<W>& operator= ( long a );sc_uint<W>& operator= ( unsigned int a );
 sc_uint<W>& operator= ( int a ); sc_uint<W>& operator= ( int64 a ); sc_uint<W>& operator= ( double a );
 // Prefix and postfix increment and decrement operatorssc_uint<W>& operator++ (); // Prefixconst sc_uint<W> operator++ ( int ); // Postfix
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 sc_uint<W>& operator-- (); // Prefix const sc_uint<W> operator-- ( int ); // Postfix};
 } // namespace sc_dt
 7.5.5.3 Constraints on usage
 The word length of an sc_uint object shall not be greater than the maximum word length of ansc_uint_base.
 7.5.5.4 Constructors
 sc_uint();
 Default constructor sc_uint shall create an sc_uint object of word length specified by the templateargument W. The initial value of the object shall be 0.
 template< class T >sc_uint( const sc_generic_base<T>& a );
 Constructor sc_uint shall create an sc_uint object of word length specified by the templateargument. The constructor shall set the initial value of the object to the value returned from themember function to_uint64 of the constructor argument.
 The other constructors shall create an sc_uint object of word length specified by the template argument Wand value corresponding to the integer magnitude of the constructor argument. If the word length of thespecified initial value differs from the template argument, truncation or sign-extension shall be used asdescribed in 7.2.1.
 7.5.5.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_uint. If the size of a data type or string literal operand differs from the sc_uintword length, truncation or sign-extension shall be used as described in 7.2.1.
 7.5.5.6 Arithmetic and bitwise operators
 Operations specified in Table 9 are permitted. The following applies:
 — U represents an object of type sc_uint.
 — u represents an object of integer type uint_type.
 Arithmetic and bitwise operations permitted for C++ integer types shall be permitted for sc_uint objectsusing implicit type conversions. The return type of these operations is an implementation-dependent C++integer.
 NOTE—An implementation is required to supply overloaded operators on sc_uint objects to satisfy the requirements ofthis subclause. It is unspecified whether these operators are members of sc_uint, global operators, or provided in someother way.
 7.5.6 Bit-selects
 7.5.6.1 Description
 Class sc_int_bitref_r† represents a bit selected from an sc_int_base used as an rvalue.
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 Class sc_int_bitref† represents a bit selected from an sc_int_base used as an lvalue.
 Class sc_uint_bitref_r† represents a bit selected from an sc_uint_base used as an rvalue.
 Class sc_uint_bitref† represents a bit selected from an sc_uint_base used as an lvalue.
 7.5.6.2 Class definition
 namespace sc_dt {
 class sc_int_bitref_r†
 : public sc_value_base†
 {friend class sc_int_base;
 public:// Copy constructorsc_int_bitref_r†( const sc_int_bitref_r†& a );
 // Destructorvirtual ~sc_int_bitref_r†();
 // Capacityint length() const;
 // Implicit conversion to uint64operator uint64 () const;bool operator! () const;bool operator~ () const;
 Table 9—sc_uint arithmetic and bitwise operations
 Expression Return type Operation
 U += u sc_uint<W>& sc_uint assign sum
 U -= u sc_uint<W>& sc_uint assign difference
 U *= u sc_uint<W>& sc_uint assign product
 U /= u sc_uint<W>& sc_uint assign quotient
 U %= u sc_uint<W>& sc_uint assign remainder
 U &= u sc_uint<W>& sc_uint assign bitwise and
 U |= u sc_uint<W>& sc_uint assign bitwise or
 U ^= u sc_uint<W>& sc_uint assign bitwise exclusive or
 U <<= u sc_uint<W>& sc_uint assign left-shift
 U >>= u sc_uint<W>& sc_uint assign right-shift
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 // Explicit conversionsbool to_bool() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_int_bitref_r†();
 private:// Disabledsc_int_bitref_r†& operator= ( const sc_int_bitref_r†& );
 };
 // -------------------------------------------------------------
 class sc_int_bitref†
 : public sc_int_bitref_r†
 {friend class sc_int_base;
 public:// Copy constructor
 sc_int_bitref†( const sc_int_bitref†& a );
 // Assignment operatorssc_int_bitref†& operator= ( const sc_int_bitref_r†& b );sc_int_bitref†& operator= ( const sc_int_bitref†& b );sc_int_bitref†& operator= ( bool b );sc_int_bitref†& operator&= ( bool b );sc_int_bitref†& operator|= ( bool b );sc_int_bitref†& operator^= ( bool b );
 // Other methodsvoid scan( std::istream& is = std::cin );
 private:sc_int_bitref†();
 };
 // -------------------------------------------------------------
 class sc_uint_bitref_r† : public sc_value_base†
 {friend class sc_uint_base;
 public:// Copy constructorsc_uint_bitref_r†( const sc_uint_bitref_r†& a );
 // Destructorvirtual ~sc_uint_bitref_r†();
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 // Capacityint length() const;
 // Implicit conversion to uint64operator uint64 () const;bool operator! () const;bool operator~ () const;
 // Explicit conversionsbool to_bool() const;
 // Other methods void print( std::ostream& os = std::cout ) const;
 protected:sc_uint_bitref_r†();
 private:// Disabledsc_uint_bitref_r†& operator= ( const sc_uint_bitref_r†& );
 };
 // -------------------------------------------------------------
 class sc_uint_bitref†
 : public sc_uint_bitref_r†
 {friend class sc_uint_base;
 public:// Copy constructorsc_uint_bitref†( const sc_uint_bitref†& a );
 // Assignment operatorssc_uint_bitref†& operator= ( const sc_uint_bitref_r†& b );sc_uint_bitref†& operator= ( const sc_uint_bitref†& b );sc_uint_bitref†& operator= ( bool b );sc_uint_bitref†& operator&= ( bool b );sc_uint_bitref†& operator|= ( bool b );sc_uint_bitref†& operator^= ( bool b );
 // Other methodsvoid scan( std::istream& is = std::cin );
 private:sc_uint_bitref†();
 };
 } // namespace sc_dt
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 7.5.6.3 Constraints on usage
 Bit-select objects shall only be created using the bit-select operators of an sc_int_base or sc_uint_baseobject (or an instance of a class derived from sc_int_base or sc_uint_base).
 An application shall not explicitly create an instance of any bit-select class.
 An application should not declare a reference or pointer to any bit-select object.
 It is strongly recommended that an application avoid the use of a bit-select as the return type of a functionbecause the lifetime of the object to which the bit-select refers may not extend beyond the function returnstatement.
 Example:
 sc_dt::sc_int_bitref get_bit_n(sc_int_base i, int n) {return i[n]; // Unsafe: returned bit-select references local variable
 }
 7.5.6.4 Assignment operators
 Overloaded assignment operators for the lvalue bit-selects shall provide conversion from bool values.Assignment operators for rvalue bit-selects shall be declared as private to prevent their use by anapplication.
 7.5.6.5 Implicit type conversion
 operator uint64() const;
 Operator uint64 can be used for implicit type conversion from a bit-select to the native C++unsigned integer having exactly 64 bits. If the selected bit has the value '1' (true), the conversionshall return the value 1; otherwise, it shall return 0.
 bool operator! () const;bool operator~ () const;
 operator! and operator~ shall return a C++ bool value that is the inverse of the selected bit.
 7.5.6.6 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value of the bit referenced by an lvalue bit-select. The valueshall correspond to the C++ bool value obtained by reading the next formatted character string fromthe specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the value of the bit referenced by the bit-select to the specifiedoutput stream (see 7.2.10). The formatting shall be implementation-defined but shall be equivalentto printing the value returned by member function to_bool.
 int length() const;
 Member function length shall unconditionally return a word length of 1 (see 7.2.4).
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 7.5.7 Part-selects
 7.5.7.1 Description
 Class sc_int_subref_r† represents a signed integer part-select from an sc_int_base used as an rvalue.
 Class sc_int_subref† represents a signed integer part-select from an sc_int_base used as an lvalue.
 Class sc_uint_subref_r† represents an unsigned integer part-select from an sc_uint_base used as an rvalue.
 Class sc_uint_subref† represents an unsigned integer part-select from an sc_uint_base used as an lvalue.
 7.5.7.2 Class definition
 namespace sc_dt {
 class sc_int_subref_r†
 {friend class sc_int_base;friend class sc_int_subref†;
 public:// Copy constructorsc_int_subref_r†( const sc_int_subref_r†& a );
 // Destructorvirtual ~sc_int_subref_r†();
 // Capacityint length() const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Implicit conversion to uint_typeoperator uint_type() const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
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 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_int_subref_r†();
 private:// Disabledsc_int_subref_r†& operator= ( const sc_int_subref_r†& );
 };
 // -------------------------------------------------------------
 class sc_int_subref†
 : public sc_int_subref_r†
 {friend class sc_int_base;
 public:// Copy constructorsc_int_subref†( const sc_int_subref†& a );
 // Assignment operatorssc_int_subref†& operator= ( int_type v );sc_int_subref†& operator= ( const sc_int_base& a );sc_int_subref†& operator= ( const sc_int_subref_r†& a );sc_int_subref†& operator= ( const sc_int_subref†& a );template< class T >sc_int_subref†& operator= ( const sc_generic_base<T>& a );sc_int_subref†& operator= ( const char* a );sc_int_subref†& operator= ( unsigned long a );sc_int_subref†& operator= ( long a );sc_int_subref†& operator= ( unsigned int a );sc_int_subref†& operator= ( int a );sc_int_subref†& operator= ( uint64 a );sc_int_subref†& operator= ( double a );sc_int_subref†& operator= ( const sc_signed& );sc_int_subref†& operator= ( const sc_unsigned& );sc_int_subref†& operator= ( const sc_bv_base& );sc_int_subref†& operator= ( const sc_lv_base& );
 // Other methodsvoid scan( std::istream& is = std::cin );
 protected:sc_int_subref†();
 };
 // -------------------------------------------------------------
 class sc_uint_subref_r†
 {
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 friend class sc_uint_base;friend class sc_uint_subref†;
 public:// Copy constructorsc_uint_subref_r†( const sc_uint_subref_r†& a );
 // Destructorvirtual ~sc_uint_subref_r();
 // Capacityint length() const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Implicit conversion to uint_typeoperator uint_type() const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_uint_subref_r†();
 private:// Disabledsc_uint_subref_r& operator= ( const sc_uint_subref_r& );
 };
 // -------------------------------------------------------------
 class sc_uint_subref†
 : public sc_uint_subref_r†
 {friend class sc_uint_base;
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 public:// Copy constructorsc_uint_subref†( const sc_uint_subref†& a );
 // Assignment operatorssc_uint_subref†& operator= ( uint_type v );sc_uint_subref†& operator= ( const sc_uint_base& a );sc_uint_subref†& operator= ( const sc_uint_subref_r& a );sc_uint_subref†& operator= ( const sc_uint_subref& a );template<class T>sc_uint_subref†& operator= ( const sc_generic_base<T>& a );sc_uint_subref†& operator= ( const char* a );sc_uint_subref†& operator= ( unsigned long a );sc_uint_subref†& operator= ( long a );sc_uint_subref†& operator= ( unsigned int a );sc_uint_subref†& operator= ( int a );sc_uint_subref†& operator= ( int64 a );sc_uint_subref†& operator= ( double a );sc_uint_subref†& operator= ( const sc_signed& );sc_uint_subref†& operator= ( const sc_unsigned& );sc_uint_subref†& operator= ( const sc_bv_base& );sc_uint_subref†& operator= ( const sc_lv_base& );
 // Other methodsvoid scan( std::istream& is = std::cin );
 protected:sc_uint_subref†();
 };
 } // namespace sc_dt
 7.5.7.3 Constraints on usage
 Integer part-select objects shall only be created using the part-select operators of an sc_int_base orsc_uint_base object (or an instance of a class derived from sc_int_base or sc_uint_base), as described in7.2.6.
 An application shall not explicitly create an instance of any integer part-select class.
 An application should not declare a reference or pointer to any integer part-select object.
 It shall be an error if the left-hand index of a limited-precision integer part-select is less than the right-handindex.
 It is strongly recommended that an application avoid the use of a part-select as the return type of a functionbecause the lifetime of the object to which the part-select refers may not extend beyond the function returnstatement.
 Example:
 sc_dt::sc_int_subref get_byte(sc_int_base ib, int pos) {
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 return ib(pos+7,pos); // Unsafe: returned part-select references local variable
 }
 7.5.7.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to lvalue integer part-selects. If the size of a data type or string literal operand differsfrom the integer part-select word length, truncation, zero-extension, or sign-extension shall be used asdescribed in 7.2.1.
 Assignment operators for rvalue integer part-selects shall be declared as private to prevent their use by anapplication.
 7.5.7.5 Implicit type conversion
 sc_int_subref_r†::operator uint_type() const;
 sc_uint_subref_r†::operator uint_type() const;
 operator int_type and operator uint_type can be used for implicit type conversion from integerpart-selects to the native C++ unsigned integer representation.
 NOTE 1—These operators enable the use of standard C++ bitwise logical and arithmetic operators with integerpart-select objects.
 NOTE 2—These operators are used by the C++ output stream operator and by member functions of other datatype classes that are not explicitly overload for integer part-selects.
 7.5.7.6 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const;
 const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 Member function to_string shall perform the conversion to an std::string, as described in 7.2.11.Calling the to_string function with a single argument is equivalent to calling the to_string functionwith two arguments, where the second argument is true. Calling the to_string function with noarguments is equivalent to calling the to_string function with two arguments, where the firstargument is SC_DEC and the second argument is true.
 7.5.7.7 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the values of the bits referenced by an lvalue part-select by readingthe next formatted character string from the specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the values of the bits referenced by the part-select to the specifiedoutput stream (see 7.2.10).
 int length() const;
 Member function length shall return the word length of the part-select (see 7.2.4).
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 7.6 Finite-precision integer types
 7.6.1 Type definitions
 The following type definitions are used in the finite-precision integer type classes:
 namespace sc_dt{
 typedef implementation-defined int64;
 typedef implementation-defined uint64;
 } // namespace sc_dt
 int64 is a native C++ integer type having a word length of exactly 64 bits.
 uint64 is a native C++ unsigned integer type having a word length of exactly 64 bits.
 7.6.2 Constraints on usage
 Overloaded arithmetic and comparison operators allow finite-precision integer objects to be used inexpressions following similar but not identical rules to standard C++ integer types. The differences from thestandard C++ integer operator behavior are the following:
 a) Where one operand is unsigned and the other is signed, the unsigned operand shall be converted tosigned and the return type shall be signed.
 b) The return type of a subtraction shall always be signed.
 c) The word length of the return type of an arithmetic operator shall depend only on the nature of theoperation and on the word length of its operands.
 d) A floating-point variable or literal shall not be directly used as an operand. It should first beconverted to an appropriate signed or unsigned integer type.
 7.6.3 sc_signed
 7.6.3.1 Description
 Class sc_signed represents a finite word-length integer. The word length shall be specified by a constructorargument or, by default, by the length context object currently in scope. The word length of an sc_signedobject shall be fixed during instantiation and shall not subsequently be changed.
 The integer value shall be stored with a finite precision determined by the specified word length. Theprecision shall not depend on the limited resolution of any standard C++ integer type.
 sc_signed is the base class for the sc_bigint class template.
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 7.6.3.2 Class definition
 namespace sc_dt {
 class sc_signed: public sc_value_base†
 {friend class sc_concatref†;friend class sc_signed_bitref_r†;friend class sc_signed_bitref†;friend class sc_signed_subref_r†;friend class sc_signed_subref†;friend class sc_unsigned;friend class sc_unsigned_subref;
 public:// Constructorsexplicit sc_signed( int nb = sc_length_param().len() );sc_signed( const sc_signed& v );sc_signed( const sc_unsigned& v );template<class T>explicit sc_signed( const sc_generic_base<T>& v );explicit sc_signed( const sc_bv_base& v );explicit sc_signed( const sc_lv_base& v );explicit sc_signed( const sc_int_subref_r& v );explicit sc_signed( const sc_uint_subref_r& v );explicit sc_signed( const sc_signed_subref_r& v );explicit sc_signed( const sc_unsigned_subref_r& v );
 // Assignment operatorssc_signed& operator= ( const sc_signed& v );sc_signed& operator= ( const sc_signed_subref_r†& a );template< class T >sc_signed& operator= ( const sc_generic_base<T>& a );sc_signed& operator= ( const sc_unsigned& v );sc_signed& operator= ( const sc_unsigned_subref_r†& a );sc_signed& operator= ( const char* v );sc_signed& operator= ( int64 v );sc_signed& operator= ( uint64 v );sc_signed& operator= ( long v );sc_signed& operator= ( unsigned long v );sc_signed& operator= ( int v );sc_signed& operator= ( unsigned int v );sc_signed& operator= ( double v );sc_signed& operator= ( const sc_int_base& v );sc_signed& operator= ( const sc_uint_base& v );sc_signed& operator= ( const sc_bv_base& );sc_signed& operator= ( const sc_lv_base& );sc_signed& operator= ( const sc_fxval& );sc_signed& operator= ( const sc_fxval_fast& );sc_signed& operator= ( const sc_fxnum& );sc_signed& operator= ( const sc_fxnum_fast& );
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 // Destructor~sc_signed();
 // Increment operators.sc_signed& operator++ ();const sc_signed operator++ ( int );
 // Decrement operators.sc_signed& operator-- ();const sc_signed operator-- ( int );
 // Bit selectionsc_signed_bitref† operator[] ( int i );sc_signed_bitref_r† operator[] ( int i ) const;
 // Part selectionsc_signed_subref† range( int i , int j );sc_signed_subref_r† range( int i , int j ) const;sc_signed_subref† operator() ( int i , int j );sc_signed_subref_r† operator() ( int i , int j ) const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep, bool w_prefix ) const;
 // Print functionsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
 // Capacityint length() const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Overloaded operators
 };
 } // namespace sc_dt
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 7.6.3.3 Constraints on usage
 An object of type sc_signed shall not be used as a direct replacement for a C++ integer type since noimplicit type conversion member functions are provided. An explicit type conversion is required to pass thevalue of an sc_signed object as an argument to a function expecting a C++ integer value argument.
 7.6.3.4 Constructors
 explicit sc_signed( int nb = sc_length_param().len() );
 Constructor sc_signed shall create an sc_signed object of word length specified by nb. This is thedefault constructor when nb is not specified (in which case its value is set by the current lengthcontext). The initial value of the object shall be 0.
 template< class T >sc_signed( const sc_generic_base<T>& a );
 Constructor sc_signed shall create an sc_signed object with a word length matching the constructorargument. The constructor shall set the initial value of the object to the value returned from themember function to_sc_signed of the constructor argument.
 The other constructors create an sc_signed object with the same word length and value as the constructor argument.
 7.6.3.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_signed, using truncation or sign-extension as described in 7.2.1.
 7.6.3.6 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const; const std::string to_string( sc_numrep numrep, bool w_prefix ) const;
 Member function to_string shall perform conversion to an std::string representation, as describedin 7.2.11. Calling the to_string function with a single argument is equivalent to calling the to_stringfunction with two arguments, where the second argument is true. Calling the to_string functionwith no arguments is equivalent to calling the to_string function with two arguments, where the firstargument is SC_DEC and the second argument is true.
 7.6.3.7 Arithmetic, bitwise, and comparison operators
 Operations specified in Table 10, Table 11, and Table 12 are permitted. The following applies:
 — S represents an object of type sc_signed.
 — U represents an object of type sc_unsigned.
 — i represents an object of integer type int, long, unsigned int, unsigned long, sc_signed,sc_unsigned, sc_int_base, or sc_uint_base.
 — s represents an object of signed integer type int, long, sc_signed, or sc_int_base.
 The operands may also be of any other class that is derived from those just given.
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 Table 10—sc_signed arithmetic operations
 Expression Return type Operation
 S + i sc_signed sc_signed addition
 i + S sc_signed sc_signed addition
 U + s sc_signed addition of sc_unsigned and signed
 s + U sc_signed addition of signed and sc_unsigned
 S += i sc_signed& sc_signed assign sum
 S - i sc_signed sc_signed subtraction
 i - S sc_signed sc_signed subtraction
 U - i sc_signed sc_unsigned subtraction
 i - U sc_signed sc_unsigned subtraction
 S -= i sc_signed& sc_signed assign difference
 S * i sc_signed sc_signed multiplication
 i * S sc_signed sc_signed multiplication
 U * s sc_signed multiplication of sc_unsigned by signed
 s * U sc_signed multiplication of signed by sc_unsigned
 S *= i sc_signed& sc_signed assign product
 S / i sc_signed sc_signed division
 i / S sc_signed sc_signed division
 U / s sc_signed division of sc_unsigned by signed
 s / U sc_signed division of signed by sc_unsigned
 S /= i sc_signed& sc_signed assign quotient
 S % i sc_signed sc_signed remainder
 i % S sc_signed sc_signed remainder
 U % s sc_signed remainder of sc_unsigned with signed
 s % U sc_signed remainder of signed with sc_unsigned
 S %= i sc_signed& sc_signed assign remainder
 +S sc_signed sc_signed unary plus
 -S sc_signed sc_signed unary minus
 -U sc_signed sc_unsigned unary minus
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 If the result of any arithmetic operation is zero, the word length of the return value shall be set by thesc_length_context in scope. Otherwise, the following rules apply:
 — Addition shall return a result with a word length that is equal to the word length of the longestoperand plus one.
 — Multiplication shall return a result with a word length that is equal to the sum of the word lengths ofthe two operands.
 — Remainder shall return a result with a word length that is equal to the word length of the shortestoperand.
 — All other arithmetic operators shall return a result with a word length that is equal to the word lengthof the longest operand.
 Table 11—sc_signed bitwise operations
 Expression Return type Operation
 S & i sc_signed sc_signed bitwise and
 i & S sc_signed sc_signed bitwise and
 U & s sc_signed sc_unsigned bitwise and signed
 s & U sc_signed signed bitwise and sc_unsigned
 S &= i sc_signed& sc_signed assign bitwise and
 S | i sc_signed sc_signed bitwise or
 i | S sc_signed sc_signed bitwise or
 U | s sc_signed sc_unsigned bitwise or signed
 s | U sc_signed signed bitwise or sc_unsigned
 S |= i sc_signed& sc_signed assign bitwise or
 S ^ i sc_signed sc_signed bitwise exclusive or
 i ^ S sc_signed sc_signed bitwise exclusive or
 U ^ s sc_signed sc_unsigned bitwise exclusive or signed
 s ^ U sc_signed sc_unsigned bitwise exclusive or signed
 S ^= i sc_signed& sc_signed assign bitwise exclusive or
 S << i sc_signed sc_signed left-shift
 U << S sc_unsigned sc_unsigned left-shift
 S <<= i sc_signed& sc_signed assign left-shift
 S >> i sc_signed sc_signed right-shift
 U >> S sc_unsigned sc_unsigned right-shift
 S >>= i sc_signed& sc_signed assign right-shift
 ~S sc_signed sc_signed bitwise complement
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 Binary bitwise operators shall return a result with a word length that is equal to the word length of thelongest operand.
 The left shift operator shall return a result with a word length that is equal to the word length of its sc_signedoperand plus the right (integer) operand. Bits added on the right-hand side of the result shall be set to zero.
 The right shift operator shall return a result with a word length that is equal to the word length of itssc_signed operand. Bits added on the left-hand side of the result shall be set to the same value as the left-hand bit of the sc_signed operand (a right-shift preserves the sign).
 The behavior of a shift operator is undefined if the right operand is negative.
 NOTE—An implementation is required to supply overloaded operators on sc_signed objects to satisfy the requirementsof this subclause. It is unspecified whether these operators are members of sc_signed, global operators, or provided insome other way.
 7.6.3.8 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next formatted character string from thespecified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as a formatted character string to the specified outputstream (see 7.2.10).
 Table 12—sc_signed comparison operations
 Expression Return type Operation
 S == i bool test equal
 i == S bool test equal
 S != i bool test not equal
 i != S bool test not equal
 S < i bool test less than
 i < S bool test less than
 S <= i bool test less than or equal
 i <= S bool test less than or equal
 S > i bool test greater than
 i > S bool test greater than
 S >= i bool test greater than or equal
 i >= S bool test greater than or equal
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 int length() const;
 Member function length shall return the word length (see 7.2.4).
 7.6.4 sc_unsigned
 7.6.4.1 Description
 Class sc_unsigned represents a finite word-length unsigned integer. The word length shall be specified by aconstructor argument or, by default, by the length context currently in scope. The word length of ansc_unsigned object is fixed during instantiation and shall not be subsequently changed.
 The integer value shall be stored with a finite precision determined by the specified word length. Theprecision shall not depend on the limited resolution of any standard C++ integer type.
 sc_unsigned is the base class for the sc_biguint class template.
 7.6.4.2 Class definition
 namespace sc_dt {
 class sc_unsigned: public sc_value_base†
 {friend class sc_concatref†;friend class sc_unsigned_bitref_r†;friend class sc_unsigned_bitref†;friend class sc_unsigned_subref_r†;friend class sc_unsigned_subref†;friend class sc_signed;friend class sc_signed_subref†;
 public:// Constructorsexplicit sc_unsigned( int nb = sc_length_param().len() );sc_unsigned( const sc_unsigned& v );sc_unsigned( const sc_signed& v );template<class T>explicit sc_unsigned( const sc_generic_base<T>& v );explicit sc_unsigned( const sc_bv_base& v );explicit sc_unsigned( const sc_lv_base& v );explicit sc_unsigned( const sc_int_subref_r& v );explicit sc_unsigned( const sc_uint_subref_r& v );explicit sc_unsigned( const sc_signed_subref_r& v );explicit sc_unsigned( const sc_unsigned_subref_r& v );
 // Assignment operatorssc_unsigned& operator= ( const sc_unsigned& v);sc_unsigned& operator= ( const sc_unsigned_subref_r†& a );template<class T>sc_unsigned& operator= ( const sc_generic_base<T>& a );sc_unsigned& operator= ( const sc_signed& v );sc_unsigned& operator= ( const sc_signed_subref_r†& a );
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 sc_unsigned& operator= ( const char* v);sc_unsigned& operator= ( int64 v );sc_unsigned& operator= ( uint64 v );sc_unsigned& operator= ( long v );sc_unsigned& operator= ( unsigned long v );
 sc_unsigned& operator= ( int v );sc_unsigned& operator= ( unsigned int v );sc_unsigned& operator= ( double v );sc_unsigned& operator= ( const sc_int_base& v );sc_unsigned& operator= ( const sc_uint_base& v );sc_unsigned& operator= ( const sc_bv_base& );sc_unsigned& operator= ( const sc_lv_base& );
 sc_unsigned& operator= ( const sc_fxval& );sc_unsigned& operator= ( const sc_fxval_fast& );sc_unsigned& operator= ( const sc_fxnum& );sc_unsigned& operator= ( const sc_fxnum_fast& );
 // Destructor ~sc_unsigned();
 // Increment operatorssc_unsigned& operator++ ();const sc_unsigned operator++ ( int );
 // Decrement operatorssc_unsigned& operator-- ();const sc_unsigned operator-- ( int) ;
 // Bit selectionsc_unsigned_bitref† operator[] ( int i );sc_unsigned_bitref_r† operator[] ( int i ) const;
 // Part selectionsc_unsigned_subref† range ( int i , int j );sc_unsigned_subref_r† range( int i , int j ) const;sc_unsigned_subref† operator() ( int i , int j );sc_unsigned_subref_r† operator() ( int i , int j ) const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep, bool w_prefix ) const;
 // Print functionsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
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 // Capacity int length() const; // Bit width
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Overloaded operators
 };
 } // namespace sc_dt
 7.6.4.3 Constraints on usage
 An object of type sc_unsigned may not be used as a direct replacement for a C++ integer type since noimplicit type conversion member functions are provided. An explicit type conversion is required to pass thevalue of an sc_unsigned object as an argument to a function expecting a C++ integer value argument.
 7.6.4.4 Constructors
 explicit sc_unsigned( int nb = sc_length_param().len() );
 Constructor sc_unsigned shall create an sc_unsigned object of word length specified by nb. This isthe default constructor when nb is not specified (in which case its value is set by the current lengthcontext). The initial value shall be 0.
 template< class T >sc_unsigned( const sc_generic_base<T>& a );
 Constructor sc_unsigned shall create an sc_unsigned object with a word length matching theconstructor argument. The constructor shall set the initial value of the object to the value returnedfrom the member function to_sc_unsigned of the constructor argument.
 The other constructors create an sc_unsigned object with the same word length and value as theconstructor argument.
 7.6.4.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_unsigned, using truncation or sign-extension as described in 7.2.1.
 7.6.4.6 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const; const std::string to_string( sc_numrep numrep, bool w_prefix ) const;
 Member function to_string shall perform the conversion to an std::string, as described in 7.2.11.Calling the to_string function with a single argument is equivalent to calling the to_string functionwith two arguments, where the second argument is true. Calling the to_string function with no
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 arguments is equivalent to calling the to_string function with two arguments, where the firstargument is SC_DEC and the second argument is true.
 7.6.4.7 Arithmetic, bitwise, and comparison operators
 Operations specified in Table 13, Table 14, and Table 15 are permitted. The following applies:
 — S represents an object of type sc_signed.
 — U represents an object of type sc_unsigned.
 — i represents an object of integer type int, long, unsigned int, unsigned long, sc_signed,sc_unsigned, sc_int_base, or sc_uint_base.
 — s represents an object of signed integer type int, long, sc_signed, or sc_int_base.
 — u represents an object of unsigned integer type unsigned int, unsigned long, sc_unsigned, orsc_uint_base.
 The operands may also be of any other class that is derived from those just given.
 Table 13—sc_unsigned arithmetic operations
 Expression Return type Operation
 U + u sc_unsigned sc_unsigned addition
 u + U sc_unsigned sc_unsigned addition
 U + s sc_signed addition of sc_unsigned and signed
 s + U sc_signed addition of signed and sc_unsigned
 U += i sc_unsigned& sc_unsigned assign sum
 U - i sc_signed sc_unsigned subtraction
 i - U sc_signed sc_unsigned subtraction
 U -= i sc_unsigned& sc_unsigned assign difference
 U * u sc_unsigned sc_unsigned multiplication
 u * U sc_unsigned sc_unsigned multiplication
 U * s sc_signed multiplication of sc_unsigned by signed
 s * U sc_signed multiplication of signed by sc_unsigned
 U *= i sc_unsigned& sc_unsigned assign product
 U / u sc_unsigned sc_unsigned division
 u / U sc_unsigned sc_unsigned division
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 If the result of any arithmetic operation is zero, the word length of the return value shall be set by thesc_length_context in scope. Otherwise, the following rules apply:
 — Addition shall return a result with a word length that is equal to the word length of the longestoperand plus one.
 — Multiplication shall return a result with a word length that is equal to the sum of the word lengths ofthe two operands.
 — Remainder shall return a result with a word length that is equal to the word length of the shortestoperand.
 — All other arithmetic operators shall return a result with a word length that is equal to the word lengthof the longest operand.
 Binary bitwise operators shall return a result with a word length that is equal to the word length of thelongest operand.
 The left shift operator shall return a result with a word length that is equal to the word length of itssc_unsigned operand plus the right (integer) operand. Bits added on the right-hand side of the result shall beset to zero.
 The right shift operator shall return a result with a word length that is equal to the word length of itssc_unsigned operand. Bits added on the left-hand side of the result shall be set to zero.
 NOTE—An implementation is required to supply overloaded operators on sc_unsigned objects to satisfy therequirements of this subclause. It is unspecified whether these operators are members of sc_unsigned, global operators,or provided in some other way.
 U / s sc_signed division of sc_unsigned by signed
 s / U sc_signed division of signed by sc_unsigned
 U /= i sc_unsigned& sc_unsigned assign quotient
 U % u sc_unsigned sc_unsigned remainder
 u % U sc_unsigned sc_unsigned remainder
 U % s sc_signed remainder of sc_unsigned with signed
 s % U sc_signed remainder of signed with sc_unsigned
 U %= i sc_unsigned& sc_unsigned assign remainder
 +U sc_unsigned sc_unsigned unary plus
 -U sc_signed sc_unsigned unary minus
 Table 13—sc_unsigned arithmetic operations (continued)
 Expression Return type Operation
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 7.6.4.8 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next formatted character string from thespecified input stream (see 7.2.10).
 Table 14—sc_unsigned bitwise operations
 Expression Return type Operation
 U & u sc_unsigned sc_unsigned bitwise and
 u & U sc_unsigned sc_unsigned bitwise and
 U & s sc_signed sc_unsigned bitwise and signed
 s & U sc_signed signed bitwise and sc_unsigned
 U &= i sc_unsigned& sc_unsigned assign bitwise and
 U | u sc_unsigned sc_unsigned bitwise or
 u | U sc_unsigned sc_unsigned bitwise or
 U | s sc_signed sc_unsigned bitwise or signed
 s | U sc_signed signed bitwise or sc_unsigned
 U |= i sc_unsigned& sc_unsigned assign bitwise or
 U ^ u sc_unsigned sc_unsigned bitwise exclusive or
 u ^ U sc_unsigned sc_unsigned bitwise exclusive or
 U ^ s sc_signed sc_unsigned bitwise exclusive or signed
 s ^ U sc_signed sc_unsigned bitwise exclusive or signed
 U ^= i sc_unsigned& sc_unsigned assign bitwise exclusive or
 U << i sc_unsigned sc_unsigned left-shift
 S << U sc_signed sc_signed left-shift
 U <<= i sc_unsigned& sc_unsigned assign left-shift
 U >> i sc_unsigned sc_unsigned right-shift
 S >> U sc_signed sc_signed right-shift
 U >>= i sc_unsigned& sc_unsigned assign right-shift
 ~U sc_unsigned sc_unsigned bitwise complement
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 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as a formatted character string to the specified outputstream (see 7.2.10).
 int length() const;
 Member function length shall return the word length (see 7.2.4).
 7.6.5 sc_bigint
 7.6.5.1 Description
 Class template sc_bigint represents a finite word-length signed integer. The word length shall be specifiedby a template argument. The integer value shall be stored with a finite precision determined by the specifiedword length. The precision shall not depend on the limited resolution of any standard C++ integer type.
 Any public member functions of the base class sc_signed that are overridden in class sc_bigint shall havethe same behavior in the two classes. Any public member functions of the base class not overridden in thisway shall be publicly inherited by class sc_bigint. The operations specified in 7.6.3.7 are permitted forobjects of type sc_bigint.
 7.6.5.2 Class definition
 namespace sc_dt {
 template< int W >
 Table 15—sc_unsigned comparison operations
 Expression Return type Operation
 U == i bool test equal
 i == U bool test equal
 U != i bool test not equal
 i != U bool test not equal
 U < i bool test less than
 i < U bool test less than
 U <= i bool test less than or equal
 i <= U bool test less than or equal
 U > i bool test greater than
 i > U bool test greater than
 U >= i bool test greater than or equal
 i >= U bool test greater than or equal
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 class sc_bigint: public sc_signed{
 public:// Constructorssc_bigint();sc_bigint( const sc_bigint<W>& v );sc_bigint( const sc_signed& v );sc_bigint( const sc_signed_subref†& v );template< class T >sc_bigint( const sc_generic_base<T>& a );sc_bigint( const sc_unsigned& v );sc_bigint( const sc_unsigned_subref†& v );sc_bigint( const char* v );sc_bigint( int64 v );sc_bigint( uint64 v );sc_bigint( long v );sc_bigint( unsigned long v );sc_bigint( int v );sc_bigint( unsigned int v );sc_bigint( double v );sc_bigint( const sc_bv_base& v );sc_bigint( const sc_lv_base& v );explicit sc_bigint( const sc_fxval& v );explicit sc_bigint( const sc_fxval_fast& v );explicit sc_bigint( const sc_fxnum& v );explicit sc_bigint( const sc_fxnum_fast& v );
 // Destructor~sc_bigint();
 // Assignment operatorssc_bigint<W>& operator= ( const sc_bigint<W>& v );sc_bigint<W>& operator= ( const sc_signed& v );sc_bigint<W>& operator= (const sc_signed_subref†& v );template< class T >sc_bigint<W>& operator= ( const sc_generic_base<T>& a );sc_bigint<W>& operator= ( const sc_unsigned& v );sc_bigint<W>& operator= ( const sc_unsigned_subref†& v );sc_bigint<W>& operator= ( const char* v );sc_bigint<W>& operator= ( int64 v );sc_bigint<W>& operator= ( uint64 v );sc_bigint<W>& operator= ( long v );sc_bigint<W>& operator= ( unsigned long v );sc_bigint<W>& operator= ( int v );sc_bigint<W>& operator= ( unsigned int v );sc_bigint<W>& operator= ( double v );sc_bigint<W>& operator= ( const sc_bv_base& v );sc_bigint<W>& operator= ( const sc_lv_base& v );sc_bigint<W>& operator= ( const sc_int_base& v );sc_bigint<W>& operator= ( const sc_uint_base& v );sc_bigint<W>& operator= ( const sc_fxval& v );sc_bigint<W>& operator= ( const sc_fxval_fast& v );sc_bigint<W>& operator= ( const sc_fxnum& v );
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 sc_bigint<W>& operator= ( const sc_fxnum_fast& v );
 };
 } // namespace sc_dt
 7.6.5.3 Constraints on usage
 An object of type sc_bigint may not be used as a direct replacement for a C++ integer type since no implicittype conversion member functions are provided. An explicit type conversion is required to pass the value ofan sc_bigint object as an argument to a function expecting a C++ integer value argument.
 7.6.5.4 Constructors
 sc_bigint();
 Default constructor sc_bigint shall create an sc_bigint object of word length specified by thetemplate argument W and shall set the initial value to 0.
 template< class T >sc_bigint( const sc_generic_base<T>& a );
 Constructor sc_bigint shall create an sc_bigint object of word length specified by the templateargument. The constructor shall set the initial value of the object to the value returned from themember function to_sc_signed of the constructor argument.
 Other constructors shall create an sc_bigint object of word length specified by the template argument W andvalue corresponding to the integer magnitude of the constructor argument. If the word length of the specifiedinitial value differs from the template argument, truncation or sign-extension shall be used as described in7.2.1.
 NOTE—Most constructors can be used as implicit conversions from fundamental types or SystemC data types tosc_bigint. Hence, a function having an sc_bigint parameter can be passed a floating-point argument, for example, andthe argument will be implicitly converted. The exceptions are the conversions from fixed-point types to sc_bigint, whichmust be called explicitly.
 7.6.5.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_bigint, using truncation or sign-extension as described in 7.2.1.
 7.6.6 sc_biguint
 7.6.6.1 Description
 Class template sc_biguint represents a finite word-length unsigned integer. The word length shall bespecified by a template argument. The integer value shall be stored with a finite precision determined by thespecified word length. The precision shall not depend on the limited resolution of any standard C++ integertype.
 Any public member functions of the base class sc_unsigned that are overridden in class sc_biguint shallhave the same behavior in the two classes. Any public member functions of the base class not overridden inthis way shall be publicly inherited by class sc_biguint. The operations specified in 7.6.4.7 are permitted forobjects of type sc_biguint.
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 7.6.6.2 Class definition
 namespace sc_dt {
 template< int W >class sc_biguint: public sc_unsigned{
 public:// Constructorssc_biguint();sc_biguint( const sc_biguint<W>& v );sc_biguint( const sc_unsigned& v );sc_biguint( const sc_unsigned_subref†& v );template< class T >sc_biguint( const sc_generic_base<T>& a );sc_biguint( const sc_signed& v );sc_biguint( const sc_signed_subref†& v );sc_biguint( const char* v );sc_biguint( int64 v );sc_biguint( uint64 v );sc_biguint( long v );sc_biguint( unsigned long v );sc_biguint( int v );sc_biguint( unsigned int v );sc_biguint( double v ); sc_biguint( const sc_bv_base& v );sc_biguint( const sc_lv_base& v );explicit sc_biguint( const sc_fxval& v );explicit sc_biguint( const sc_fxval_fast& v );explicit sc_biguint( const sc_fxnum& v );explicit sc_biguint( const sc_fxnum_fast& v );
 // Destructor~sc_biguint();
 // Assignment operatorssc_biguint<W>& operator= ( const sc_biguint<W>& v );sc_biguint<W>& operator= ( const sc_unsigned& v );sc_biguint<W>& operator= ( const sc_unsigned_subref†& v );template< class T >sc_biguint<W>& operator= ( const sc_generic_base<T>& a );sc_biguint<W>& operator= ( const sc_signed& v );sc_biguint<W>& operator= ( const sc_signed_subref†& v );sc_biguint<W>& operator= ( const char* v );sc_biguint<W>& operator= ( int64 v );sc_biguint<W>& operator= ( uint64 v );sc_biguint<W>& operator= ( long v );sc_biguint<W>& operator= ( unsigned long v );sc_biguint<W>& operator= ( int v );sc_biguint<W>& operator= ( unsigned int v );sc_biguint<W>& operator= ( double v );sc_biguint<W>& operator= ( const sc_bv_base& v );sc_biguint<W>& operator= ( const sc_lv_base& v );
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 sc_biguint<W>& operator= ( const sc_int_base& v );sc_biguint<W>& operator= ( const sc_uint_base& v );sc_biguint<W>& operator= ( const sc_fxval& v );sc_biguint<W>& operator= ( const sc_fxval_fast& v );sc_biguint<W>& operator= ( const sc_fxnum& v );
 sc_biguint<W>& operator= ( const sc_fxnum_fast& v );};
 } // namespace sc_dt
 7.6.6.3 Constraints on usage
 An object of type sc_biguint may not be used as a direct replacement for a C++ integer type since noimplicit type conversion member functions are provided. An explicit type conversion is required to pass thevalue of an sc_biguint object as an argument to a function expecting a C++ integer value argument.
 7.6.6.4 Constructors
 sc_biguint();
 Default constructor sc_biguint shall create an sc_biguint object of word length specified by thetemplate argument W and shall set the initial value to 0.
 template< class T >sc_biguint( const sc_generic_base<T>& a );
 Constructor shall create an sc_biguint object of word length specified by the template argument.The constructor shall set the initial value of the object to the value returned from the memberfunction to_sc_unsigned of the constructor argument.
 The other constructors shall create an sc_biguint object of word length specified by the template argumentW and value corresponding to the integer magnitude of the constructor argument. If the word length of thespecified initial value differs from the template argument, truncation or sign-extension shall be used asdescribed in 7.2.1.
 NOTE—Most constructors can be used as implicit conversions from fundamental types or SystemC data types tosc_biguint. Hence, a function having an sc_biguint parameter can be passed a floating-point argument, for example,and the argument will be implicitly converted. The exceptions are the conversions from fixed-point types to sc_biguint,which must be called explicitly.
 7.6.6.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_biguint, using truncation or sign-extension, as described in 7.2.1.
 7.6.7 Bit-selects
 7.6.7.1 Description
 Class sc_signed_bitref_r† represents a bit selected from an sc_signed used as an rvalue.
 Class sc_signed_bitref† represents a bit selected from an sc_signed used as an lvalue.
 Class sc_unsigned_bitref_r† represents a bit selected from an sc_unsigned used as an rvalue.
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 Class sc_unsigned_bitref† represents a bit selected from an sc_unsigned used as an lvalue.
 7.6.7.2 Class definition
 namespace sc_dt {
 class sc_signed_bitref_r†
 : public sc_value_base†
 {friend class sc_signed;friend class sc_signed_bitref†;
 public:// Copy constructorsc_signed_bitref_r†( const sc_signed_bitref_r†& a );
 // Destructorvirtual ~sc_signed_bitref_r†();
 // Capacityint length() const;
 // Implicit conversion to uint64operator uint64 () const;bool operator! () const;bool operator~ () const;
 // Explicit conversionsbool to_bool() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_signed_bitref_r†();
 private:// Disabledsc_signed_bitref_r†& operator= ( const sc_signed_bitref_r†& );
 };
 // -----------------------------------------------------------------
 class sc_signed_bitref†
 : public sc_signed_bitref_r†
 {friend class sc_signed;
 public:// Copy constructorsc_signed_bitref†( const sc_signed_bitref†& a );
 // Assignment operatorssc_signed_bitref†& operator= ( const sc_signed_bitref_r†& );
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 sc_signed_bitref†& operator= ( const sc_signed_bitref†& );sc_signed_bitref†& operator= ( bool );
 sc_signed_bitref†& operator&= ( bool );sc_signed_bitref†& operator|= ( bool );sc_signed_bitref†& operator^= ( bool );
 // Other methodsvoid scan( std::istream& is = std::cin );
 protected:sc_signed_bitref†();
 };
 // -----------------------------------------------------------------
 class sc_unsigned_bitref_r† : public sc_value_base†
 {friend class sc_unsigned;
 public:// Copy constructorsc_unsigned_bitref_r†( const sc_unsigned_bitref_r†& a );
 // Destructorvirtual ~sc_unsigned_bitref_r†();
 // Capacityint length() const;
 // Implicit conversion to uint64operator uint64 () const;bool operator! () const;bool operator~ () const;
 // Explicit conversionsbool to_bool() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_unsigned_bitref_r†();
 private:// Disabledsc_unsigned_bitref_r†& operator= ( const sc_unsigned_bitref_r†& );
 };
 // -----------------------------------------------------------------
 class sc_unsigned_bitref†
 : public sc_unsigned_bitref_r†
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 {friend class sc_unsigned;
 public:// Copy constructorsc_unsigned_bitref†( const sc_unsigned_bitref†& a );
 // Assignment operatorssc_unsigned_bitref†& operator= ( const sc_unsigned_bitref_r†& );sc_unsigned_bitref†& operator= ( const sc_unsigned_bitref†& );sc_unsigned_bitref†& operator= ( bool );
 sc_unsigned_bitref†& operator&= ( bool );sc_unsigned_bitref†& operator|= ( bool );sc_unsigned_bitref†& operator^= ( bool );
 // Other methodsvoid scan( std::istream& is = std::cin );
 protected:sc_unsigned_bitref†();
 };
 } // namespace sc_dt
 7.6.7.3 Constraints on usage
 Bit-select objects shall only be created using the bit-select operators of an sc_signed or sc_unsigned object(or an instance of a class derived from sc_signed or sc_unsigned).
 An application shall not explicitly create an instance of any bit-select class.
 An application should not declare a reference or pointer to any bit-select object.
 It is strongly recommended that an application avoid the use of a bit-select as the return type of a functionbecause the lifetime of the object to which the bit-select refers may not extend beyond the function returnstatement.
 Example:
 sc_dt::sc_signed_bitref get_bit_n(sc_signed iv, int n) {return iv[n]; // Unsafe: returned bit-select references local variable
 }
 7.6.7.4 Assignment operators
 Overloaded assignment operators for the lvalue bit-selects shall provide conversion from bool values.Assignment operators for rvalue bit-selects shall be declared as private to prevent their use by anapplication.
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 7.6.7.5 Implicit type conversion
 operator uint64 () const;
 operator uint64 can be used for implicit type conversion from a bit-select to a native C++ unsignedinteger having exactly 64 bits. If the selected bit has the value '1' (true), the conversion shall returnthe value 1; otherwise, it shall return 0.
 bool operator! () const;bool operator~ () const;
 operator! and operator~ shall return a C++ bool value that is the inverse of the selected bit.
 7.6.7.6 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value of the bit referenced by an lvalue bit-select. The valueshall correspond to the C++ bool value obtained by reading the next formatted character string fromthe specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the value of the bit referenced by the bit-select to the specifiedoutput stream (see 7.2.10). The formatting shall be implementation-defined but shall be equivalentto printing the value returned by member function to_bool.
 int length() const;
 Member function length shall unconditionally return a word length of 1 (see 7.2.4).
 7.6.8 Part-selects
 7.6.8.1 Description
 Class sc_signed_subref_r† represents a signed integer part-select from an sc_signed used as an rvalue.
 Class sc_signed_subref† represents a signed integer part-select from an sc_signed used as an lvalue.
 Class sc_unsigned_subref_r† represents an unsigned integer part-select from an sc_unsigned used as anrvalue.
 Class sc_unsigned_subref† represents an unsigned integer part-select from an sc_unsigned used as anlvalue.
 7.6.8.2 Class definition
 namespace sc_dt {
 class sc_signed_subref_r† : public sc_value_base†
 {friend class sc_signed;friend class sc_unsigned;
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 public:// Copy constructorsc_signed_subref_r†( const sc_signed_subref_r†& a );
 // Destructorvirtual ~sc_unsigned_subref_r†();
 // Capacityint length() const;
 // Implicit conversion to sc_unsignedoperator sc_unsigned () const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep, bool w_prefix ) const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_signed_subref_r†();
 private:// Disabledsc_signed_subref_r†& operator= ( const sc_signed_subref_r†& );
 };
 // --------------------------------------------------------------
 class sc_signed_subref†
 : public sc_signed_subref_r†
 {friend class sc_signed;
 public:// Copy constructor
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 sc_signed_subref†( const sc_signed_subref†& a );
 // Assignment operatorssc_signed_subref†& operator= ( const sc_signed_subref_r†& a );sc_signed_subref†& operator= ( const sc_signed_subref†& a );sc_signed_subref†& operator= ( const sc_signed& a );template< class T >sc_signed_subref†& operator= ( const sc_generic_base<T>& a );sc_signed_subref†& operator= ( const sc_unsigned_subref_r†& a );sc_signed_subref†& operator= ( const sc_unsigned& a );sc_signed_subref†& operator= ( const char* a );sc_signed_subref†& operator= ( unsigned long a );sc_signed_subref†& operator= ( long a );sc_signed_subref†& operator= ( unsigned int a );sc_signed_subref†& operator= ( int a );sc_signed_subref†& operator= ( uint64 a );sc_signed_subref†& operator= ( int64 a );sc_signed_subref†& operator= ( double a );sc_signed_subref†& operator= ( const sc_int_base& a );sc_signed_subref†& operator= ( const sc_uint_base& a );
 // Other methodsvoid scan( std::istream& is = std::cin );
 private:// Disabledsc_signed_subref†();
 };
 // --------------------------------------------------------------
 class sc_unsigned_subref_r† : public sc_value_base†
 {friend class sc_signed;friend class sc_unsigned;
 public:// Copy constructorsc_unsigned_subref_r†( const sc_unsigned_subref_r†& a );
 // Destructorvirtual ~sc_unsigned_subref_r†();
 // Capacityint length() const;
 // Implicit conversion to sc_unsignedoperator sc_unsigned () const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;
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 unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
 protected:sc_unsigned_subref_r†();
 private:// Disabledsc_unsigned_subref_r& operator= ( const sc_unsigned_subref_r†& );
 };
 // --------------------------------------------------------------
 class sc_unsigned_subref†
 : public sc_unsigned_subref_r†
 {friend class sc_unsigned;
 public:// Copy constructorsc_unsigned_subref†( const sc_unsigned_subref†& a );
 // Assignment operatorssc_unsigned_subref†& operator= ( const sc_unsigned_subref_r†& a );sc_unsigned_subref†& operator= ( const sc_unsigned_subref†& a );sc_unsigned_subref†& operator= ( const sc_unsigned& a );template<class T>sc_unsigned_subref†& operator= ( const sc_generic_base<T>& a );sc_unsigned_subref†& operator= ( const sc_signed_subref_r& a );sc_unsigned_subref†& operator= ( const sc_signed& a );sc_unsigned_subref†& operator= ( const char* a );sc_unsigned_subref†& operator= ( unsigned long a );sc_unsigned_subref†& operator= ( long a );sc_unsigned_subref†& operator= ( unsigned int a );sc_unsigned_subref†& operator= ( int a );sc_unsigned_subref†& operator= ( uint64 a );sc_unsigned_subref†& operator= ( int64 a );
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 sc_unsigned_subref†& operator= ( double a );sc_unsigned_subref†& operator= ( const sc_int_base& a );sc_unsigned_subref†& operator= ( const sc_uint_base& a );
 // Other methodsvoid scan( std::istream& is = std::cin );
 protected:sc_unsigned_subref†();
 };
 } // namespace sc_dt
 7.6.8.3 Constraints on usage
 Integer part-select objects shall only be created using the part-select operators of an sc_signed orsc_unsigned object (or an instance of a class derived from sc_signed or sc_unsigned), as described in 7.2.6.
 An application shall not explicitly create an instance of any integer part-select class.
 An application should not declare a reference or pointer to any integer part-select object.
 It is strongly recommended that an application avoid the use of a part-select as the return type of a functionbecause the lifetime of the object to which the part-select refers may not extend beyond the function returnstatement.
 Example:
 sc_dt::sc_signed_subref get_byte(sc_signed s, int pos) { return s(pos+7,pos); // Unsafe: returned part-select references local variable
 }
 NOTE—The left-hand index of a finite-precision integer part-select may be less than the right-hand index. The bit orderin the part-select is then the reverse of that in the original integer.
 7.6.8.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to lvalue integer part-selects. If the size of a data type or string literal operand differsfrom the integer part-select word length, truncation, zero-extension, or sign-extension shall be used, asdescribed in 7.2.1.
 Assignment operators for rvalue integer part-selects shall be declared as private to prevent their use by anapplication.
 7.6.8.5 Implicit type conversion
 sc_signed_subref_r†:: operator sc_unsigned () const;sc_unsigned_subref_r†:: operator sc_unsigned () const;
 operator sc_unsigned can be used for implicit type conversion from integer part-selects tosc_unsigned.
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 NOTE—These operators are used by the output stream operator and by member functions of other data typeclasses that are not explicitly overloaded for finite-precision integer part-selects.
 7.6.8.6 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const; const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 Member function to_string shall perform a conversion to an std::string representation, as describedin 7.2.11. Calling the to_string function with a single argument is equivalent to calling the to_stringfunction with two arguments, where the second argument is true. Calling the to_string functionwith no arguments is equivalent to calling the to_string function with two arguments where the firstargument is SC_DEC and the second argument is true.
 7.6.8.7 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the values of the bits referenced by an lvalue part-select by readingthe next formatted character string from the specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the values of the bits referenced by the part-select to the specifiedoutput stream (see 7.2.10).
 int length() const;
 Member function length shall return the word length of the part-select (see 7.2.4).
 7.7 Integer concatenations
 7.7.1 Description
 Class sc_concatref† represents a concatenation of bits from one or more objects whose concatenation basetypes are SystemC integers.
 7.7.2 Class definition
 namespace sc_dt {
 class sc_concatref† : public sc_generic_base<sc_concatref†>, public sc_value_base†
 {public:
 // Destructorvirtual ~sc_concatref†();
 // Capacityunsigned int length() const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;
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 unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const; double to_double() const;void to_sc_signed( sc_signed& target ) const;void to_sc_unsigned( sc_unsigned& target ) const;
 // Implicit conversionsoperator uint64() const; operator const sc_unsigned&() const;
 // Unary operatorssc_unsigned operator+ () const;sc_unsigned operator- () const;sc_unsigned operator~ () const;
 // Explicit conversion to character stringconst std::string to_string( sc_numrep numrep = SC_DEC ) const;const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 // Assignment operatorsconst sc_concatref†& operator= ( int v );const sc_concatref†& operator= ( unsigned int v );const sc_concatref†& operator= ( long v );const sc_concatref†& operator= ( unsigned long v );const sc_concatref†& operator= ( int64 v );const sc_concatref†& operator= ( uint64 v );const sc_concatref†& operator= ( const sc_concatref†& v );const sc_concatref†& operator= ( const sc_signed& v );const sc_concatref†& operator= ( const sc_unsigned& v );const sc_concatref†& operator= ( const char* v_p );const sc_concatref†& operator= ( const sc_bv_base& v );const sc_concatref†& operator= ( const sc_lv_base& v );
 // Reduce methodsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is );
 private:sc_concatref†( const sc_concatref†& );~sc_concatref†();
 };
 sc_concatref†& concat( sc_value_base†& a , sc_value_base†& b );const sc_concatref†& concat( const sc_value_base†& a , const sc_value_base†& b );const sc_concatref†& concat( const sc_value_base†& a, bool b );
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 const sc_concatref†& concat( bool a , const sc_value_base†& b );sc_concatref†& operator, ( sc_value_base†& a , sc_value_base†& b );const sc_concatref†& operator, ( const sc_value_base†& a , const sc_value_base†& b );const sc_concatref†& operator, ( const sc_value_base†& a , bool b ); const sc_concatref†& operator, ( bool a , const sc_value_base†& b );
 } // namespace sc_dt
 7.7.3 Constraints on usage
 Integer concatenation objects shall only be created using the concat function (or operator,) according to therules in 7.2.7.
 At least one of the concatenation arguments shall be an object with a SystemC integer concatenation basetype, that is, an instance of a class derived directly or indirectly from class sc_value_base†.
 A single concatenation argument (that is, one of the two arguments to the concat function or operator,) maybe a bool value, a reference to a sc_core::sc_signal<bool,WRITER_POLICY> channel, or a reference to asc_core::sc_in<bool>, sc_core::sc_inout<bool>, or sc_core::sc_out<bool> port.
 An application shall not explicitly create an instance of any integer concatenation class. An application shallnot implicitly create an instance of any integer concatenation class by using it as a function argument or as afunction return value.
 An application should not declare a reference or pointer to any integer concatenation object.
 7.7.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to lvalue integer concatenations. If the size of a data type or string literal operanddiffers from the integer concatenation word length, truncation, zero-extension, or sign-extension shall beused, as described in 7.2.1.
 Assignment operators for rvalue integer concatenations shall not be called by an application.
 7.7.5 Implicit type conversion
 operator uint64 () const; operator const sc_unsigned& () const;
 Operators uint64 and sc_unsigned shall provide implicit unsigned type conversion from an integerconcatenation to a native C++ unsigned integer having exactly 64 bits or a an sc_unsigned objectwith a length equal to the total number of bits contained within the objects referenced by theconcatenation.
 NOTE—Enables the use of standard C++ and SystemC bitwise logical and arithmetic operators with integerconcatenation objects.
 7.7.6 Explicit type conversion
 const std::string to_string( sc_numrep numrep = SC_DEC ) const; const std::string to_string( sc_numrep numrep , bool w_prefix ) const;
 Member function to_string shall convert the object to an std::string representation, as described in7.2.11. Calling the to_string function with a single argument is equivalent to calling the to_stringfunction with two arguments, where the second argument is true. Calling the to_string function with
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 no arguments is equivalent to calling the to_string function with two arguments, where the firstargument is SC_DEC and the second argument is true.
 7.7.7 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the values of the bits referenced by an lvalue concatenation byreading the next formatted character string from the specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the values of the bits referenced by the concatenation to thespecified output stream (see 7.2.10).
 int length() const;
 Member function length shall return the word length of the concatenation (see 7.2.4).
 7.8 Generic base proxy class
 7.8.1 Description
 Class template sc_generic_base provides a common proxy base class for application-defined data types thatare required to be converted to a SystemC integer.
 7.8.2 Class definition
 namespace sc_dt {
 template< class T >class sc_generic_base {
 public:inline const T* operator-> () const;inline T* operator-> ();
 };
 } // namespace sc_dt
 7.8.3 Constraints on usage
 An application shall not explicitly create an instance of sc_generic_base.
 Any application-defined type derived from sc_generic_base shall provide the following public constmember functions:
 int length() const;
 Member function length shall return the number of bits required to hold the integer value.
 uint64 to_uint64() const;
 Member function to_uint64 shall return the value as a native C++ unsigned integer having exactly64 bits.
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 int64 to_int64() const;
 Member function to_int64 shall return the value as a native C++ signed integer having exactly 64bits.
 void to_sc_unsigned( sc_unsigned& ) const;
 Member function to_sc_unsigned shall return the value as an unsigned integer using thesc_unsigned argument passed by reference.
 void to_sc_signed( sc_signed& ) const;
 Member function to_sc_signed shall return the value as a signed integer using the sc_signedargument passed by reference.
 7.9 Logic and vector types
 7.9.1 Type definitions
 The following enumerated type definition is used by the logic and vector type classes. Its literal valuesrepresent (in numerical order) the four possible logic states: logic 0, logic 1, high-impedance, and unknown,respectively. This type is not intended to be used directly by an application, which should instead use thecharacter literals '0', '1', 'Z', and 'X' to represent the logic states, or the application may use the constantsSC_LOGIC_0, SC_LOGIC_1, SC_LOGIC_Z, and SC_LOGIC_X in contexts where the character literalswould be ambiguous.
 namespace sc_dt {
 enum sc_logic_value_t{
 Log_0 = 0,Log_1,Log_Z,Log_X
 };
 } // namespace sc_dt
 7.9.2 sc_logic
 7.9.2.1 Description
 Class sc_logic represents a single bit with a value corresponding to any one of the four logic states.Applications should use the character literals '0', '1', 'Z', and 'X' to represent the states logic 0, logic 1, high-impedance, and unknown, respectively. The lowercase character literals 'z' and 'x' are acceptablealternatives to 'Z' and 'X', respectively. Any other character used as an sc_logic literal shall be interpreted asthe unknown state.
 The C++ bool values false and true may be used as arguments to sc_logic constructors and operators. Theyshall be interpreted as logic 0 and logic 1, respectively.
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 Logic operations shall be permitted for sc_logic values following the truth tables shown in Table 16,Table 17, Table 18, and Table 19.
 Table 16—sc_logic AND truth table
 '0' '1' 'Z' 'X'
 '0' '0' '0' '0' '0'
 '1' '0' '1' 'X' 'X'
 'Z' '0' 'X' 'X' 'X'
 'X' '0' 'X' 'X' 'X'
 Table 17—sc_logic OR truth table
 '0' '1' 'Z' 'X'
 '0' '0' '1' 'X' 'X'
 '1' '1' '1' '1' '1'
 'Z' 'X' '1' 'X' 'X'
 'X' 'X' '1' 'X' 'X'
 Table 18—sc_logic exclusive or truth table
 '0' '1' 'Z' 'X'
 '0' '0' '1' 'X' 'X'
 '1' '1' '0' 'X' 'X'
 'Z' 'X' 'X' 'X' 'X'
 'X' 'X' 'X' 'X' 'X'
 Table 19—sc_logic complement truth table
 '0' '1' 'Z' 'X'
 '1' '0' 'X' 'X'
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 7.9.2.2 Class definition
 namespace sc_dt {
 class sc_logic{
 public:// Constructorssc_logic();sc_logic( const sc_logic& a );sc_logic( sc_logic_value_t v );explicit sc_logic( bool a );explicit sc_logic( char a );explicit sc_logic( int a );
 // Destructor~sc_logic();
 // Assignment operatorssc_logic& operator= ( const sc_logic& a );sc_logic& operator= ( sc_logic_value_t v );sc_logic& operator= ( bool a );sc_logic& operator= ( char a );sc_logic& operator= ( int a );
 // Explicit conversionssc_logic_value_t value() const;char to_char() const;bool to_bool() const;bool is_01() const;
 void print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
 private:// Disabledexplicit sc_logic( const char* );sc_logic& operator= ( const char* );
 };
 } // namespace sc_dt
 7.9.2.3 Constraints on usage
 An integer argument to an sc_logic constructor or operator shall be equivalent to the correspondingsc_logic_value_t enumerated value. It shall be an error if any such integer argument is outside the range 0 to3.
 A literal value assigned to an sc_logic object or used to initialize an sc_logic object may be a character literalbut not a string literal.
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 7.9.2.4 Constructors
 sc_logic();
 Default constructor sc_logic shall create an sc_logic object with a value of unknown.
 sc_logic( const sc_logic& a );sc_logic( sc_logic_value_t v );explicit sc_logic( bool a );explicit sc_logic( char a );explicit sc_logic( int a );
 Constructor sc_logic shall create an sc_logic object with the value specified by the argument.
 7.9.2.5 Explicit type conversion
 sc_logic_value_t value() const;
 Member function value shall convert the sc_logic value to the sc_logic_value_t equivalent.
 char to_char() const;
 Member function to_char shall convert the sc_logic value to the char equivalent.
 bool to_bool() const;
 Member function to_bool shall convert the sc_logic value to false or true. It shall be an error to callthis function if the sc_logic value is not logic 0 or logic 1.
 bool is_01() const;
 Member function is_01 shall return true if the sc_logic value is logic 0 or logic 1; otherwise, thereturn value shall be false.
 7.9.2.6 Bitwise and comparison operators
 The operations specified in Table 20 shall be permitted. The following applies:
 — L represents an object of type sc_logic.
 — n represents an object of type int, sc_logic, sc_logic_value_t, bool, char, or int.
 NOTE—An implementation is required to supply overloaded operators on sc_logic objects to satisfy the requirements ofthis subclause. It is unspecified whether these operators are members of sc_logic, global operators, or provided in someother way.
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 7.9.2.7 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next non-white-space character from thespecified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as the character literal '0', '1', 'X', or 'Z' to the specifiedoutput stream (see 7.2.10).
 7.9.2.8 sc_logic constant definitions
 A constant of type sc_logic shall be defined for each of the four possible sc_logic_value_t states. Theseconstants should be used by applications to assign values to, or compare values with, other sc_logic objects,particularly in those cases where an implicit conversion from a C++ char value would be ambiguous.
 namespace sc_dt {
 const sc_logic SC_LOGIC_0( Log_0 );const sc_logic SC_LOGIC_1( Log_1 );const sc_logic SC_LOGIC_Z( Log_Z );const sc_logic SC_LOGIC_X( Log_X );
 Table 20—sc_logic bitwise and comparison operations
 Expression Return type Operation
 ~L const sc_logic sc_logic bitwise complement
 L & n const sc_logic sc_logic bitwise and
 n & L const sc_logic sc_logic bitwise and
 L &= n sc_logic& sc_logic assign bitwise and
 L | n const sc_logic sc_logic bitwise or
 n | L const sc_logic sc_logic bitwise or
 L |= n sc_logic& sc_logic assign bitwise or
 L ^ n const sc_logic sc_logic bitwise exclusive or
 n^ L const sc_logic sc_logic bitwise exclusive or
 L ^= n sc_logic& sc_logic assign bitwise exclusive or
 L == n bool test equal
 n == L bool test equal
 L != n bool test not equal
 n != L bool test not equal
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 } // namespace sc_dt
 Example:
 sc_core::sc_signal<sc_logic> A;A = '0'; // Error: ambiguous conversionA = static_cast<sc_logic>('0'); // Correct but not recommendedA = SC_LOGIC_0; // Recommended representation of logic 0
 7.9.3 sc_bv_base
 7.9.3.1 Description
 Class sc_bv_base represents a finite word-length bit vector. It can be treated as an array of bool or as anarray of sc_logic_value_t (with the restriction that only the states logic 0 and logic 1 are legal). The wordlength shall be specified by a constructor argument or, by default, by the length context object currently inscope. The word length of an sc_bv_base object shall be fixed during instantiation and shall notsubsequently be changed.
 sc_bv_base is the base class for the sc_bv class template.
 7.9.3.2 Class definition
 namespace sc_dt {
 class sc_bv_base{
 friend class sc_lv_base;
 public:// Constructorsexplicit sc_bv_base( int nb = sc_length_param().len() );explicit sc_bv_base( bool a, int nb = sc_length_param().len() );sc_bv_base( const char* a );sc_bv_base( const char* a , int nb );template <class X>sc_bv_base( const sc_subref_r†<X>& a );template <class T1, class T2>sc_bv_base( const sc_concref_r†<T1,T2>& a );sc_bv_base( const sc_lv_base& a );sc_bv_base( const sc_bv_base& a );
 // Destructorvirtual ~sc_bv_base();
 // Assignment operatorstemplate <class X>sc_bv_base& operator= ( const sc_subref_r†<X>& a );template <class T1, class T2>sc_bv_base& operator= ( const sc_concref_r†<T1,T2>& a );sc_bv_base& operator= ( const sc_bv_base& a );sc_bv_base& operator= ( const sc_lv_base& a );sc_bv_base& operator= ( const char* a );
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 sc_bv_base& operator= ( const bool* a );sc_bv_base& operator= ( const sc_logic* a );sc_bv_base& operator= ( const sc_unsigned& a );sc_bv_base& operator= ( const sc_signed& a );sc_bv_base& operator= ( const sc_uint_base& a );sc_bv_base& operator= ( const sc_int_base& a );sc_bv_base& operator= ( unsigned long a );sc_bv_base& operator= ( long a );sc_bv_base& operator= ( unsigned int a );sc_bv_base& operator= ( int a );sc_bv_base& operator= ( uint64 a );sc_bv_base& operator= ( int64 a );
 // Bitwise rotationssc_bv_base& lrotate( int n );sc_bv_base& rrotate( int n );
 // Bitwise reversesc_bv_base& reverse();
 // Bit selectionsc_bitref†<sc_bv_base> operator[] ( int i );sc_bitref_r†<sc_bv_base> operator[] ( int i ) const;
 // Part selectionsc_subref†<sc_bv_base> operator() ( int hi , int lo );sc_subref_r†<sc_bv_base> operator() ( int hi , int lo ) const;
 sc_subref†<sc_bv_base> range( int hi , int lo );sc_subref_r†<sc_bv_base> range( int hi , int lo ) const;
 // Reduce functionssc_logic_value_t and_reduce() const;sc_logic_value_t nand_reduce() const;sc_logic_value_t or_reduce() const;sc_logic_value_t nor_reduce() const;sc_logic_value_t xor_reduce() const;sc_logic_value_t xnor_reduce() const;
 // Common methodsint length() const;
 // Explicit conversions to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;
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 bool is_01() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
 };
 } // namespace sc_dt
 7.9.3.3 Constraints on usage
 Attempting to assign the sc_logic_value_t values high-impedance or unknown to any element of ansc_bv_base object shall be an error.
 The result of assigning an array of bool or an array of sc_logic to an sc_bv_base object having a greaterword length than the number of array elements is undefined.
 7.9.3.4 Constructors
 explicit sc_bv_base( int nb = sc_length_param().len() );
 Default constructor sc_bv_base shall create an sc_bv_base object of word length specified by nband shall set the initial value of each element to logic 0. This is the default constructor when nb isnot specified (in which case its value is set by the current length context).
 explicit sc_bv_base( bool a , int nb = sc_length_param().len() );
 Constructor sc_bv_base shall create an sc_bv_base object of word length specified by nb. If nb isnot specified, the length shall be set by the current length context. The constructor shall set the initialvalue of each element to the value of a.
 sc_bv_base( const char* a );
 Constructor sc_bv_base shall create an sc_bv_base object with an initial value set by the string a.The word length shall be set to the number of characters in the string.
 sc_bv_base( const char* a , int nb );
 Constructor sc_bv_base shall create an sc_bv_base object with an initial value set by the string andword length nb. If the number of characters in the string does not match the value of nb, the initialvalue shall be truncated or zero extended to match the word length.
 template <class X> sc_bv_base( const sc_subref_r†<X>& a );template <class T1, class T2> sc_bv_base( const sc_concref_r†<T1,T2>& a );sc_bv_base( const sc_lv_base& a );sc_bv_base( const sc_bv_base& a );
 Constructor sc_bv_base shall create an sc_bv_base object with the same word length and value asa.
 NOTE—An implementation may provide a different set of constructors to create an sc_bv_base object from ansc_subref_r†<T>, sc_concref_r†<T1,T2>, or sc_lv_base object, for example, by providing a class template that is usedas a common base class for all these types.
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 7.9.3.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_bv_base, using truncation or zero-extension, as described in 7.2.1.
 7.9.3.6 Explicit type conversion
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 Member function to_string shall perform the conversion to an std::string representation, asdescribed in 7.2.11. Calling the to_string function with a single argument is equivalent to calling theto_string function with two arguments, where the second argument is true.
 Calling the to_string function with no arguments shall create a binary string with a single '1' or '0'corresponding to each bit. This string shall not be prefixed by "0b" or a leading zero.
 Example:
 sc_bv_base B(4); // 4-bit vectorB = "0xf"; // Each bit set to logic 1std::string S1 = B.to_string(SC_BIN,false); // The contents of S1 will be the string "01111"std::string S2 = B.to_string(SC_BIN); // The contents of S2 will be the string "0b01111"std::string S3 = B.to_string(); // The contents of S3 will be the string "1111"
 bool is_01() const;
 Member function is_01 shall always return true since an sc_bv_base object can only containelements with a value of logic 0 or logic 1.
 Member functions that return the integer equivalent of the bit representation shall be provided tosatisfy the requirements of 7.2.9.
 7.9.3.7 Bitwise and comparison operators
 Operations specified in Table 21 and Table 22 are permitted. The following applies:
 — B represents an object of type sc_bv_base.
 — Vi represents an object of logic vector type sc_bv_base, sc_lv_base, sc_subref_r†<T>, orsc_concref_r†<T1,T2> or integer type int, long, unsigned int, unsigned long, sc_signed,sc_unsigned, sc_int_base, or sc_uint_base.
 — i represents an object of integer type int.
 — A represents an array object with elements of type char, bool, or sc_logic.
 The operands may also be of any other class that is derived from those just given.
 Binary bitwise operators shall return a result with a word length that is equal to the word length of thelongest operand.
 The left shift operator shall return a result with a word length that is equal to the word length of itssc_bv_base operand plus the right (integer) operand. Bits added on the right-hand side of the result shall beset to zero.
 The right shift operator returns a result with a word length that is equal to the word length of its sc_bv_baseoperand. Bits added on the left-hand side of the result shall be set to zero.

Page 290
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 266Copyright © 2012 IEEE. All rights reserved.
 It is an error if the right operand of a shift operator is negative.sc_bv_base& lrotate( int n );
 Member function lrotate shall rotate an sc_bv_base object n places to the left.
 Table 21—sc_bv_base bitwise operations
 Expression Return type Operation
 B & Vi const sc_lv_base sc_bv_base bitwise and
 Vi & B const sc_lv_base sc_bv_base bitwise and
 B & A const sc_lv_base sc_bv_base bitwise and
 A & B const sc_lv_base sc_bv_base bitwise and
 B &= Vi sc_bv_base& sc_bv_base assign bitwise and
 B &= A sc_bv_base& sc_bv_base assign bitwise and
 B | Vi const sc_lv_base sc_bv_base bitwise or
 Vi | B const sc_lv_base sc_bv_base bitwise or
 B | A const sc_lv_base sc_bv_base bitwise or
 A | B const sc_lv_base sc_bv_base bitwise or
 B |= Vi sc_bv_base& sc_bv_base assign bitwise or
 B |= A sc_bv_base& sc_bv_base assign bitwise or
 B ^ Vi const sc_lv_base sc_bv_base bitwise exclusive or
 Vi ^ B const sc_lv_base sc_bv_base bitwise exclusive or
 B ^ A const sc_lv_base sc_bv_base bitwise exclusive or
 A ^ B const sc_lv_base sc_bv_base bitwise exclusive or
 B ^= Vi sc_bv_base& sc_bv_base assign bitwise exclusive or
 B ^= A sc_bv_base& sc_bv_base assign bitwise exclusive or
 B << i const sc_lv_base sc_bv_base left-shift
 B <<= i sc_bv_base& sc_bv_base assign left-shift
 B >> i const sc_lv_base sc_bv_base right-shift
 B >>= i sc_bv_base& sc_bv_base assign right-shift
 ~B const sc_lv_base sc_bv_base bitwise complement
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 sc_bv_base& rrotate( int n );
 Member function rrotate shall rotate an sc_bv_base object n places to the right.
 sc_bv_base& reverse();
 Member function reverse shall reverse the bit order in an sc_bv_base object.
 NOTE—An implementation is required to supply overloaded operators on sc_bv_base objects to satisfy therequirements of this subclause. It is unspecified whether these operators are members of sc_bv_base, global operators,or provided in some other way.
 7.9.3.8 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next formatted character string from thespecified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as a formatted character string to the specified outputstream (see 7.2.10).
 int length() const;
 Member function length shall return the word length (see 7.2.4).
 7.9.4 sc_lv_base
 7.9.4.1 Description
 Class sc_lv_base represents a finite word-length bit vector. It can be treated as an array of sc_logic_value_tvalues. The word length shall be specified by a constructor argument or, by default, by the length contextobject currently in scope. The word length of an sc_lv_base object shall be fixed during instantiation andshall not subsequently be changed.
 sc_lv_base is the base class for the sc_lv class template.
 7.9.4.2 Class definition
 namespace sc_dt {
 class sc_lv_base
 Table 22—sc_bv_base comparison operations
 Expression Return type Operation
 B == Vi bool test equal
 Vi == B bool test equal
 B == A bool test equal
 A == B bool test equal
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 {friend class sc_bv_base;
 public:// Constructorsexplicit sc_lv_base( int length_ = sc_length_param().len() );explicit sc_lv_base( const sc_logic& a, int length_ = sc_length_param().len() );sc_lv_base( const char* a );sc_lv_base( const char* a , int length_ );template <class X>sc_lv_base( const sc_subref_r†<X>& a );template <class T1, class T2>sc_lv_base( const sc_concref_r†<T1,T2>& a );sc_lv_base( const sc_bv_base& a );sc_lv_base( const sc_lv_base& a );
 // Destructorvirtual ~sc_lv_base();
 // Assignment operatorstemplate <class X>sc_lv_base& operator= ( const sc_subref_r†<X>& a );template <class T1, class T2>sc_lv_base& operator= ( const sc_concref_r†<T1,T2>& a );sc_lv_base& operator= ( const sc_bv_base& a );sc_lv_base& operator= ( const sc_lv_base& a );sc_lv_base& operator= ( const char* a );sc_lv_base& operator= ( const bool* a );sc_lv_base& operator= ( const sc_logic* a );sc_lv_base& operator= ( const sc_unsigned& a );sc_lv_base& operator= ( const sc_signed& a );sc_lv_base& operator= ( const sc_uint_base& a );sc_lv_base& operator= ( const sc_int_base& a );sc_lv_base& operator= ( unsigned long a );sc_lv_base& operator= ( long a );sc_lv_base& operator= ( unsigned int a );sc_lv_base& operator= ( int a );sc_lv_base& operator= ( uint64 a );sc_lv_base& operator= ( int64 a );
 // Bitwise rotationssc_lv_base& lrotate( int n );sc_lv_base& rrotate( int n );
 // Bitwise reversesc_lv_base& reverse();
 // Bit selectionsc_bitref†<sc_bv_base> operator[] ( int i );sc_bitref_r†<sc_bv_base> operator[] ( int i ) const;
 // Part selectionsc_subref†<sc_lv_base> operator() ( int hi , int lo );sc_subref_r†<sc_lv_base> operator() ( int hi , int lo ) const;
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 sc_subref†<sc_lv_base> range( int h i, int lo );sc_subref_r†<sc_lv_base> range( int hi , int lo ) const;
 // Reduce functionssc_logic_value_t and_reduce() const;sc_logic_value_t nand_reduce() const;sc_logic_value_t or_reduce() const;sc_logic_value_t nor_reduce() const;sc_logic_value_t xor_reduce() const;sc_logic_value_t xnor_reduce() const;
 // Common methodsint length() const;
 // Explicit conversions to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;bool is_01() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;void scan( std::istream& is = std::cin );
 };
 } // namespace sc_dt
 7.9.4.3 Constraints on usage
 The result of assigning an array of bool or an array of sc_logic to an sc_lv_base object having a greater wordlength than the number of array elements is undefined.
 7.9.4.4 Constructors
 explicit sc_lv_base( int nb = sc_length_param().len() );
 Constructor sc_lv_base shall create an sc_lv_base object of word length specified by nb and shallset the initial value of each element to logic 0. This is the default constructor when nb is notspecified (in which case its value shall be set by the current length context).
 explicit sc_lv_base( bool a, int nb = sc_length_param().len() );
 Constructor sc_lv_base shall create an sc_lv_base object of word length specified by nb and shallset the initial value of each element to the value of a. If nb is not specified, the length shall be set bythe current length context.
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 sc_lv_base( const char* a );
 Constructor sc_lv_base shall create an sc_lv_base object with an initial value set by the string literala. The word length shall be set to the number of characters in the string literal.
 sc_lv_base( const char* a , int nb );
 Constructor sc_lv_base shall create an sc_lv_base object with an initial value set by the string literaland word length nb. If the number of characters in the string literal does not match the value of nb,the initial value shall be truncated or zero extended to match the word length.
 template <class X> sc_lv_base( const sc_subref_r†<X>& a );template <class T1, class T2> sc_lv_base( const sc_concref_r†<T1,T2>& a );
 sc_lv_base( const sc_bv_base& a );
 Constructor sc_lv_base shall create an sc_lv_base object with the same word length and value as a.
 sc_lv_base( const sc_lv_base& a );
 Constructor sc_lv_base shall create an sc_lv_base object with the same word length and value as a.
 NOTE—An implementation may provide a different set of constructors to create an sc_lv_base object from ansc_subref_r†<T>, sc_concref_r†, or sc_bv_base object, for example, by providing a class template that is used as acommon base class for all these types.
 7.9.4.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_lv_base, using truncation or zero-extension, as described in 7.2.1.
 7.9.4.6 Explicit type conversion
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 Member function to_string shall perform a conversion to an std::string representation, as describedin 7.2.11. Calling the to_string function with a single argument is equivalent to calling the to_stringfunction with two arguments, where the second argument is true. Attempting to call the single ordouble argument to_string function for an sc_lv_base object with one or more elements set to thehigh-impedance or unknown state shall be an error.
 Calling the to_string function with no arguments shall create a logic value string with a single '1','0', 'Z', or 'X' corresponding to each bit. This string shall not be prefixed by "0b" or a leading zero.
 Example:
 sc_lv_base L(4); // 4-bit vectorL = "0xf"; // Each bit set to logic 1std::string S1 = L.to_string(SC_BIN,false); // The contents of S1 will be the string "01111"std::string S2 = L.to_string(SC_BIN); // The contents of S2 will be the string "0b01111"std::string S3 = L.to_string(); // The contents of S3 will be the string "1111"
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 bool is_01() const;
 Member function is_01 shall return true only when every element of an sc_lv_base object has avalue of logic 0 or logic 1. If any element has the value high-impedance or unknown, it shall returnfalse.
 Member functions that return the integer equivalent of the bit representation shall be provided tosatisfy the requirements of 7.2.9. Calling any such integer conversion function for an object havingone or more bits set to the high-impedance or unknown state shall be an error.
 7.9.4.7 Bitwise and comparison operators
 Operations specified in Table 23 and Table 24 are permitted. The following applies:
 — L represents an object of type sc_lv_base.
 — Vi represents an object of logic vector type sc_bv_base, sc_lv_base, sc_subref_r†<T>, orsc_concref_r†<T1,T2>, or integer type int, long, unsigned int, unsigned long, sc_signed,sc_unsigned, sc_int_base, or sc_uint_base.
 — i represents an object of integer type int.
 — A represents an array object with elements of type char, bool, or sc_logic.
 The operands may also be of any other class that is derived from those just given.
 Binary bitwise operators shall return a result with a word length that is equal to the word length of thelongest operand.
 The left shift operator shall return a result with a word length that is equal to the word length of itssc_lv_base operand plus the right (integer) operand. Bits added on the right-hand side of the result shall beset to zero.
 The right shift operator shall return a result with a word length that is equal to the word length of itssc_lv_base operand. Bits added on the left-hand side of the result shall be set to zero.
 It is an error if the right operand of a shift operator is negative.sc_lv_base& lrotate( int n );
 Member function lrotate shall rotate an sc_lv_base object n places to the left.
 sc_lv_base& rrotate( int n );
 Member function rrotate shall rotate an sc_lv_base object n places to the right.
 sc_lv_base& reverse();
 Member function reverse shall reverse the bit order in an sc_lv_base object.
 NOTE—An implementation is required to supply overloaded operators on sc_lv_base objects to satisfy therequirements of this subclause. It is unspecified whether these operators are members of sc_lv_base, global operators, orprovided in some other way.
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 Table 23—sc_lv_base bitwise operations
 Expression Return type Operation
 L & Vi const sc_lv_base sc_lv_base bitwise and
 Vi & L const sc_lv_base sc_lv_base bitwise and
 L & A const sc_lv_base sc_lv_base bitwise and
 A & L const sc_lv_base sc_lv_base bitwise and
 L &= Vi sc_lv_base& sc_lv_base assign bitwise and
 L &= A sc_lv_base& sc_lv_base assign bitwise and
 L | Vi const sc_lv_base sc_lv_base bitwise or
 Vi | L const sc_lv_base sc_lv_base bitwise or
 L | A const sc_lv_base sc_lv_base bitwise or
 A | L const sc_lv_base sc_lv_base bitwise or
 L |= Vi sc_lv_base& sc_lv_base assign bitwise or
 L |= A sc_lv_base& sc_lv_base assign bitwise or
 L ^ Vi const sc_lv_base sc_lv_base bitwise exclusive or
 Vi ^ L const sc_lv_base sc_lv_base bitwise exclusive or
 L ^ A const sc_lv_base sc_lv_base bitwise exclusive or
 A ^ L const sc_lv_base sc_lv_base bitwise exclusive or
 L ^= Vi sc_lv_base& sc_lv_base assign bitwise exclusive or
 L ^= A sc_lv_base& sc_lv_base assign bitwise exclusive or
 L << i const sc_lv_base sc_lv_base left-shift
 L <<= i sc_lv_base& sc_lv_base assign left-shift
 L >> i const sc_lv_base sc_lv_base right-shift
 L >>= i sc_lv_base& sc_lv_base assign right-shift
 ~L const sc_lv_base sc_lv_base bitwise complement
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 7.9.4.8 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value by reading the next formatted character string from thespecified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall write the value as a formatted character string to the specified outputstream (see 7.2.10).
 int length() const;
 Member function length shall return the word length (see 7.2.4).
 7.9.5 sc_bv
 7.9.5.1 Description
 Class template sc_bv represents a finite word-length bit vector. It can be treated as an array of bool or as anarray of sc_logic_value_t values (with the restriction that only the states logic 0 and logic 1 are legal). Theword length shall be specified by a template argument.
 Any public member functions of the base class sc_bv_base that are overridden in class sc_bv shall have thesame behavior in the two classes. Any public member functions of the base class not overridden in this wayshall be publicly inherited by class sc_bv.
 7.9.5.2 Class definition
 namespace sc_dt {
 template <int W>class sc_bv: public sc_bv_base{
 public:// Constructorssc_bv();explicit sc_bv( bool init_value );explicit sc_bv( char init_value );sc_bv( const char* a );
 Table 24—sc_lv_base comparison operations
 Expression Return type Operation
 L == Vi bool test equal
 Vi == L bool test equal
 L == A bool test equal
 A == L bool test equal
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 sc_bv( const bool* a );sc_bv( const sc_logic* a );sc_bv( const sc_unsigned& a );sc_bv( const sc_signed& a );sc_bv( const sc_uint_base& a );sc_bv( const sc_int_base& a );sc_bv( unsigned long a );sc_bv( long a );sc_bv( unsigned int a );sc_bv( int a );sc_bv( uint64 a );sc_bv( int64 a );template <class X>sc_bv( const sc_subref_r†<X>& a );template <class T1, class T2>sc_bv( const sc_concref_r†<T1,T2>& a );sc_bv( const sc_bv_base& a );sc_bv( const sc_lv_base& a );sc_bv( const sc_bv<W>& a );
 // Assignment operatorstemplate <class X>sc_bv<W>& operator= ( const sc_subref_r†<X>& a );template <class T1, class T2>sc_bv<W>& operator= ( const sc_concref_r†<T1,T2>& a );sc_bv<W>& operator= ( const sc_bv_base& a );sc_bv<W>& operator= ( const sc_lv_base& a );sc_bv<W>& operator= ( const sc_bv<W>& a );sc_bv<W>& operator= ( const char* a );sc_bv<W>& operator= ( const bool* a );sc_bv<W>& operator= ( const sc_logic* a );sc_bv<W>& operator= ( const sc_unsigned& a );sc_bv<W>& operator= ( const sc_signed& a );sc_bv<W>& operator= ( const sc_uint_base& a );sc_bv<W>& operator= ( const sc_int_base& a );sc_bv<W>& operator= ( unsigned long a );sc_bv<W>& operator= ( long a );sc_bv<W>& operator= ( unsigned int a );sc_bv<W>& operator= ( int a );sc_bv<W>& operator= ( uint64 a );sc_bv<W>& operator= ( int64 a );
 };
 } // namespace sc_dt
 7.9.5.3 Constraints on usage
 Attempting to assign the sc_logic_value_t values high-impedance or unknown to any element of an sc_bvobject shall be an error.
 The result of assigning an array of bool or an array of sc_logic to an sc_bv object having a greater wordlength than the number of array elements is undefined.

Page 299
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 275Copyright © 2012 IEEE. All rights reserved.
 7.9.5.4 Constructors
 sc_bv();
 The default constructor sc_bv shall create an sc_bv object of word length specified by the templateargument W, and it shall set the initial value of every element to logic 0.
 The other constructors shall create an sc_bv object of word length specified by the template argument Wand value corresponding to the constructor argument. If the word length of a data type or string literalargument differs from the template argument, truncation or zero-extension shall be applied, as described in7.2.1. If the number of elements in an array of bool or array of sc_logic used as the constructor argument isless than the word length, the initial value of all elements shall be undefined.
 NOTE—An implementation may provide a different set of constructors to create an sc_bv object from ansc_subref_r†<T>, sc_concref_r†<T1,T2>, sc_bv_base, or sc_lv_base object, for example, by providing a classtemplate that is used as a common base class for all these types.
 7.9.5.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_bv, using truncation or zero-extension, as described in 7.2.1. The exception isassignment of an array of bool or an array of sc_logic to an sc_bv object, as described in 7.9.5.4.
 7.9.6 sc_lv
 7.9.6.1 Description
 Class template sc_lv represents a finite word-length bit vector. It can be treated as an array ofsc_logic_value_t values. The word length shall be specified by a template argument.
 Any public member functions of the base class sc_lv_base that are overridden in class sc_lv shall have thesame behavior in the two classes. Any public member functions of the base class not overridden in this wayshall be publicly inherited by class sc_lv.
 7.9.6.2 Class definition
 namespace sc_dt {
 template <int W>class sc_lv: public sc_lv_base{
 public:// Constructorssc_lv();explicit sc_lv( const sc_logic& init_value );explicit sc_lv( bool init_value );explicit sc_lv( char init_value );sc_lv( const char* a );sc_lv( const bool* a );sc_lv( const sc_logic* a );sc_lv( const sc_unsigned& a );sc_lv( const sc_signed& a );sc_lv( const sc_uint_base& a );sc_lv( const sc_int_base& a );
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 sc_lv( unsigned long a );sc_lv( long a );sc_lv( unsigned int a );sc_lv( int a );sc_lv( uint64 a );sc_lv( int64 a );template <class X>sc_lv( const sc_subref_r†<X>& a );
 template <class T1, class T2>sc_lv( const sc_concref_r†<T1,T2>& a );sc_lv( const sc_bv_base& a );
 sc_lv( const sc_lv_base& a );sc_lv( const sc_lv<W>& a );
 // Assignment operatorstemplate <class X>sc_lv<W>& operator= ( const sc_subref_r†<X>& a );
 template <class T1, class T2> sc_lv<W>& operator= ( const sc_concref_r†<T1,T2>& a ); sc_lv<W>& operator= ( const sc_bv_base& a ); sc_lv<W>& operator= ( const sc_lv_base& a ); sc_lv<W>& operator= ( const sc_lv<W>& a ); sc_lv<W>& operator= ( const char* a ); sc_lv<W>& operator= ( const bool* a ); sc_lv<W>& operator= ( const sc_logic* a );
 sc_lv<W>& operator= ( const sc_unsigned& a );sc_lv<W>& operator= ( const sc_signed& a );sc_lv<W>& operator= ( const sc_uint_base& a );sc_lv<W>& operator= ( const sc_int_base& a );sc_lv<W>& operator= ( unsigned long a );sc_lv<W>& operator= ( long a );sc_lv<W>& operator= ( unsigned int a );sc_lv<W>& operator= ( int a );sc_lv<W>& operator= ( uint64 a );sc_lv<W>& operator= ( int64 a );
 };
 } // namespace sc_dt
 7.9.6.3 Constraints on usage
 The result of assigning an array of bool or an array of sc_logic to an sc_lv object having a greater wordlength than the number of array elements is undefined.
 7.9.6.4 Constructors
 sc_lv();
 Default constructor sc_lv shall create an sc_lv object of word length specified by the templateargument W and shall set the initial value of every element to unknown.
 The other constructors shall create an sc_lv object of word length specified by the template argument W andvalue corresponding to the constructor argument. If the word length of a data type or string literal argumentdiffers from the template argument, truncation or zero-extension shall be applied, as described in 7.2.1. If
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 the number of elements in an array of bool or array of sc_logic used as the constructor argument is less thanthe word length, the initial value of all elements shall be undefined.
 NOTE—An implementation may provide a different set of constructors to create an sc_lv object from ansc_subref_r†<T>, sc_concref_r†<T1,T2>, sc_bv_base, or sc_lv_base object, for example, by providing a classtemplate that is used as a common base class for all these types.
 7.9.6.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to sc_lv, using truncation or zero-extension, as described in 7.2.1. The exception isassignment from an array of bool or an array of sc_logic to an sc_lv object, as described in 7.9.6.4.
 7.9.7 Bit-selects
 7.9.7.1 Description
 Class template sc_bitref_r†<T> represents a bit selected from a vector used as an rvalue.
 Class template sc_bitref†<T> represents a bit selected from a vector used as an lvalue.
 The use of the term “vector” here includes part-selects and concatenations of bit vectors and logic vectors.The template parameter is the name of the class accessed by the bit-select.
 7.9.7.2 Class definition
 namespace sc_dt {
 template <class T>class sc_bitref_r†
 {friend class sc_bv_base;friend class sc_lv_base;
 public:// Copy constructorsc_bitref_r†( const sc_bitref_r†<T>& a );
 // Bitwise complementconst sc_logic operator~ () const;
 // Implicit conversion to sc_logicoperator const sc_logic() const;
 // Explicit conversionsbool is_01() const;bool to_bool() const;char to_char() const;
 // Common methodsint length() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;
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 private:// Disabledsc_bitref_r†();sc_bitref_r†<T>& operator= ( const sc_bitref_r†<T>& );
 };
 // -------------------------------------------------------------
 template <class T>class sc_bitref†
 : public sc_bitref_r†<T>{
 friend class sc_bv_base;friend class sc_lv_base;
 public:// Copy constructorsc_bitref†( const sc_bitref†<T>& a );
 // Assignment operatorssc_bitref†<T>& operator= ( const sc_bitref_r†<T>& a );sc_bitref†<T>& operator= ( const sc_bitref†<T>& a );sc_bitref†<T>& operator= ( const sc_logic& a );sc_bitref†<T>& operator= ( sc_logic_value_t v );sc_bitref†<T>& operator= ( bool a );sc_bitref†<T>& operator= ( char a );sc_bitref†<T>& operator= ( int a );
 // Bitwise assignment operatorssc_bitref†<T>& operator&= ( const sc_bitref_r†<T>& a );sc_bitref†<T>& operator&= ( const sc_logic& a );sc_bitref†<T>& operator&= ( sc_logic_value_t v );sc_bitref†<T>& operator&= ( bool a );sc_bitref†<T>& operator&= ( char a );sc_bitref†<T>& operator&= ( int a );
 sc_bitref†<T>& operator|= ( const sc_bitref_r†<T>& a );sc_bitref†<T>& operator|= ( const sc_logic& a );sc_bitref†<T>& operator|= ( sc_logic_value_t v );sc_bitref†<T>& operator|= ( bool a );sc_bitref†<T>& operator|= ( char a );sc_bitref†<T>& operator|= ( int a );
 sc_bitref†<T>& operator^= ( const sc_bitref_r†<T>& a );sc_bitref†<T>& operator^= ( const sc_logic& a );sc_bitref†<T>& operator^= ( sc_logic_value_t v );sc_bitref†<T>& operator^= ( bool a );sc_bitref†<T>& operator^= ( char a );sc_bitref†<T>& operator^= ( int a );
 // Other methods void scan( std::istream& is = std::cin );
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 private:// Disabledsc_bitref();
 };
 } // namespace sc_dt
 7.9.7.3 Constraints on usage
 Bit-select objects shall only be created using the bit-select operators of an sc_bv_base or sc_lv_base object(or an instance of a class derived from sc_bv_base or sc_lv_base) or a part-select or concatenation thereof,as described in 7.2.6.
 An application shall not explicitly create an instance of any bit-select class.
 An application should not declare a reference or pointer to any bit-select object.
 It is strongly recommended that an application avoid the use of a bit-select as the return type of a functionbecause the lifetime of the object to which the bit-select refers may not extend beyond the function returnstatement.
 Example:
 sc_dt::sc_bitref<sc_bv_base> get_bit_n(sc_bv_base bv, int n) { return bv[n]; // Unsafe: returned bit-select references local variable
 }
 7.9.7.4 Assignment operators
 Overloaded assignment operators for the lvalue bit-select shall provide conversion to sc_logic_value_tvalues. The assignment operator for the rvalue bit-select shall be declared as private to prevent its use by anapplication.
 7.9.7.5 Implicit type conversion
 operator const sc_logic() const;
 Operator sc_logic shall create an sc_logic object with the same value as the bit-select.
 7.9.7.6 Explicit type conversion
 char to_char() const;
 Member function to_char shall convert the bit-select value to the char equivalent.
 bool to_bool() const;
 Member function to_bool shall convert the bit-select value to false or true. It shall be an error to callthis function if the sc_logic value is not logic 0 or logic 1.
 bool is_01() const;
 Member function is_01 shall return true if the sc_logic value is logic 0 or logic 1; otherwise, thereturn value shall be false.
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 7.9.7.7 Bitwise and comparison operators
 Operations specified in Table 25 are permitted. The following applies:
 B represents an object of type sc_bitref_r†<T> (or any derived class).
 NOTE—An implementation is required to supply overloaded operators on sc_bitref_r†<T> objects to satisfy therequirements of this subclause. It is unspecified whether these operators are members of sc_bitref_r†<T>, globaloperators, or provided in some other way.
 7.9.7.8 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the value of the bit referenced by an lvalue bit-select. The valueshall correspond to the C++ bool value obtained by reading the next formatted character string fromthe specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the value of the bit referenced by the bit-select to the specifiedoutput stream (see 7.2.10). The formatting shall be implementation-defined but shall be equivalentto printing the value returned by member function to_bool.
 int length() const;
 Member function length shall unconditionally return a word length of 1 (see 7.2.4).
 7.9.8 Part-selects
 7.9.8.1 Description
 Class template sc_subref_r†<T> represents a part-select from a vector used as an rvalue.
 Class template sc_subref†<T> represents a part-select from a vector used as an lvalue.
 The use of the term “vector” here includes part-selects and concatenations of bit vectors and logic vectors.The template parameter is the name of the class accessed by the part-select.
 Table 25—sc_bitref_r†<T> bitwise and comparison operations
 Expression Return type Operation
 B & B const sc_logic sc_bitref_r†<T> bitwise and
 B | B const sc_logic sc_bitref_r†<T> bitwise or
 B ^ B const sc_logic sc_bitref_r†<T> bitwise exclusive or
 B == B bool test equal
 B != B bool test not equal
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 The set of operations that can be performed on a part-select shall be identical to that of its associated vector(subject to the constraints that apply to rvalue objects).
 7.9.8.2 Class definition
 namespace sc_dt {
 template <class T>class sc_subref_r†
 {public:
 // Copy constructorsc_subref_r†( const sc_subref_r†<T>& a );
 // Bit selectionsc_bitref_r†<sc_subref_r†<T>> operator[] ( int i ) const;
 // Part selectionsc_subref_r†<sc_subref_r†<T>> operator() ( int hi , int lo ) const;
 sc_subref_r†<sc_subref_r†<T>> range( int hi , int lo ) const;
 // Reduce functionssc_logic_value_t and_reduce() const;sc_logic_value_t nand_reduce() const;sc_logic_value_t or_reduce() const;sc_logic_value_t nor_reduce() const;sc_logic_value_t xor_reduce() const;sc_logic_value_t xnor_reduce() const;
 // Common methodsint length() const;
 // Explicit conversions to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;bool is_01() const;
 // Other methodsvoid print( std::ostream& os = std::cout ) const;bool reversed() const;
 private:// Disabledsc_subref_r†();
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 sc_subref_r†<T>& operator= ( const sc_subref_r†<T>& );};
 // -------------------------------------------------------------
 template <class T>class sc_subref†
 : public sc_subref_r†<T>{
 public:// Copy constructorsc_subref†( const sc_subref†<T>& a );
 // Assignment operators
 template <class T>sc_subref†<T>& operator= ( const sc_subref_r†<T>& a );template <class T1, class T2>sc_subref†<T>& operator= ( const sc_concref_r†<T1,T2>& a );sc_subref†<T>& operator= ( const sc_bv_base& a );sc_subref†<T>& operator= ( const sc_lv_base& a );sc_subref†<T>& operator= ( const sc_subref_r†<T>& a );sc_subref†<T>& operator= ( const sc_subref†<T>& a );sc_subref†<T>& operator= ( const char* a );sc_subref†<T>& operator= ( const bool* a );sc_subref†<T>& operator= ( const sc_logic* a );sc_subref†<T>& operator= ( const sc_unsigned& a );sc_subref†<T>& operator= ( const sc_signed& a );sc_subref†<T>& operator= ( const sc_uint_base& a );sc_subref†<T>& operator= ( const sc_int_base& a );sc_subref†<T>& operator= ( unsigned long a );sc_subref†<T>& operator= ( long a );sc_subref†<T>& operator= ( unsigned int a );sc_subref†<T>& operator= ( int a );sc_subref†<T>& operator= ( uint64 a );
 sc_subref†<T>& operator= ( int64 a );
 // Bitwise rotationssc_subref†<T>& lrotate( int n );sc_subref†<T>& rrotate( int n );
 // Bitwise reversesc_subref†<T>& reverse();
 // Bit selection sc_bitref†<sc_subref†<T>> operator[] ( int i );
 // Part selectionsc_subref†<sc_subref†<T>> operator() ( int hi , int lo );
 sc_subref†<sc_subref†<T>> range( int hi , int lo );
 // Other methodsvoid scan( std::istream& = std::cin );
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 private:// Disabledsc_subref†();
 };
 } // namespace sc_dt
 7.9.8.3 Constraints on usage
 Part-select objects shall only be created using the part-select operators of an sc_bv_base or sc_lv_baseobject (or an instance of a class derived from sc_bv_base or sc_lv_base) or a part-select or concatenationthereof, as described in 7.2.6.
 An application shall not explicitly create an instance of any part-select class.
 An application should not declare a reference or pointer to any part-select object.
 An rvalue part-select shall not be used to modify the vector with which it is associated.
 It is strongly recommended that an application avoid the use of a part-select as the return type of a functionbecause the lifetime of the object to which the part-select refers may not extend beyond the function returnstatement.
 Example:
 sc_dt::sc_subref<sc_bv_base> get_byte(sc_bv_base bv, int pos) { return bv(pos+7,pos); // Unsafe: returned part-select references local variable
 }
 7.9.8.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to lvalue part-selects. If the size of a data type or string literal operand differs from thepart-select word length, truncation or zero-extension shall be used, as described in 7.2.1. If an array of boolor array of sc_logic is assigned to a part-select and its number of elements is less than the part-select wordlength, the value of the part-select shall be undefined.
 The default assignment operator for an rvalue part-select is private to prevent its use by an application.
 7.9.8.5 Explicit type conversion
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 Member function to_string shall convert to an std::string representation, as described in 7.2.11.Calling the to_string function with a single argument is equivalent to calling the to_string functionwith two arguments, where the second argument is true. Attempting to call the single or doubleargument to_string function for a part-select with one or more elements set to the high-impedanceor unknown state shall be an error.
 Calling the to_string function with no arguments shall create a logic value string with a single '1','0', 'Z' , or 'X' corresponding to each bit. This string shall not prefixed by "0b" or a leading zero.
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 bool is_01() const;
 Member function is_01 shall return true only when every element of a part-select has a value oflogic 0 or logic 1. If any element has the value high-impedance or unknown, it shall return false.
 Member functions that return the integer equivalent of the bit representation shall be provided tosatisfy the requirements of 7.2.9. Calling any such integer conversion function for an object havingone or more bits set to the high-impedance or unknown state shall be an error.
 7.9.8.6 Bitwise and comparison operators
 Operations specified in Table 26 and Table 28 are permitted for all vector part-selects. Operations specifiedin Table 27 are permitted for lvalue vector part-selects only. The following applies:
 — P represents an lvalue or rvalue vector part-select.
 — L represents an lvalue vector part-select.
 — Vi represents an object of logic vector type sc_bv_base, sc_lv_base, sc_subref_r†<T>, orsc_concref_r†<T1,T2>, or integer type int, long, unsigned int, unsigned long, sc_signed,sc_unsigned, sc_int_base, or sc_uint_base.
 — i represents an object of integer type int.
 — A represents an array object with elements of type char, bool, or sc_logic.
 The operands may also be of any other class that is derived from those just given.
 Table 26—sc_subref_r†<T> bitwise operations
 Expression Return type Operation
 P & Vi const sc_lv_base sc_subref_r†<T> bitwise and
 Vi & P const sc_lv_base sc_subref_r†<T> bitwise and
 P & A const sc_lv_base sc_subref_r†<T> bitwise and
 A & P const sc_lv_base sc_subref_r†<T> bitwise and
 P | Vi const sc_lv_base sc_subref_r†<T> bitwise or
 Vi | P const sc_lv_base sc_subref_r†<T> bitwise or
 P | A const sc_lv_base sc_subref_r†<T> bitwise or
 A | P const sc_lv_base sc_subref_r†<T> bitwise or
 P ^ Vi const sc_lv_base sc_subref_r†<T> bitwise exclusive or
 Vi ^ P const sc_lv_base sc_subref_r†<T> bitwise exclusive or
 P ^ A const sc_lv_base sc_subref_r†<T> bitwise exclusive or
 A ^ P const sc_lv_base sc_subref_r†<T> bitwise exclusive or
 P << i const sc_lv_base sc_subref_r†<T> left-shift
 P >> i const sc_lv_base sc_subref_r†<T> right-shift
 ~P const sc_lv_base sc_subref_r†<T> bitwise complement
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 Binary bitwise operators shall return a result with a word length that is equal to the word length of thelongest operand.
 The left shift operator shall return a result with a word length that is equal to the word length of its part-select operand plus the right (integer) operand. Bits added on the right-hand side of the result shall be set tozero.
 The right shift operator shall return a result with a word length that is equal to the word length of its part-select operand. Bits added on the left-hand side of the result shall be set to zero.
 It is an error if the right operand of a shift operator is negative.
 sc_subref†<T>& lrotate( int n );
 Member function lrotate shall rotate an lvalue part-select n places to the left.
 sc_subref†<T>& rrotate( int n );
 Member function rrotate shall rotate an lvalue part-select n places to the right.
 Table 27—sc_subref†<T> bitwise operations
 Expression Return type Operation
 L &= Vi sc_subref_r†<T>& sc_subref_r†<T> assign bitwise and
 L &= A sc_subref_r†<T>& sc_subref_r†<T> assign bitwise and
 L |= Vi sc_subref_r†<T>& sc_subref_r†<T> assign bitwise or
 L |= A sc_subref_r†<T>& sc_subref_r†<T> assign bitwise or
 L ^= Vi sc_subref_r†<T>& sc_subref_r†<T> assign bitwise exclusive or
 L ^= A sc_subref_r†<T>& sc_subref_r†<T> assign bitwise exclusive or
 L <<= i sc_subref_r†<T>& sc_subref_r†<T> assign left-shift
 L >>= i sc_subref_r†<T>& sc_subref_r†<T> assign right-shift
 Table 28—sc_subref_r†<T> comparison operations
 Expression Return type Operation
 P == Vi bool test equal
 Vi == P bool test equal
 P == A bool test equal
 A == P bool test equal
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 sc_subref†<T>& reverse();
 Member function reverse shall reverse the bit order in an lvalue part-select.
 NOTE—An implementation is required to supply overloaded operators on sc_subref_r†<T> and sc_subref†<T> objectsto satisfy the requirements of this subclause. It is unspecified whether these operators are members of sc_subref†<T>,members of sc_subref†<T>, global operators, or provided in some other way.
 7.9.8.7 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the values of the bits referenced by an lvalue part-select by readingthe next formatted character string from the specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the values of the bits referenced by the part-select to the specifiedoutput stream (see 7.2.10).
 int length() const;
 Member function length shall return the word length of the part-select (see 7.2.4).
 bool reversed() const;
 Member function reversed shall return true if the elements of a part-select are in the reverse orderto those of its associated vector (if the left-hand index used to form the part-select is less than theright-hand index); otherwise, the return value shall be false.
 7.9.9 Concatenations
 7.9.9.1 Description
 Class template sc_concref_r†<T1,T2> represents a concatenation of bits from one or more vector used as anrvalue.
 Class template sc_concref†<T1,T2> represents a concatenation of bits from one or more vector used as anlvalue.
 The use of the term “vector” here includes part-selects and concatenations of bit vectors and logic vectors.The template parameters are the class names of the two vectors used to create the concatenation.
 The set of operations that can be performed on a concatenation shall be identical to that of its associatedvectors (subject to the constraints that apply to rvalue objects).
 7.9.9.2 Class definition
 namespace sc_dt {
 template <class T1, class T2>class sc_concref_r†
 {public:
 // Copy constructorsc_concref_r†( const sc_concref_r†<T1,T2>& a );
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 // Destructor virtual ~sc_concref_r†();
 // Bit selectionsc_bitref_r†<sc_concref_r†<T1,T2>> operator[] ( int i ) const;
 // Part selectionsc_subref_r†<sc_concref_r†<T1,T2>> operator() ( int hi , int lo ) const;
 sc_subref_r†<sc_concref_r†<T1,T2>> range( int hi , int lo ) const;
 // Reduce functionssc_logic_value_t and_reduce() const;sc_logic_value_t nand_reduce() const;sc_logic_value_t or_reduce() const;sc_logic_value_t nor_reduce() const;sc_logic_value_t xor_reduce() const;sc_logic_value_t xnor_reduce() const;
 // Common methodsint length() const;
 // Explicit conversions to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;bool is_01() const;
 // Other methods void print( std::ostream& os = std::cout ) const;
 private:// Disabledsc_concref†();sc_concref_r†<T1,T2>& operator= ( const sc_concref_r†<T1,T2>& );
 };
 // -------------------------------------------------------------
 template <class T1, class T2>class sc_concref†
 : public sc_concref_r†<T1,T2>{
 public:// Copy constructor
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 sc_concref†( const sc_concref†<T1,T2>& a );
 // Assignment operatorstemplate <class T>sc_concref†<T1,T2>& operator= ( const sc_subref_r†<T>& a );template <class T1, class T2>sc_concref†<T1,T2>& operator= ( const sc_concref_r†<T1,T2>& a );sc_concref†<T1,T2>& operator= ( const sc_bv_base& a );sc_concref†<T1,T2>& operator= ( const sc_lv_base& a );sc_concref†<T1,T2>& operator= ( const sc_concref†<T1,T2>& a );sc_concref†<T1,T2>& operator= ( const char* a );sc_concref†<T1,T2>& operator= ( const bool* a );sc_concref†<T1,T2>& operator= ( const sc_logic* a );sc_concref†<T1,T2>& operator= ( const sc_unsigned& a );sc_concref†<T1,T2>& operator= ( const sc_signed& a );sc_concref†<T1,T2>& operator= ( const sc_uint_base& a );sc_concref†<T1,T2>& operator= ( const sc_int_base& a );sc_concref†<T1,T2>& operator= ( unsigned long a );sc_concref†<T1,T2>& operator= ( long a );sc_concref†<T1,T2>& operator= ( unsigned int a );sc_concref†<T1,T2>& operator= ( int a );sc_concref†<T1,T2>& operator= ( uint64 a );sc_concref†<T1,T2>& operator= ( int64 a );
 // Bitwise rotationssc_concref†<T1,T2>& lrotate( int n );sc_concref†<T1,T2>& rrotate( int n );
 // Bitwise reversesc_concref†<T1,T2>& reverse();
 // Bit selectionsc_bitref†<sc_concref†<T1,T2>> operator[] ( int i );
 // Part selectionsc_subref†<sc_concref†<T1,T2>> operator() ( int hi , int lo );
 sc_subref†<sc_concref†<T1,T2>> range( int hi , int lo );
 // Other methodsvoid scan( std::istream& = std::cin );
 private:// Disabledsc_concref†();
 };
 // r-value concatenation operators and functions
 template <typename C1, typename C2>sc_concref_r†<C1,C2> operator, ( C1 , C2 );
 template <typename C1, typename C2>sc_concref_r†<C1,C2> concat( C1 , C2 );
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 // l-value concatenation operators and functions
 template <typename C1, typename C2>sc_concref†<C1,C2> operator, ( C1 , C2 );
 template <typename C1, typename C2>sc_concref†<C1,C2> concat( C1 , C2 );
 } // namespace sc_dt
 7.9.9.3 Constraints on usage
 Concatenation objects shall only be created using the concat function (or operator,) according to the rulesin 7.2.7. The concatenation arguments shall be objects with a common concatenation base type ofsc_bv_base or sc_lv_base (or an instance of a class derived from sc_bv_base or sc_lv_base) or a part-selector concatenation of them.
 An application shall not explicitly create an instance of any concatenation class.
 An application should not declare a reference or pointer to any concatenation object.
 An rvalue concatenation shall be created when any argument to the concat function (or operator,) is anrvalue. An rvalue concatenation shall not be used to modify any vector with which it is associated.
 It is strongly recommended that an application avoid the use of a concatenation as the return type of afunction because the lifetime of the objects to which the concatenation refer may not extend beyond thefunction return statement.
 Example:
 sc_dt::sc_concref_r<sc_bv_base,sc_bv_base> pad(sc_bv_base& bv, char pchar) {const sc_bv<4> padword(pchar); // Unsafe: returned concatenation references
 // a non-static local variable (padword)return concat(bv,padword);
 }
 7.9.9.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to lvalue concatenations. If the size of a data type or string literal operand differs fromthe concatenation word length, truncation or zero-extension shall be used, as described in 7.2.1. If an arrayof bool or array of sc_logic is assigned to a concatenation and its number of elements is less than theconcatenation word length, the value of the concatenation shall be undefined.
 The default assignment operator for an rvalue concatenation shall be declared as private to prevent its use byan application.
 7.9.9.5 Explicit type conversion
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;
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 const std::string to_string( sc_numrep , bool ) const;
 Member function to_string shall perform the conversion to an std::string representation, asdescribed in 7.2.11. Calling the to_string function with a single argument is equivalent to calling theto_string function with two arguments, where the second argument is true. Attempting to call thesingle or double argument to_string function for a concatenation with one or more elements set tothe high-impedance or unknown state shall be an error.
 Calling the to_string function with no arguments shall create a logic value string with a single '1','0', 'Z', or 'X' corresponding to each bit. This string shall not prefixed by "0b" or a leading zero.
 bool is_01() const;
 Member function is_01 shall return true only when every element of a concatenation has a value oflogic 0 or logic 1. If any element has the value high-impedance or unknown, it shall return false.
 Member functions that return the integer equivalent of the bit representation shall be provided tosatisfy the requirements of 7.2.9. Calling any such integer conversion function for an object havingone or more bits set to the high-impedance or unknown state shall be an error.
 7.9.9.6 Bitwise and comparison operators
 Operations specified in Table 29 and Table 31 are permitted for all vector concatenations; operationsspecified in Table 30 are permitted for lvalue vector concatenations only. The following applies:
 — C represents an lvalue or rvalue vector concatenation.
 — L represents an lvalue vector concatenation.
 — Vi represents an object of logic vector type sc_bv_base, sc_lv_base, sc_subref_r†<T>, orsc_concref_r†<T1,T2>, or integer type int, long, unsigned int, unsigned long, sc_signed,sc_unsigned, sc_int_base, or sc_uint_base.
 — i represents an object of integer type int.
 — A represents an array object with elements of type char, bool, or sc_logic.
 The operands may also be of any other class that is derived from those just given.
 Binary bitwise operators shall return a result with a word length that is equal to the word length of thelongest operand.
 The left shift operator shall return a result with a word length that is equal to the word length of itsconcatenation operand plus the right (integer) operand. Bits added on the right-hand side of the result shallbe set to zero.
 The right shift operator shall return a result with a word length that is equal to the word length of itsconcatenation operand. Bits added on the left-hand side of the result shall be set to zero.sc_concref†<T1,T2>& lrotate( int n );
 Member function lrotate shall rotate an lvalue part-select n places to the left.
 sc_concref†<T1,T2>& rrotate( int n );
 Member function rrotate shall rotate an lvalue part-select n places to the right.
 sc_concref†<T1,T2>& reverse();
 Member function reverse shall reverse the bit order in an lvalue part-select.

Page 315
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 291Copyright © 2012 IEEE. All rights reserved.
 Table 29—sc_concref_r†<T1,T2> bitwise operations
 Expression Return type Operation
 C & Vi const sc_lv_base sc_concref_r†<T1,T2> bitwise and
 Vi & C const sc_lv_base sc_concref_r†<T1,T2> bitwise and
 C & A const sc_lv_base sc_concref_r†<T1,T2> bitwise and
 A & C const sc_lv_base sc_concref_r†<T1,T2> bitwise and
 C | Vi const sc_lv_base sc_concref_r†<T1,T2> bitwise or
 Vi | C const sc_lv_base sc_concref_r<T1,T2> bitwise or
 C | A const sc_lv_base sc_concref_r<T1,T2> bitwise or
 A | C const sc_lv_base sc_concref_r<T1,T2> bitwise or
 C ^ Vi const sc_lv_base sc_concref_r<T1,T2> bitwise exclusive or
 Vi ^ C const sc_lv_base sc_concref_r<T1,T2> bitwise exclusive or
 C ^ A const sc_lv_base sc_concref_r<T1,T2> bitwise exclusive or
 A ^ C const sc_lv_base sc_concref_r<T1,T2> bitwise exclusive or
 C << i const sc_lv_base sc_concref_r<T1,T2> left-shift
 C >> i const sc_lv_base sc_concref_r<T1,T2> right-shift
 ~C const sc_lv_base sc_concref_r<T1,T2> bitwise complement
 Table 30—sc_concref†<T1,T2> bitwise operations
 Expression Return type Operation
 L &= Vi sc_concref†<T1,T2>& sc_concref†<T1,T2> assign bitwise and
 L &= A sc_concref†<T1,T2>& sc_concref†<T1,T2> assign bitwise and
 L |= Vi sc_concref†<T1,T2>& sc_concref†<T1,T2> assign bitwise or
 L |= A sc_concref†<T1,T2>& sc_concref†<T1,T2> assign bitwise or
 L ^= Vi sc_concref†<T1,T2>& sc_concref†<T1,T2> assign bitwise exclusive or
 L ^= A sc_concref†<T1,T2>& sc_concref†<T1,T2> assign bitwise exclusive or
 L <<= i sc_concref†<T1,T2>& sc_concref†<T1,T2> assign left-shift
 L >>= i sc_concref†<T1,T2>& sc_concref†<T1,T2> assign right-shift
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 NOTE—An implementation is required to supply overloaded operators on sc_concref_r†<T1,T2> andsc_concref†<T1,T2> objects to satisfy the requirements of this subclause. It is unspecified whether these operators aremembers of sc_concref_r†<T1,T2>, members of sc_concref†<T1,T2>, global operators, or provided in some other way.
 7.9.9.7 Other member functions
 void scan( std::istream& is = std::cin );
 Member function scan shall set the values of the bits referenced by an lvalue concatenation byreading the next formatted character string from the specified input stream (see 7.2.10).
 void print( std::ostream& os = std::cout ) const;
 Member function print shall print the values of the bits referenced by the concatenation to thespecified output stream (see 7.2.10).
 int length() const;
 Member function length shall return the word length of the concatenation (see 7.2.4).
 7.9.9.8 Function concat and operator,
 template <typename C1, typename C2>sc_concref_r†<C1,C2> operator, ( C1 , C2 );
 template <typename C1, typename C2>sc_concref_r†<C1,C2> concat( C1 , C2 );
 template <typename C1, typename C2>sc_concref†<C1,C2> operator, ( C1 , C2 );
 template <typename C1, typename C2>sc_concref†<C1,C2> concat( C1 , C2 );
 Explicit template specializations of function concat and operator, shall be provided for all permittedconcatenations. Attempting to concatenate any two objects that do not have an explicit templatespecialization for function concat or operator, defined shall be an error.
 A template specialization for rvalue concatenations shall be provided for all combinations of concatenationargument types C1 and C2. Argument C1 has a type in the following list:
 sc_bitref_r†<T>
 Table 31—sc_concref_r†<T1,T2> comparison operations
 Expression Return type Operation
 C == Vi bool test equal
 Vi == C bool test equal
 C == A bool test equal
 A == C bool test equal
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 sc_subref_r†<T>sc_concref_r†<T1,T2>const sc_bv_base&const sc_lv_base&
 Argument C2 has one of the types just given or a type in the following list:
 sc_bitref†<T>sc_subref†<T>sc_concref†<T1,T2>sc_bv_base&sc_lv_base&
 Additional template specializations for rvalue concatenations shall be provided for the cases where a singleargument has type bool, const char*, or const sc_logic&. This argument shall be implicitly converted to anequivalent single-bit const sc_lv_base object.
 A template specialization for lvalue concatenations shall be provided for all combinations of concatenationargument types C1 and C2, where each argument has a type in the following list:
 sc_bitref†<T>sc_subref†<T>sc_concref†<T1,T2>sc_bv_base&sc_lv_base&
 7.10 Fixed-point types
 This subclause describes the fixed-point types and the operations and conventions imposed by these types.
 7.10.1 Fixed-point representation
 In the SystemC binary fixed-point representation, a number shall be represented by a sequence of bits with aspecified position for the binary point. Bits to the left of the binary point shall represent the integer part ofthe number, and bits to the right of the binary point shall represent the fractional part of the number.
 A SystemC fixed-point type shall be characterized by the following:
 — The word length (wl), which shall be the total number of bits in the number representation.
 — The integer word length (iwl), which shall be the number of bits in the integer part (the position ofthe binary point relative to the left-most bit).
 — The bit encoding (which shall be signed, two’s compliment, or unsigned).
 The right-most bit of the number shall be the least significant bit (LSB), and the left-most bit shall be themost significant bit (MSB).
 The binary point may be located outside of the data bits. That is, the binary point may be a number of bitpositions to the right of the LSB or it may be a number of bit positions to the left of the MSB.
 The fixed-point representation can be interpreted according to the following three cases:
 — wl < iwl
 There are (iwl-wl) zeros between the LSB and the binary point. See index 1 in Table 32 for anexample of this case.
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 — 0 <= iwl <= wl
 The binary point is contained within the bit representation. See index 2, 3, 4, and 5 in Table 32 forexamples of this case.
 — iwl < 0
 There are (-iwl) sign-extended bits between the binary point and the MSB. For an unsigned type, thesign-extended bits are zero. For a signed type, the extended bits repeat the MSB. See index 6 and 7in Table 32 for examples of this case.
 The MSB in the fixed-point representation of a signed type shall be the sign bit. The sign bit may be behindthe binary point.
 The range of values for a signed fixed-point format shall be given by the following:
 The range of values for a unsigned fixed-point format shall be given by the following:
 7.10.2 Fixed-point type conversion
 Fixed-point type conversion (conversion of a value to a specific fixed-point representation) shall beperformed whenever a value is assigned to a fixed-point type variable (including initialization).
 Table 32—Examples of fixed-point formats
 Index wl iwl Fixed-point representationa
 ax is an arbitrary binary digit, 0, or 1. s is a sign-extended digit, 0, or 1.
 Range signed Ranged unsigned
 1 5 7 xxxxx00. [–64,60] [0,124]
 2 5 5 xxxxx. [–16,15] [0,31]
 3 5 3 xxx.xx [–4,3.75] [0,7.75]
 4 5 1 x.xxxx [–1,0.9375] [0,1.9375]
 5 5 0 .xxxxx [–0.5,0.46875] [0,0.96875]
 6 5 –2 .ssxxxxx [0.125,0.1171875] [0,0.2421875]
 7 1 –1 .sx [–0.25,0] [0,0.25]
 2–iwl 1–( )
 f 2iwl 1–( )
 2–wl iwl–( )–
 [ , ]
 0 2iwl( )
 2–wl iwl–( )–
 [ , ]
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 If the magnitude of the value is outside the range of the fixed-point representation, or the value has greaterprecision than the fixed-point representation provides, it shall be mapped (converted) to a value that can berepresented. This conversion shall be performed in two steps:
 a) If the value is within range but has greater precision (it is between representable values),quantization shall be performed to reduce the precision.
 b) If the magnitude of the value is outside the range, overflow handling shall be performed to reducethe magnitude.
 If the target fixed-point representation has greater precision, the additional least significant bits shall be zeroextended. If the target fixed-point representation has a greater range, sign extension or zero extension shallbe performed for signed and unsigned fixed-point types, respectively, to extend the representation of theirmost significant bits.
 Multiple quantization modes (distinct quantization characteristics) and multiple overflow modes (distinctoverflow characteristics) are defined (see 7.10.9.1 and 7.10.9.9).
 7.10.3 Fixed-point data types
 This subclause describes the classes that are provided to represent fixed-point values.
 7.10.3.1 Finite-precision fixed-point types
 The following finite- and variable-precision fixed-point data types shall be provided:
 sc_fixed<wl,iwl,q_mode,o_mode,n_bits>sc_ufixed<wl,iwl,q_mode,o_mode,n_bits>sc_fixsc_ufixsc_fxval
 These types shall be parameterized as to the fixed-point representation (wl, iwl) and fixed-point conversionmodes (q_mode, o_mode, n_bits). The declaration of a variable of one of these types shall specify thevalues for these parameters. The type parameter values of a variable shall not be modified after the variabledeclaration. Any data value assigned to the variable shall be converted to specified representation (with thespecified word length and binary point location) with the specified quantization and overflow processing(q_mode, o_mode, n_bits) applied if required.
 The finite-precision fixed-point types have a common base class sc_fxnum. An application orimplementation shall not directly create an object of type sc_fxnum. A reference or pointer to classsc_fxnum may be used to access an object of any type derived from sc_fxnum.
 The type sc_fxval is a variable-precision type. A variable of type sc_fxval may store a fixed-point value ofarbitrary width and binary point location. A value assigned to a sc_fxval variable shall be stored without aloss of precision or magnitude (the value shall not be modified by quantization or overflow handling).
 Types sc_fixed, sc_fix, and sc_fxval shall have a signed (two’s compliment) representation. Typessc_ufixed and sc_ufix have an unsigned representation.
 A fixed-point variable that is declared without an initial value shall be uninitialized. Uninitialized variablesmay be used wherever the use of an initialized variable is permitted. The result of an operation on anuninitialized variable shall be undefined.
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 7.10.3.2 Limited-precision fixed-point types
 The following limited-precision versions of the fixed-point types shall be provided:
 sc_fixed_fast<wl,iwl,q_mode,o_mode,n_bits>sc_ufixed_fast<wl,iwl,q_mode,o_mode,n_bits>sc_fix_fastsc_ufix_fastsc_fxval_fast
 The limited-precision types shall use the same semantics as the finite-precision fixed-point types. Finite-precision and limited-precision types may be mixed freely in expressions. A variable of a limited-precisiontype shall be a legal replacement in any expression where a variable of the corresponding finite-precisionfixed-point type is expected.
 The limited-precision fixed-point value shall be held in an implementation-dependent native C++ floating-point type. An implementation shall provide a minimum length of 53 bits to represent the mantissa.
 NOTE—For bit-true behavior with the limited-precision types, the word length of the result of any operation orexpression should not exceed 53 bits.
 7.10.4 Fixed-point expressions and operations
 Fixed-point operations shall be performed using variable-precision fixed-point values; that is, the evaluationof a fixed-point operator shall proceed as follows (except as noted below for specific operators):
 — The operands shall be converted (promoted) to variable-precision fixed-point values.
 — The operation shall be performed, computing a variable-precision fixed-point result. The result shallbe computed so that there is no loss of precision or magnitude (that is, sufficient bits are computed toprecisely represent the result).
 The right-hand side of a fixed-point assignment shall be evaluated as a variable-precision fixed-point valuethat is converted to the fixed-point representation specified by the target of the assignment.
 If all the operands of a fixed-point operation are limited-precision types, a limited-precision operation shallbe performed. This operation shall use limited variable-precision fixed-point values (sc_fxval_fast), and theresult shall be a limited variable-precision fixed-point value.
 The right operand of a fixed-point shift operation (the shift amount) shall be of type int. If a fixed-point shiftoperation is called with a fixed-point value for the right operand, the fractional part of the value shall betruncated (no quantization).
 The result of the equality and relational operators shall be type bool.
 Fixed-point operands of a bitwise operator shall be of a finite- or limited-precision type (they shall not bevariable precision). Furthermore, both operands of a binary bitwise operator shall have the same signrepresentation (both signed or both unsigned). The result of a fixed-point bitwise operation shall be eithersc_fix or sc_ufix (or sc_fix_fast or sc_ufix_fast), depending on the sign representation of the operands. Forbinary operators, the two operands shall be aligned at the binary point. The operands shall be temporarilyextended (if necessary) to have the same integer word length and fractional word length. The result shallhave the same integer and fractional word lengths as the temporarily extended operands.
 The remainder operator (%) is not supported for fixed-point types.
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 The permitted operators are given in Table 33. The following applies:
 — A represents a fixed-point object.
 — B and C represent appropriate numeric values or objects.
 — s1, s2, s3 represent signed finite- or limited-precision fixed-point objects.
 — u1, u2, u3 represent unsigned finite- or limited-precision fixed-point objects.
 The operands of arithmetic fixed-point operations may be combinations of the types listed in Table 34,Table 35, Table 36, and Table 37.
 The addition operations specified in Table 34 are permitted for finite-precision fixed-point objects. Thefollowing applies:
 — F, F1, F2 represent objects derived from type sc_fxnum.
 — n represents an object of numeric type int, long, unsigned int, unsigned long, float, double,sc_signed, sc_unsigned, sc_int_base, sc_uint_base, sc_fxval, or sc_fxval_fast, or an objectderived from sc_fxnum_fast or a numeric string literal.
 The operands may also be of any other class that is derived from those just given.
 Table 33—Fixed-point arithmetic and bitwise functions
 Expression Operation
 A = B + C; Addition with assignment
 A = B - C; Subtraction with assignment
 A = B * C; Multiplication with assignment
 A = B / C; Division with assignment
 A = B << i; Left shift with assignment
 A = B >> i; Right shift with assignment
 s1 = s2 & s3; Bitwise and with assignment for signed operands
 s1 = s2 | s3; Bitwise or with assignment for signed operands
 s1 = s2 ^ s3; Bitwise exclusive-or with assignment for signed operands
 u1 = u2 & u3; Bitwise and with assignment for unsigned operands
 u1 = u2 | u3; Bitwise or with assignment for unsigned operands
 u1 = u2 ^ u3; Bitwise exclusive-or with assignment for unsigned operands
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 The addition operations specified in Table 35 are permitted for variable-precision fixed-point objects. Thefollowing applies:
 — V, V1, V2 represent objects of type sc_fxval.
 — n represents an object of numeric type int, long, unsigned int, unsigned long, float, double,sc_signed, sc_unsigned, sc_int_base, sc_uint_base, or sc_fxval_fast, or an object derived fromsc_fxnum_fast or a numeric string literal.
 The operands may also be of any other class that is derived from those just given.
 The addition operations specified in Table 36 are permitted for limited-precision fixed-point objects. Thefollowing applies:
 — F, F1, F2 represent objects derived from type sc_fxnum_fast.
 — n represents an object of numeric type int, long, unsigned int, unsigned long, float, double,sc_signed, sc_unsigned, sc_int_base, sc_uint_base, or sc_fxval_fast, or a numeric string literal.
 The operands may also be of any other class that is derived from those just given.
 The addition operations specified in Table 37 are permitted for limited variable-precision fixed-pointobjects. The following applies:
 — V, V1, V2 represent objects of type sc_fxval_fast.
 Table 34—Finite-precision fixed-point addition operations
 Expression Operation
 F = F1 + F2; sc_fxnum addition, sc_fxnum assign
 F1 += F2; sc_fxnum assign addition
 F1 = F2 + n; sc_fxnum addition, sc_fxnum assign
 F1 = n + F2; sc_fxnum addition, sc_fxnum assign
 F += n; sc_fxnum assign addition
 Table 35—Variable-precision fixed-point addition operations
 Expression Operation
 V = V1 + V2; sc_fxval addition, sc_fxval assign
 V1 += V2; sc_fxval assign addition
 V1 = V2 + n; sc_fxval addition, sc_fxval assign
 V1 = n + V2; sc_fxval addition, sc_fxval assign
 V += n; sc_fxval assign addition
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 — n represents an object of numeric type int, long, unsigned int, unsigned long, float, double,sc_signed, sc_unsigned, sc_int_base, or sc_uint_base, or a numeric string literal.
 The operands may also be of any other class that is derived from those just given.
 Subtraction, multiplication, and division operations are also permitted with the same combinations ofoperand types as listed in Table 34, Table 35, Table 36, and Table 37.
 7.10.5 Bit and part selection
 Bit and part selection shall be supported for the fixed-point types, as described in 7.2.5 and 7.2.6. They arenot supported for the variable-precision fixed-point types sc_fxval or sc_fxval_fast.
 If the left-hand index of a part-select is less than the right-hand index, the bit order of the part-select shall bereversed.
 A part-select may be created with an unspecified range (the range function or operator() is called with noarguments). In this case, the part-select shall have the same word length and same value as its associatedfixed-point object.
 Table 36—Limited-precision fixed-point addition operations
 Expression Operation
 F = F1 + F2; sc_fxnum_fast addition, sc_fxnum_fast assign
 F1 += F2; sc_fxnum_fast assign addition
 F1 = F2 + n; sc_fxnum_fast addition, sc_fxnum_fast assign
 F1 = n + F2; sc_fxnum_fast addition, sc_fxnum_fast assign
 F += n; sc_fxnum_fast assign addition
 Table 37—Limited variable-precision fixed-point addition operations
 Expression Operation
 V = V1 + V2; sc_fxval_fast addition, sc_fxval_fast assign
 V1 += V2; sc_fxval_fast assign addition
 V1 = V2 + n; sc_fxval_fast addition, sc_fxval_fast assign
 V1 = n + V2; sc_fxval_fast addition, sc_fxval_fast assign
 V += n; sc_fxval_fast assign addition
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 7.10.6 Variable-precision fixed-point value limits
 In some cases, such as division, using variable precision could lead to infinite word lengths. Animplementation should provide an appropriate mechanism to define the maximum permitted word length ofa variable-precision value and to detect when this maximum word length is reached.
 The action taken by an implementation when a variable-precision value reaches its maximum word length isundefined. The result of any operation that causes a variable-precision value to reach its maximum wordlength shall be the implementation-dependent representable value nearest to the ideal (infinite precision)result.
 7.10.7 Fixed-point word length and mode
 The default word length, quantization mode, and saturation mode of a fixed-point type shall be set by thefixed-point type parameter (sc_fxtype_param) in context at the point of construction as described in 7.2.3.The fixed-point type parameter shall have a field corresponding to the fixed-point representation (wl,.iwl)and fixed-point conversion modes (q_mode, o_mode, n_bits). Default values for these fields shall bedefined according to Table 38.
 The behavior of a fixed-point object in arithmetic operations may be set to emulate that of a floating-pointvariable by the floating-point cast switch in context at its point of construction. A floating-point cast switchshall be brought into context by creating a floating-point cast context object. sc_fxcast_switch andsc_fxcast_context shall be used to create floating-point cast switches and floating-point cast contexts,respectively (see 7.11.5 and 7.11.6).
 A global floating-point cast context stack shall manage floating-point cast contexts using the same semanticsas the length context stack described in 7.2.3.
 A floating-point cast switch may be initialized to the value SC_ON or SC_OFF. These shall cause thearithmetic behavior to be fixed-point or floating-point, respectively. A default floating-point context withthe value SC_ON shall be defined.
 Example:
 sc_fxtype_params fxt(32,16);sc_fxtype_context fcxt(fxt);
 sc_fix A,B,res; // wl = 32, iwl = 16
 Table 38—Built-in default values
 Parameter Value
 wl 32
 iwl 32
 q_mode SC_TRN
 o_mode SC_WRAP
 n_bits 0
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 A = 10.0;B = 0.1;res = A * B; // res = .999908447265625
 sc_fxcast_switch fxs(SC_OFF);sc_fxcast_context fccxt(fxs);sc_fix C,D; // Floating-point behavior C = 10.0;D = 0.1;res = C * D; // res = 1
 7.10.7.1 Reading parameter settings
 The following functions are defined for every finite-precision fixed-point object and limited-precision fixed-point object and shall return its current parameter settings (at runtime).
 const sc_fxcast_switch& cast_switch() const;
 Member function cast_switch shall return the cast switch parameter.
 int iwl() const;
 Member function iwl shall return the integer word-length parameter.
 int n_bits() const;
 Member function n_bits shall return the number of saturated bits parameter.
 sc_o_mode o_mode() const;
 Member function o_mode shall return the overflow mode parameter using the enumerated typesc_o_mode, defined as follows:
 enum sc_o_mode{
 SC_SAT, // SaturationSC_SAT_ZERO, // Saturation to zeroSC_SAT_SYM, // Symmetrical saturationSC_WRAP, // Wrap-around (*)SC_WRAP_SM // Sign magnitude wrap-around (*)
 };
 sc_q_mode q_mode() const;
 Member function q_mode shall return the quantization mode parameter using the enumerated typesc_q_mode, defined as follows:
 enum sc_q_mode{
 SC_RND, // Rounding to plus infinitySC_RND_ZERO, // Rounding to zeroSC_RND_MIN_INF, // Rounding to minus infinitySC_RND_INF, // Rounding to infinity
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 SC_RND_CONV, // Convergent roundingSC_TRN, // TruncationSC_TRN_ZERO // Truncation to zero
 };
 const sc_fxtype_params& type_params() const;
 Member function type_params shall return the type parameters.
 int wl() const;
 Member function wl shall return the total word-length parameter.
 7.10.7.2 Value attributes
 The following functions are defined for every fixed-point object and shall return its current value attributes.
 bool is_neg() const;
 Member function is_neg shall return true if the object holds a negative value; otherwise, the returnvalue shall be false.
 bool is_zero() const;
 Member function is_zero shall return true if the object holds a zero value; otherwise, the returnvalue shall be false.
 bool overflow_flag() const;
 Member function overflow_flag shall return true if the last write action on this objects causedoverflow; otherwise, the return value shall be false.
 bool quantization_flag() const;
 Member function quantization_flag shall return true if the last write action on this object causedquantization; otherwise, the return value shall be false.
 The following function is defined for every finite-precision fixed-point object and shall return its currentvalue:
 const sc_fxval value() const;
 The following function is defined for every limited-precision fixed-point object and shall return its currentvalue:
 const sc_fxval_fast value() const;
 7.10.8 Conversions to character string
 Conversion to character string of the fixed-point types shall be supported by the to_string method, asdescribed in 7.3.
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 The to_string method for fixed-point types may be called with an additional argument to specify the stringformat. This argument shall be of enumerated type sc_fmt and shall always be at the right-hand side of theargument list.
 enum sc_fmt { SC_F, SC_E };
 The default value for fmt shall be SC_F for the finite- and limited-precision fixed-point types. For typessc_fxval and sc_fxval_fast, the default value for fmt shall be SC_E.
 The selected format shall give different character strings only when the binary point is not located within thewl bits. In that case, either sign extension (MSB side) or zero extension (LSB side) shall be done (SC_Fformat), or exponents shall be used (SC_E format).
 In conversion to SC_DEC number representation or conversion from a variable-precision variable, onlythose characters necessary to represent the value uniquely shall be generated. In converting the value of afinite- or limited-precision variable to a binary, octal, or hex representation, the number of characters usedshall be determined by the integer and fractional widths (iwl, fwl) of the variable (with sign or zeroextension as needed).
 Example:
 sc_fixed<7,4> a = –1.5;
 a.to_string(SC_DEC); // –1.5
 a.to_string(SC_BIN); // 0b1110.100
 sc_fxval b = –1.5;
 b.to_string(SC_BIN); // 0b10.1
 sc_fixed<4,6> c = 20;
 c.to_string(SC_BIN,false,SC_F); // 010100
 c.to_string(SC_BIN,false,SC_E); // 0101e+2
 7.10.8.1 String shortcut methods
 Four shortcut methods to the to_string method shall be provided for frequently used combinations ofarguments. The shortcut methods are listed in Table 39.
 The shortcut methods shall use the default string formatting.
 Table 39—Shortcut methods
 Shortcut method Number representation
 to_dec() SC_DEC
 to_bin() SC_BIN
 to_oct() SC_OCT
 to_hex() SC_HEX

Page 328
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 304Copyright © 2012 IEEE. All rights reserved.
 Example:
 sc_fixed<4,2> a = –1;a.to_dec(); // Returns std::string with value "-1"a.to_bin(); // Returns std::string with value "0b11.00"
 7.10.8.2 Bit-pattern string conversion
 Bit-pattern strings may be assigned to fixed-point part-selects. The result of assigning a bit-pattern string toa fixed-point object (except using a part-select) is undefined.
 If the number of characters in the bit-pattern string is less than the part-select word length, the string shall bezero extended at its left-hand side to the part-select word length.
 7.10.9 Finite word-length effects
 The following subclauses describe the overflow and quantization modes of SystemC.
 7.10.9.1 Overflow modes
 Overflow shall occur when the magnitude of a value being assigned to a limited-precision variable exceedsthe fixed-point representation. In SystemC, specific overflow modes shall be available to control themapping to a representable value.
 The mutually exclusive overflow modes listed in Table 40 shall be provided. The default overflow modeshall be SC_WRAP. When using a wrap-around overflow mode, the number of saturated bits (n_bits) shallby default be set to 0 but can be modified.
 In the following subclauses, each overflow mode is explained in more detail. A figure is given to explain thebehavior graphically. The x axis shows the input values, and the y axis represents the output values.Together they determine the overflow mode.
 To facilitate the explanation of each overflow mode, the concepts MIN and MAX are used:
 — In the case of signed representation, MIN is the lowest (negative) number that may be represented;MAX is the highest (positive) number that may be represented with a certain number of bits. A valuex shall lie in the range:–2n–1 (= MIN) <= x <= (2n–1 – 1) (= MAX)
 Table 40—Overflow modes
 Overflow mode Name
 Saturation SC_SAT
 Saturation to zero SC_SAT_ZERO
 Symmetrical saturation SC_SAT_SYM
 Wrap-arounda
 aWith 0 or n_bits saturated bits (n_bits > 0). The default value for n_bitsis 0.
 SC_WRAP
 Sign magnitude wrap-aroundaSC_WRAP_SM
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 where n indicates the number of bits.
 — In the case of unsigned representation, MIN shall equal 0 and MAX shall equal 2n – 1, where nindicates the number of bits.
 7.10.9.2 Overflow for signed fixed-point numbers
 The following template contains a signed fixed-point number before and after an overflow mode has beenapplied and a number of flags. The flags are explained below the template. The flags between parenthesesindicate the additional optional properties of a bit.
 The following flags and symbols are used in the template just given and in Table 41:
 — x represents a binary digit (0 or 1).
 — sD represents a sign bit before overflow handling.
 — D represents deleted bits.
 — lD represents the least significant deleted bit.
 — sR represents the bit on the MSB position of the result number. For the SC_WRAP_SM, 0 andSC_WRAP_SM, 1 modes, a distinction is made between the original value (sRo) and the new value(sRn) of this bit.
 — N represents the saturated bits. Their number is equal to the n_bits argument minus 1. They arealways taken after the sign bit of the result number. The n_bits argument is only taken into accountfor the SC_WRAP and SC_WRAP_SM overflow modes.
 — lN represents the least significant saturated bit. This flag is only relevant for the SC_WRAP andSC_WRAP_SM overflow modes. For the other overflow modes, these bits are treated as R-bits. Forthe SC_WRAP_SM, n_bits > 1 mode, lNo represents the original value of this bit.
 — R represents the remaining bits.
 — lR represents the least significant remaining bit.
 Overflow shall occur when the value of at least one of the deleted bits (sD, D, lD) is not equal to the originalvalue of the bit on the MSB position of the result (sRo).
 Table 41 shows how a signed fixed-point number shall be cast (in case there is an overflow) for each of thepossible overflow modes. The operators used in the table are “!” for a bitwise negation and “^” for a bitwiseexclusive-OR.
 x x x x x x x x x x x x x x
 x x x x x x x x x x
 sD D D D lD sR R(N) R(IN) R R R R R R R R lR
 x x x
 xx
 Before
 After:
 Flags:
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 Table 41—Overflow handling for signed fixed-point numbers
 Overflow mode Result
 Sign bit (sR) Saturated bits (N, lN) Remaining bits (R, lR)
 SC_SAT sD ! sD
 The result number gets the sign bit of the original number. The remaining bits shall get the inverse value of the sign bit.
 SC_SAT_ZERO 0 0
 All bits shall be set to zero.
 SC_SAT_SYM sD ! sD,
 The result number shall get the sign bit of the original number. The remaining bits shall get the inverse value of the sign bit, except the least significant remaining bit, which shall be set to one.
 SC_WRAP, (n_bits =) 0 sR x
 All bits except for the deleted bits shall be copied to the result.
 SC_WRAP, (n_bits =) 1 sD x
 The result number shall get the sign bit of the original number. The remaining bits shall be copied from the original number.
 SC_WRAP, n_bits > 1 sD ! sD x
 The result number shall get the sign bit of the original number. The saturated bits shall get the inverse value of the sign bit of the original number. The remaining bits shall be copied from the original number.
 SC_WRAP_SM, (n_bits =) 0
 lD x ^ sRo ^ sRn
 The sign bit of the result number shall get the value of the least significant deleted bit. The remaining bits shall be XORed with the original and the new value of the sign bit of the result.
 SC_WRAP_SM, (n_bits =) 1
 sD x ^ sRo ^ sRn
 The result number shall get the sign bit of the original number. The remaining bits shall be XORed with the original and the new value of the sign bit of the result.
 SC_WRAP_SM, n_bits > 1
 sD ! sD x ^INo ^ ! sD
 The result number shall get the sign bit of the original number. The saturated bits shall get the inverse value of the sign bit of the original number. The remaining bits shall be XORed with the original value of the least significant saturated bit and the inverse value of the original sign bit.
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 7.10.9.3 Overflow for unsigned fixed-point numbers
 The following template contains an unsigned fixed-point number before and after an overflow mode hasbeen applied and a number of flags. The flags are explained below the template.
 The following flags and symbols are used in the template just given and in Table 42:
 — x represents an binary digit (0 or 1).
 — D represents deleted bits.
 — lD represents the least significant deleted bit.
 — N represents the saturated bits. Their number is equal to the n_bits argument. The n_bits argument isonly taken into account for the SC_WRAP and SC_WRAP_SM overflow modes.
 — R represents the remaining bits.
 Table 42 shows how an unsigned fixed-point number shall be cast in case there is an overflow for each ofthe possible overflow modes.
 Table 42—Overflow handling for unsigned fixed-point numbers
 Overflow mode Result
 Saturated bits (N) Remaining bits (R)
 SC_SAT 1 (overflow) 0 (underflow)
 The remaining bits shall be set to 1 (overflow) or 0 (underflow).
 SC_SAT_ZERO 0
 The remaining bits shall be set to 0.
 SC_SAT_SYM 1 (overflow) 0 (underflow)
 The remaining bits shall be set to 1 (overflow) or 0 (underflow).
 SC_WRAP, (n_bits =) 0 x
 All bits except for the deleted bits shall be copied to the result number.
 SC_WRAP, n_bits > 0 1 x
 The saturated bits of the result number shall be set to 1. The remaining bits shall be copied to the result.
 SC_WRAP_SM Not defined for unsigned numbers.
 x x x x x x x x x x x x x x
 x x x x x x x x x x
 D D D D lD R(N) R(N) R(IN) R R R R R R R R R
 x x x
 xx
 Before
 After:
 Flags:
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 During the conversion from signed to unsigned, sign extension shall occur before overflow handling, whilein the unsigned to signed conversion, zero extension shall occur first.
 7.10.9.4 SC_SAT
 The SC_SAT overflow mode shall be used to indicate that the output is saturated to MAX in case ofoverflow, or to MIN in the case of negative overflow. Figure 2 illustrates the SC_SAT overflow mode for aword length of three bits. The x axis represents the word length before rounding; the y axis represents theword length after rounding. The ideal situation is represented by the diagonal dashed line.
 Figure 2—Saturation for signed numbers
 Examples (signed, 3-bit number):
 before saturation: 0110 (6)
 after saturation: 011 (3)
 There is an overflow because the decimal number 6 is outside the range of values that can berepresented exactly by means of three bits. The result is then rounded to the highest positiverepresentable number, which is 3.
 before saturation: 1011 (–5)
 after saturation: 100 (–4)
 There is an overflow because the decimal number –5 is outside the range of values that can berepresented exactly by means of three bits. The result is then rounded to the lowest negativerepresentable number, which is –4.
 Example (unsigned, 3-bit number):
 before saturation: 01110 (14)
 after saturation: 111 (7)
 The SC_SAT mode corresponds to the SC_WRAP and SC_WRAP_SM modes with thenumber of bits to be saturated equal to the number of kept bits.
 11
 2 3 4 5 6
 2
 3
 4
 5
 -1
 -2
 -3
 -4
 -5
 -1-2-3-4-5-6
 x
 y
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 7.10.9.5 SC_SAT_ZERO
 The SC_SAT_ZERO overflow mode shall be used to indicate that the output is forced to zero in case of anoverflow, that is, if MAX or MIN is exceeded. Figure 3 illustrates the SC_SAT_ZERO overflow mode for aword length of three bits. The x axis represents the word length before rounding; the y axis represents theword length after rounding.
 Figure 3—Saturation to zero for signed numbers
 Examples (signed, 3-bit number):
 before saturation to zero: 0110 (6)
 after saturation to zero: 000 (0)
 There is an overflow because the decimal number 6 is outside the range of values that can berepresented exactly by means of three bits. The result is saturated to zero.
 before saturation to zero: 1011 (–5)
 after saturation to zero: 000 (0)
 There is an overflow because the decimal number –5 is outside the range of values that can berepresented exactly by means of three bits. The result is saturated to zero.
 Example (unsigned, 3-bit number):
 before saturation to zero: 01110 (14)
 after saturation to zero: 000 (0)
 7.10.9.6 SC_SAT_SYM
 The SC_SAT_SYM overflow mode shall be used to indicate that the output is saturated to MAX in case ofoverflow, to –MAX (signed) or MIN (unsigned) in the case of negative overflow. Figure 4 illustrates theSC_SAT_SYM overflow mode for a word length of three bits. The x axis represents the word length beforerounding; the y axis represents the word length after rounding. The ideal situation is represented by thediagonal dashed line.
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 Figure 4—Symmetrical saturation for signed numbers
 Examples (signed, 3-bit number):
 after symmetrical saturation: 0110 (6)
 after symmetrical saturation: 011 (3)
 There is an overflow because the decimal number 6 is outside the range of values that can berepresented exactly by means of three bits. The result is then rounded to the highest positiverepresentable number, which is 3.
 after symmetrical saturation: 1011 (–5)
 after symmetrical saturation: 101 (–3)
 There is an overflow because the decimal number –5 is outside the range of values that can berepresented exactly by means of three bits. The result is then rounded to minus the highestpositive representable number, which is –3.
 Example (unsigned, 3-bit number):
 after symmetrical saturation: 01110 (14)
 after symmetrical saturation: 111 (7)
 7.10.9.7 SC_WRAP
 The SC_WRAP overflow mode shall be used to indicate that the output is wrapped around in the case ofoverflow.
 Two different cases are possible:
 — SC_WRAP with parameter n_bits = 0
 — SC_WRAP with parameter n_bits > 0
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 SC_WRAP, 0
 This shall be the default overflow mode. All bits except for the deleted bits shall be copied to the resultnumber. Figure 5 illustrates the SC_WRAP overflow mode for a word length of three bits with the n_bitsparameter set to 0. The x axis represents the word length before rounding; the y axis represents the wordlength after rounding.
 Figure 5—Wrap-around with n_bits = 0 for signed numbers
 Examples (signed, 3-bit number):
 before wrapping around with 0 bits: 0100 (4)
 after wrapping around with 0 bits: 100 (–4)
 There is an overflow because the decimal number 4 is outside the range of values that can berepresented exactly by means of three bits. The MSB is truncated, and the result becomesnegative: –4.
 before wrapping around with 0 bits: 1011 (–5)
 after wrapping around with 0 bits: 011 (3)
 There is an overflow because the decimal number –5 is outside the range of values that can berepresented exactly by means of three bits. The MSB is truncated, and the result becomespositive: 3.
 Example (unsigned, 3-bit number):
 before wrapping around with 0 bits: 11011 (27)
 after wrapping around with 0 bits: 011 (3)
 SC_WRAP, n_bits > 0: SC_WRAP, 1
 Whenever n_bits is greater than 0, the specified number of bits on the MSB side of the result shall besaturated with preservation of the original sign; the other bits shall be copied from the original. Positivenumbers shall remain positive; negative numbers shall remain negative. Figure 6 illustrates the SC_WRAPoverflow mode for a word length of three bits with the n_bits parameter set to 1. The x axis represents theword length before rounding; the y axis represents the word length after rounding.
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 Figure 6—Wrap-around with n_bits = 1 for signed numbers
 Examples (signed, 3-bit number):
 before wrapping around with 1 bit: 0101 (5)
 after wrapping around with 1 bit: 001 (1)
 There is an overflow because the decimal number 5 is outside the range of values that can berepresented exactly by means of three bits. The sign bit is kept, so that positive numbers remainpositive.
 before wrapping around with 1 bit: 1011 (–5)
 after wrapping around with 1 bit: 111 (–1)
 There is an overflow because the decimal number –5 is outside the range of values that can berepresented exactly by means of three bits. The MSB is truncated, but the sign bit is kept, sothat negative numbers remain negative.
 Example (unsigned, 5-bit number):
 before wrapping around with 3 bits: 0110010 (50)
 after wrapping around with 3 bits: 11110 (30)
 For this example the SC_WRAP, 3 mode is applied. The result number is five bits wide. Thethree bits at the MSB side are set to 1; the remaining bits are copied.
 7.10.9.8 SC_WRAP_SM
 The SC_WRAP_SM overflow mode shall be used to indicate that the output is sign-magnitude wrappedaround in the case of overflow. The n_bits parameter shall indicate the number of bits (for example, 1) onthe MSB side of the cast number that are saturated with preservation of the original sign.
 Two different cases are possible:
 — SC_WRAP_SM with parameter n_bits = 0
 — SC_WRAP_SM with parameter n_bits > 0
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 SC_WRAP_SM, 0
 The MSBs outside the required word length shall be deleted. The sign bit of the result shall get the value ofthe least significant of the deleted bits. The other bits shall be inverted in case where the original and the newvalues of the most significant of the kept bits differ. Otherwise, the other bits shall be copied from theoriginal to the result.
 Figure 7—Sign magnitude wrap-around with n_bits = 0
 Example:
 The sequence of operations to cast a decimal number 4 into three bits and use the overflow modeSC_WRAP_SM, 0, as shown in Figure 7, is as follows:
 0100 (4)
 The original representation is truncated to be put in a three-bit number:
 100 (-4)
 The new sign bit is 0. This is the value of least significant deleted bit.
 Because the original and the new value of the new sign bit differ, the values of the remaining bits areinverted:
 011 (3)
 This principle shall be applied to all numbers that cannot be represented exactly by means of threebits, as shown in Table 43.
 SC_WRAP_SM, n_bits > 0
 The first n_bits bits on the MSB side of the result number shall be as follows:
 — Saturated to MAX in case of a positive number
 — Saturated to MIN in case of a negative number
 All numbers shall retain their sign.
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 In case where n_bits equals 1, the other bits shall be copied and XORed with the original and the new valueof the sign bit of the result. In the case where n_bits is greater than 1, the remaining bits shall be XORed withthe original value of the least significant saturated bit and the inverse value of the original sign bit.
 Example:
 SC_WRAP_SM, n_bits > 0: SC_WRAP_SM, 3
 The first three bits on the MSB side of the cast number are saturated to MAX or MIN.
 If the decimal number 234 is cast into five bits using the overflow mode SC_WRAP_SM, 3, the followinghappens:011101010 (234)
 The original representation is truncated to five bits:01010
 The original sign bit is copied to the new MSB (bit position 4, starting from bit position 0):01010
 Table 43—Sign magnitude wrap-around with n_bits = 0 for a three-bit number
 Decimal Binary
 8 111
 7 000
 6 001
 5 010
 4 011
 3 011
 2 010
 1 001
 0 000
 –1 111
 –2 110
 –3 101
 –4 100
 –5 100
 –6 101
 –7 110
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 The bits at position 2, 3, and 4 are saturated; they are converted to the maximum value that can be expressedwith three bits without changing the sign bit:
 01110
 The original value of the bit on position 2 was 0. The remaining bits at the LSB side (10) are XORed withthis value and with the inverse value of the original sign bit, that is, with 0 and 1, respectively.
 01101 (13)
 Example:
 SC_WRAP_SM, n_bits > 0: SC_WRAP_SM, 1
 The first bit on the MSB side of the cast number gets the value of the original sign bit. The other bits arecopied and XORed with the original and the new value of the sign bit of the result number.
 Figure 8—Sign magnitude wrap-around with n_bits = 1
 The sequence of operations to cast the decimal number 12 into three bits using the overflow modeSC_WRAP_SM, 1, as shown in Figure 8, is as follows:
 01100 (12)
 The original representation is truncated to three bits.
 100
 The original sign bit is copied to the new MSB (bit position 2, starting from bit position 0).
 000
 The two remaining bits at the LSB side are XORed with the original (1) and the new value (0) of the newsign bit.
 011
 This principle shall be applied to all numbers that cannot be represented exactly by means of three bits, asshown in Table 44.
 11
 2 3 4 5 6
 2
 3
 4
 5
 -1
 -2
 -3
 -4
 -5
 -1-2-3-4-5-6
 x
 y
 7 8 9-7-8-9
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 7.10.9.9 Quantization modes
 Quantization shall be applied when the precision of the value assigned to a fixed-point variable exceeds theprecision of the fixed-point variable. In SystemC, specific quantization modes shall be available to controlthe mapping to a representable value.
 The mutually exclusive quantization modes listed in Table 45 shall be provided. The default quantizationmode shall be SC_TRN.
 Table 44—Sign-magnitude wrap-around with n_bits=1 for a three-bit number
 Decimal Binary
 9 001
 8 000
 7 000
 6 001
 5 010
 4 011
 3 011
 2 010
 1 001
 0 000
 –1 111
 –2 110
 –3 101
 –4 100
 –5 100
 –6 101
 –7 110
 –8 111
 –9 111
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 Quantization is the mapping of a value that may not be precisely represented in a specific fixed-pointrepresentation to a value that can be represented with arbitrary magnitude. If a value can be preciselyrepresented, quantization shall not change the value. All the rounding modes shall map a value to the nearestvalue that is representable. When there are two nearest representable values (the value is halfway betweenthem), the rounding modes shall provide different criteria for selection between the two. Both truncatemodes shall map a positive value to the nearest representable value that is less than the value. SC_TRNmode shall map a negative value to the nearest representable value that is less than the value, whileSC_TRN_ZERO shall map a negative value to the nearest representable value that is greater than the value.
 Each of the following quantization modes is followed by a figure. The input values are given on the x axisand the output values on the y axis. Together they determine the quantization mode. In each figure, thequantization mode specified by the respective keyword is combined with the ideal characteristic. This idealcharacteristic is represented by the diagonal dashed line.
 Before each quantization mode is discussed in detail, an overview is given of how the different quantizationmodes deal with quantization for signed and unsigned fixed-point numbers.
 7.10.9.10 Quantization for signed fixed-point numbers
 The following template contains a signed fixed-point number in two’s complement representation beforeand after a quantization mode has been applied, and a number of flags. The flags are explained below thetemplate.
 The following flags and symbols are used in the template just given and in Table 46:
 — x represents a binary digit (0 or 1).
 — sR represents a sign bit.
 — R represents the remaining bits.
 — lR represents the least significant remaining bit.
 Table 45—Quantization modes
 Quantization mode Name
 Rounding to plus infinity SC_RND
 Rounding to zero SC_RND_ZERO
 Rounding to minus infinity SC_RND_MIN_INF
 Rounding to infinity SC_RND_INF
 Convergent rounding SC_RND_CONV
 Truncation SC_TRN
 Truncation to zero SC_TRN_ZERO
 x x x x x x x x x x x x x
 x x x xx x x x
 sR R R R R R R R lR mD D D D D D
 x x
 x
 Before
 After:
 Flags:
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 — mD represents the most significant deleted bit.
 — D represents the deleted bits.
 — r represents the logical or of the deleted bits except for the mD bit in the template just given. Whenthere are no remaining bits, r is false. This means that r is false when the two nearest numbers are atequal distance.
 Table 46 shows how a signed fixed-point number shall be cast for each of the possible quantization modes incases where there is quantization. If the two nearest representable numbers are not at equal distance, theresult shall be the nearest representable number. This shall be found by applying the SC_RND mode, that is,by adding the most significant of the deleted bits to the remaining bits.
 The second column in Table 46 contains the expression that shall be added to the remaining bits. It shallevaluate to a one or a zero. The operators used in the table are “!” for a bitwise negation, “|” for a bitwiseOR, and “&” for a bitwise AND.
 Table 46—Quantization handling for signed fixed-point numbers
 Quantization mode Expression to be added
 SC_RND mD
 Add the most significant deleted bit to the remaining bits.
 SC_RND_ZERO mD & (sR | r)
 If the most significant deleted bit is 1 and either the sign bit or at least one other deleted bit is 1, add 1 to the remaining bits.
 SC_RND_MIN_INF mD & r
 If the most significant deleted bit is 1 and at least one other deleted bit is 1, add 1 to the remaining bits.
 SC_RND_INF mD & (! sR | r)
 If the most significant deleted bit is 1 and either the inverted value of the sign bit or at least one other deleted bit is 1, add 1 to the remaining bits.
 SC_RND_CONV mD & (lR | r)
 If the most significant deleted bit is 1 and either the least significant of the remaining bits or at least one other deleted bit is 1, add 1 to the remaining bits.
 SC_TRN 0
 Copy the remaining bits.
 SC_TRN_ZERO sR & (mD | r)
 If the sign bit is 1 and either the most significant deleted bit or at least one other deleted bit is 1, add 1 to the remaining bits.
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 7.10.9.11 Quantization for unsigned fixed-point numbers
 The following template contains an unsigned fixed-point number before and after a quantization mode hasbeen applied, and a number of flags. The flags are explained below the template.
 The following flags and symbols are used in the template just given and in Table 47:
 — x represents a binary digit (0 or 1).
 — R represents the remaining bits.
 — lR represents the least significant remaining bit.
 — mD represents the most significant deleted bit.
 — D represents the deleted bits.
 — r represents the logical or of the deleted bits except for the mD bit in the template just given. Whenthere are no remaining bits, r is false. This means that r is false when the two nearest numbers are atequal distance.
 Table 47 shows how an unsigned fixed-point number shall be cast for each of the possible quantizationmodes in cases where there is quantization. If the two nearest representable numbers are not at equaldistance, the result shall be the nearest representable number. This shall be found for all the rounding modesby applying the SC_RND mode, that is, by adding the most significant of the deleted bits to the remainingbits.
 The second column in Table 47 contains the expression that shall be added to the remaining bits. It shallevaluate to a one or a zero. The “&” operator used in the table represents a bitwise AND and the “|” a bitwiseOR.
 NOTE—For all rounding modes, overflow can occur. One extra bit on the MSB side is needed to represent the result infull precision.
 7.10.9.12 SC_RND
 The result shall be rounded to the nearest representable number by adding the most significant of the deletedLSBs to the remaining bits. This rule shall be used for all rounding modes when the two nearestrepresentable numbers are not at equal distance. When the two nearest representable numbers are at equaldistance, this rule implies that there is rounding toward plus infinity, as shown in Figure 9.
 x x x x x x x x x x x x x
 x x x xx x x x
 R R R R R R R R lR mD D D D D D
 x x
 x
 Before
 After:
 Flags:
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 Figure 9—Rounding to plus infinity
 Table 47—Quantization handling for unsigned fixed-point numbers
 Quantization mode Expression to be added
 SC_RND mD
 Add the most significant deleted bit to the left bits.
 SC_RND_ZERO 0
 Copy the remaining bits.
 SC_RND_MIN_INF 0
 Copy the remaining bits.
 SC_RND_INF mD
 Add the most significant deleted bit to the left bits.
 SC_RND_CONV mD & (lR | r)
 If the most significant deleted bit is 1 and either the least significant of the remaining bits or at least one other deleted bit is 1, add 1 to the remaining bits.
 SC_TRN 0
 Copy the remaining bits.
 SC_TRN_ZERO 0
 Copy the remaining bits.
 q
 q
 2q 3q
 2q
 3q
 x
 y
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 In Figure 9, the symbol q refers to the quantization step, that is, the resolution of the data type.
 Example (signed):
 Numbers of type sc_fixed<4,2> are assigned to numbers of type sc_fixed<3,2,SC_RND>
 before rounding to plus infinity: (1.25)
 after rounding to plus infinity: 01.1 (1.5)
 There is quantization because the decimal number 1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND> number. The most significant ofthe deleted LSBs (1) is added to the new LSB.
 before rounding to plus infinity: 10.11 (–1.25)
 after rounding to plus infinity: 11.0 (–1)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND> number. The most significant ofthe deleted LSBs (1) is added to the new LSB.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of type sc_ufixed<12,8,SC_RND>
 before rounding to plus infinity: 00100110.01001111 (38.30859375)
 after rounding to plus infinity: 00100110.0101 (38.3125)
 7.10.9.13 SC_RND_ZERO
 If the two nearest representable numbers are not at equal distance, the SC_RND_ZERO mode shall beapplied.
 If the two nearest representable numbers are at equal distance, the output shall be rounded toward 0, asshown in Figure 10. For positive numbers, the redundant bits on the LSB side shall be deleted. For negativenumbers, the most significant of the deleted LSBs shall be added to the remaining bits.
 Figure 10—Rounding to zero
 q
 q
 2q 3q
 2q
 3q
 x
 y
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 Example (signed):
 Numbers of type sc_fixed<4,2> are assigned to numbers of type sc_fixed<3,2,SC_RND_ZERO>
 before rounding to zero: (1.25)
 after rounding to zero: 01.0 (1)
 There is quantization because the decimal number 1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_ZERO> number. The redundantbits are omitted.
 before rounding to zero: 10.11 (–1.25)
 after rounding to zero: 11.0 (–1)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_ZERO> number. The mostsignificant of the omitted LSBs (1) is added to the new LSB.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of typesc_ufixed<12,8,SC_RND_ZERO>
 before rounding to zero: 000100110.01001 (38.28125)
 after rounding to zero: 000100110.0100 (38.25)
 7.10.9.14 SC_RND_MIN_INF
 If the two nearest representable numbers are not at equal distance, the SC_RND_MIN_INF mode shall beapplied.
 If the two nearest representable numbers are at equal distance, there shall be rounding toward minus infinity,as shown in Figure 11, by omitting the redundant bits on the LSB side.
 Figure 11—Rounding to minus infinity
 q
 q
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 Example (signed):
 Numbers of type sc_fixed<4,2> are assigned to numbers of typesc_fixed<3,2,SC_RND_MIN_INF>
 before rounding to minus infinity: 01.01 (1.25)
 after rounding to minus infinity: 01.0 (1)
 There is quantization because the decimal number 1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_MIN_INF> number. Thesurplus bits are truncated.
 before rounding to minus infinity: 10.11 (–1.25)
 after rounding to minus infinity: 10.1 (–1.5)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_MIN_INF> number. Thesurplus bits are truncated.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of typesc_ufixed<12,8,SC_RND_MIN_INF>
 before rounding to minus infinity: 000100110.01001 (38.28125)
 after rounding to minus infinity: 000100110.0100 (38.25)
 7.10.9.15 SC_RND_INF
 Rounding shall be performed if the two nearest representable numbers are at equal distance.
 For positive numbers, there shall be rounding toward plus infinity if the LSB of the remaining bits is 1 andtoward minus infinity if the LSB of the remaining bits is 0, as shown in Figure 12.
 For negative numbers, there shall be rounding toward minus infinity if the LSB of the remaining bits is 1 andtoward plus infinity if the LSB of the remaining bits is 0, as shown in Figure 12.
 Figure 12—Rounding to infinity
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 Example (signed):
 Numbers of type sc_fixed<4,2> are assigned to numbers of type sc_fixed<3,2,SC_RND_INF>
 before rounding to infinity: 01.01 (1.25)
 after rounding to infinity: 01.1 (1.5)
 There is quantization because the decimal number 1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_INF> number. The mostsignificant of the deleted LSBs (1) is added to the new LSB.
 before rounding to infinity: 10.11 (–1.25)
 after rounding to infinity: 10.1 (–1.5)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_INF> number. The surplus bitsare truncated.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of typesc_ufixed<12,8,SC_RND_INF>
 before rounding to infinity: 000100110.01001 (38.28125)
 after rounding to infinity: 000100110.0101 (38.3125)
 7.10.9.16 SC_RND_CONV
 If the two nearest representable numbers are not at equal distance, the SC_RND_CONV mode shall beapplied.
 If the two nearest representable numbers are at equal distance, there shall be rounding toward plus infinity ifthe LSB of the remaining bits is 1. There shall be rounding toward minus infinity if the LSB of the remain-ing bits is 0. The characteristics are shown in Figure 13.
 Figure 13—Convergent rounding
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 Example (signed):
 Numbers of type sc_fixed<4,2> are assigned to numbers of type sc_fixed<3,2,SC_RND_CONV>
 before convergent rounding: 00.11 (0.75)
 after convergent rounding: 01.0 (1)
 There is quantization because the decimal number 0.75 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_CONV> number. The surplusbits are truncated, and the result is rounded toward plus infinity.
 before convergent rounding: 10.11 (–1.25)
 after convergent rounding: 11.0 (–1)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_RND_CONV> number. The surplusbits are truncated, and the result is rounded toward plus infinity.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of typesc_ufixed<12,8,SC_RND_CONV>
 before convergent rounding: 000100110.01001 (38.28125)
 after convergent rounding: 000100110.0100 (38.25)
 before convergent rounding: 000100110.01011 (38.34375)
 after convergent rounding: 000100110.0110 (38.375)
 7.10.9.17 SC_TRN
 SC_TRN shall be the default quantization mode. The result shall be rounded toward minus infinity; that is,the superfluous bits on the LSB side shall be deleted. A quantized number shall be approximated by the firstrepresentable number below its original value within the required bit range.
 NOTE—In scientific literature, this mode is usually called “value truncation.”
 The required characteristics are shown in Figure 14.
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 Figure 14—Truncation
 Example (signed):
 Numbers of type sc_fixed<4,2> are assigned to numbers of type sc_fixed<3,2,SC_TRN>
 before truncation: 01.01 (1.25)
 after truncation: 01.0 (1)
 There is quantization because the decimal number 1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_TRN> number. The LSB is truncated.
 before truncation: 10.11 (–1.25)
 after truncation: 10.1 (–1.5)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_TRN> number. The LSB is truncated.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of type sc_ufixed<12,8,SC_TRN>
 before truncation: 00100110.01001111 (38.30859375)
 after truncation: 00100110.0100 (38.25)
 7.10.9.18 SC_TRN_ZERO
 For positive numbers, this quantization mode shall correspond to SC_TRN. For negative numbers, the resultshall be rounded toward zero (SC_RND_ZERO); that is, the superfluous bits on the right-hand side shall bedeleted and the sign bit added to the left LSBs, provided at least one of the deleted bits differs from zero. Aquantized number shall be approximated by the first representable number that is lower in absolute value.
 NOTE—In scientific literature, this mode is usually called “magnitude truncation.”
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 The required characteristics are shown in Figure 15.
 Figure 15—Truncation to zero
 Example (signed):
 A number of type sc_fixed<4,2> is assigned to a number of type sc_fixed<3,2,SC_TRN_ZERO>
 before truncation to zero: 10.11 (–1.25)
 after truncation to zero: 11.0 (–1)
 There is quantization because the decimal number –1.25 is outside the range of values that canbe represented exactly by means of a sc_fixed<3,2,SC_TRN_ZERO> number. The LSB istruncated, and then the sign bit (1) is added at the LSB side.
 Example (unsigned):
 Numbers of type sc_ufixed<16,8> are assigned to numbers of typesc_ufixed<12,8,SC_TRN_ZERO>
 before truncation to zero: 00100110.01001111 (38.30859375)
 after truncation to zero: 00100110.0100 (38.25)
 7.10.10 sc_fxnum
 7.10.10.1 Description
 Class sc_fxnum is the base class for finite-precision fixed-point types. It shall be provided in order to definefunctions and overloaded operators that will work with any derived class.
 7.10.10.2 Class definition
 namespace sc_dt {
 class sc_fxnum{
 friend class sc_fxval;
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 friend class sc_fxnum_bitref†;friend class sc_fxnum_subref†;friend class sc_fxnum_fast_bitref†;friend class sc_fxnum_fast_subref†;
 public:// Unary operatorsconst sc_fxval operator- () const;const sc_fxval operator+ () const;
 // Binary operators#define DECL_BIN_OP_T( op , tp ) \
 friend const sc_fxval operator op ( const sc_fxnum& , tp ); \friend const sc_fxval operator op ( tp , const sc_fxnum& );
 #define DECL_BIN_OP_OTHER( op ) \DECL_BIN_OP_T( op , int64 ) \DECL_BIN_OP_T( op , uint64 ) \DECL_BIN_OP_T( op , const sc_int_base& ) \DECL_BIN_OP_T( op , const sc_uint_base& ) \DECL_BIN_OP_T( op , const sc_signed& ) \DECL_BIN_OP_T( op, const sc_unsigned& )
 #define DECL_BIN_OP( op , dummy ) \friend const sc_fxval operator op ( const sc_fxnum& , const sc_fxnum& ); \DECL_BIN_OP_T( op , int ) \DECL_BIN_OP_T( op , unsigned int ) \DECL_BIN_OP_T( op , long ) \DECL_BIN_OP_T( op , unsigned long ) \DECL_BIN_OP_T( op , float ) \DECL_BIN_OP_T( op , double ) \DECL_BIN_OP_T( op, const char*) \DECL_BIN_OP_T( op , const sc_fxval&) \DECL_BIN_OP_T( op , const sc_fxval_fast& ) \DECL_BIN_OP_T( op , const sc_fxnum_fast& ) \DECL_BIN_OP_OTHER( op )
 DECL_BIN_OP( * , mult )DECL_BIN_OP( + , add )DECL_BIN_OP( - , sub )DECL_BIN_OP( / , div )
 #undef DECL_BIN_OP_T#undef DECL_BIN_OP_OTHER#undef DECL_BIN_OP
 friend const sc_fxval operator<< ( const sc_fxnum& , int );friend const sc_fxval operator>> ( const sc_fxnum& , int );
 // Relational (including equality) operators#define DECL_REL_OP_T( op , tp ) \
 friend bool operator op ( const sc_fxnum& , tp ); \friend bool operator op ( tp , const sc_fxnum& ); \DECL_REL_OP_T( op , int64 ) \DECL_REL_OP_T( op , uint64 ) \
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 DECL_REL_OP_T( op , const sc_int_base& ) \DECL_REL_OP_T( op , const sc_uint_base& ) \DECL_REL_OP_T( op , const sc_signed& ) \DECL_REL_OP_T( op , const sc_unsigned& )
 #define DECL_REL_OP( op ) \friend bool operator op ( const sc_fxnum& , const sc_fxnum& ); \DECL_REL_OP_T( op , int ) \DECL_REL_OP_T( op , unsigned int ) \DECL_REL_OP_T( op , long ) \DECL_REL_OP_T( op , unsigned long ) \DECL_REL_OP_T( op , float ) \DECL_REL_OP_T( op , double ) \DECL_REL_OP_T( op , const char* ) \DECL_REL_OP_T( op , const sc_fxval& ) \DECL_REL_OP_T( op , const sc_fxval_fast& ) \DECL_REL_OP_T( op , const sc_fxnum_fast& ) \DECL_REL_OP_OTHER( op )
 DECL_REL_OP( < )DECL_REL_OP( <= )DECL_REL_OP( > ) DECL_REL_OP( >= )DECL_REL_OP( == )DECL_REL_OP( != )
 #undef DECL_REL_OP_T#undef DECL_REL_OP_OTHER#undef DECL_REL_OP
 // Assignment operators#define DECL_ASN_OP_T( op , tp ) \
 sc_fxnum& operator op( tp ); \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )
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 DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP_OTHER#undef DECL_ASN_OP
 // Auto-increment and auto-decrementconst sc_fxval operator++ ( int );const sc_fxval operator-- ( int );sc_fxnum& operator++ ();sc_fxnum& operator-- ();
 // Bit selectionconst sc_fxnum_bitref† operator[] ( int ) const;sc_fxnum_bitref† operator[] ( int );
 // Part selectionconst sc_fxnum_subref† operator() ( int , int ) const;sc_fxnum_subref† operator() ( int , int );const sc_fxnum_subref† range( int , int ) const;sc_fxnum_subref† range( int , int );const sc_fxnum_subref† operator() () const;sc_fxnum_subref† operator() ();const sc_fxnum_subref† range() const;sc_fxnum_subref† range();
 // Implicit conversionoperator double() const;
 // Explicit conversion to primitive typesshort to_short() const;unsigned short to_ushort() const;int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;float to_float() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool , sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
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 // Query value
 bool is_neg() const;
 bool is_zero() const;
 bool quantization_flag() const;
 bool overflow_flag() const;
 const sc_fxval value() const;
 // Query parameters
 int wl() const;
 int iwl() const;
 sc_q_mode q_mode() const;
 sc_o_mode o_mode() const;
 int n_bits() const;
 const sc_fxtype_params& type_params() const;
 const sc_fxcast_switch& cast_switch() const;
 // Print or dump content
 void print( std::ostream& = std::cout ) const;
 void scan( std::istream& = std::cin );
 void dump( std::ostream& = std::cout ) const;
 private:
 // Disabled
 sc_fxnum();
 sc_fxnum( const sc_fxnum& );
 };
 } // namespace sc_dt
 7.10.10.3 Constraints on usage
 An application shall not directly create an instance of type sc_fxnum. An application may use a pointer tosc_fxnum or a reference to sc_fxnum to refer to an object of a class derived from sc_fxnum.
 7.10.10.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fxnum, using truncation or sign-extension, as described in 7.10.4.
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 7.10.10.5 Implicit type conversion
 operator double() const;
 Operator double shall provide implicit type conversion from sc_fxnum to double.
 7.10.10.6 Explicit type conversion
 short to_short() const;unsigned short to_ushort() const;int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;float to_float() const;double to_double() const;
 These member functions shall perform conversion to C++ numeric types.
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool , sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
 These member functions shall perform the conversion to a string representation, as described in7.2.11, 7.10.8, and 7.10.8.1.
 7.10.11 sc_fxnum_fast
 7.10.11.1 Description
 Class sc_fxnum_fast is the base class for limited-precision fixed-point types. It shall be provided in order todefine functions and overloaded operators that will work with any derived class.
 7.10.11.2 Class definition
 namespace sc_dt {
 class sc_fxnum_fast{
 friend class sc_fxval_fast;
 friend class sc_fxnum_bitref†;friend class sc_fxnum_subref†;friend class sc_fxnum_fast_bitref†;friend class sc_fxnum_fast_subref†;
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 public:// Unary operatorsconst sc_fxval_fast operator- () const;const sc_fxval_fast operator+ () const;
 // Binary operators#define DECL_BIN_OP_T( op , tp ) \
 friend const sc_fxval_fast operator op ( const sc_fxnum_fast& , tp ); \friend const sc_fxval_fast operator op ( tp , const sc_fxnum_fast& );
 #define DECL_BIN_OP_OTHER( op ) \DECL_BIN_OP_T( op , int64 ) \DECL_BIN_OP_T( op , uint64 ) \DECL_BIN_OP_T( op , const sc_int_base& ) \DECL_BIN_OP_T( op , const sc_uint_base& ) \DECL_BIN_OP_T( op , const sc_signed& ) \DECL_BIN_OP_T( op, const sc_unsigned& )
 #define DECL_BIN_OP( op , dummy ) \friend const sc_fxval_fast operator op ( const sc_fxnum_fast& , const sc_fxnum_fast& ); \DECL_BIN_OP_T( op , int ) \DECL_BIN_OP_T( op , unsigned int ) \DECL_BIN_OP_T( op , long ) \DECL_BIN_OP_T( op , unsigned long ) \DECL_BIN_OP_T( op , float ) \DECL_BIN_OP_T( op , double ) \DECL_BIN_OP_T( op, const char*) \DECL_BIN_OP_T( op , const sc_fxval_fast& ) \DECL_BIN_OP_OTHER( op )
 DECL_BIN_OP( * , mult )DECL_BIN_OP( + , add )DECL_BIN_OP( - , sub )DECL_BIN_OP( / , div )
 #undef DECL_BIN_OP_T#undef DECL_BIN_OP_OTHER#undef DECL_BIN_OP
 friend const sc_fxval operator<< ( const sc_fxnum_fast& , int );friend const sc_fxval operator>> ( const sc_fxnum_fast& , int );
 // Relational (including equality) operators#define DECL_REL_OP_T( op , tp ) \
 friend bool operator op ( const sc_fxnum_fast& , tp ); \friend bool operator op ( tp , const sc_fxnum_fast& );DECL_REL_OP_T( op , int64 ) \DECL_REL_OP_T( op , uint64 ) \DECL_REL_OP_T( op , const sc_int_base& ) \DECL_REL_OP_T( op , const sc_uint_base& ) \DECL_REL_OP_T( op , const sc_signed& ) \DECL_REL_OP_T( op , const sc_unsigned& )
 #define DECL_REL_OP( op ) \friend bool operator op ( const sc_fxnum_fast& , const sc_fxnum_fast& ); \DECL_REL_OP_T( op , int ) \DECL_REL_OP_T( op , unsigned int ) \
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 DECL_REL_OP_T( op , long ) \DECL_REL_OP_T( op , unsigned long ) \DECL_REL_OP_T( op , float ) \DECL_REL_OP_T( op , double ) \DECL_REL_OP_T( op , const char* ) \DECL_REL_OP_T( op , const sc_fxval_fast& ) \DECL_REL_OP_OTHER( op )
 DECL_REL_OP( < )DECL_REL_OP( <= )DECL_REL_OP( > ) DECL_REL_OP( >= )DECL_REL_OP( == )DECL_REL_OP( != )
 #undef DECL_REL_OP_T#undef DECL_REL_OP_OTHER#undef DECL_REL_OP
 // Assignment operators#define DECL_ASN_OP_T( op , tp ) \
 sc_fxnum& operator op( tp ); \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP_OTHER#undef DECL_ASN_OP
 // Auto-increment and auto-decrementconst sc_fxval_fast operator++ ( int );
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 const sc_fxval_fast operator-- ( int );sc_fxnum_fast& operator++ ();sc_fxnum_fast& operator-- ();
 // Bit selectionconst sc_fxnum_bitref† operator[] ( int ) const;sc_fxnum_bitref† operator[] ( int );
 // Part selectionconst sc_fxnum_fast_subref† operator() ( int , int ) const;sc_fxnum_fast_subref† operator() ( int , int );const sc_fxnum_fast_subref† range( int , int ) const;sc_fxnum_fast_subref† range( int , int );const sc_fxnum_fast_subref† operator() () const;sc_fxnum_fast_subref† operator() ();const sc_fxnum_fast_subref† range() const;sc_fxnum_fast_subref† range();
 // Implicit conversionoperator double() const;
 // Explicit conversion to primitive typesshort to_short() const;unsigned short to_ushort() const;int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;float to_float() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool , sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
 // Query valuebool is_neg() const;bool is_zero() const;bool quantization_flag() const;bool overflow_flag() const;const sc_fxval_fast value() const;
 // Query parametersint wl() const;
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 int iwl() const;sc_q_mode q_mode() const;sc_o_mode o_mode() const;int n_bits() const;const sc_fxtype_params& type_params() const;const sc_fxcast_switch& cast_switch() const;
 // Print or dump contentvoid print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );void dump( std::ostream& = std::cout ) const;
 private:// Disabledsc_fxnum_fast();sc_fxnum_fast( const sc_fxnum_fast& );
 };
 } // namespace sc_dt
 7.10.11.3 Constraints on usage
 An application shall not directly create an instance of type sc_fxnum_fast. An application may use a pointerto sc_fxnum_fast or a reference to sc_fxnum_fast to refer to an object of a class derived fromsc_fxnum_fast.
 7.10.11.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fxnum_fast, using truncation or sign-extension, as described in 7.10.4.
 7.10.11.5 Implicit type conversion
 operator double() const;
 Operator double shall provide implicit type conversion from sc_fxnum_fast to double.
 7.10.11.6 Explicit type conversion
 short to_short() const;unsigned short to_ushort() const;int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;float to_float() const;double to_double() const;
 These member functions shall perform conversion to C++ numeric types.
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
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 const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool , sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
 These member functions shall perform the conversion to a string representation, as described in7.2.11, 7.10.8, and 7.10.8.1.
 7.10.12 sc_fxval
 7.10.12.1 Description
 Class sc_fxval is the variable-precision fixed-point type. It may hold the value of any of the fixed-pointtypes and perform the variable-precision fixed-point arithmetic operations. Type casting shall be performedby the fixed-point types themselves. Limited variable-precision type sc_fxval_fast and variable-precisiontype sc_fxval may be mixed freely.
 7.10.12.2 Class definition
 namespace sc_dt {
 class sc_fxval{
 public:// Constructors and destructorsc_fxval();explicit sc_fxval( int );explicit sc_fxval( unsigned int );explicit sc_fxval( long );explicit sc_fxval( unsigned long );explicit sc_fxval( float );explicit sc_fxval( double );explicit sc_fxval( const char* );sc_fxval( const sc_fxval& );sc_fxval( const sc_fxval_fast& );sc_fxval( const sc_fxnum& );sc_fxval( const sc_fxnum_fast& );explicit sc_fxval( int64 );explicit sc_fxval( uint64 );explicit sc_fxval( const sc_int_base& );explicit sc_fxval( const sc_uint_base& );explicit sc_fxval( const sc_signed& );explicit sc_fxval( const sc_unsigned& ); ~sc_fxval();
 // Unary operatorsconst sc_fxval operator- () const;const sc_fxval& operator+ () const;friend void neg( sc_fxval& , const sc_fxval& );
 // Binary operators
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 #define DECL_BIN_OP_T( op , tp ) \friend const sc_fxval operator op ( const sc_fxval& , tp ); \friend const sc_fxval operator op ( tp , const sc_fxval& );
 #define DECL_BIN_OP_OTHER( op ) \ DECL_BIN_OP_T( op , int64 ) \ DECL_BIN_OP_T( op , uint64 ) \ DECL_BIN_OP_T( op , const sc_int_base& ) \ DECL_BIN_OP_T( op , const sc_uint_base& ) \ DECL_BIN_OP_T( op , const sc_signed& ) \ DECL_BIN_OP_T( op , const sc_unsigned& )
 #define DECL_BIN_OP( op , dummy ) \friend const sc_fxval operator op ( const sc_fxval& , const sc_fxval& ); \ DECL_BIN_OP_T( op , int ) \ DECL_BIN_OP_T( op , unsigned int ) \ DECL_BIN_OP_T( op , long ) \ DECL_BIN_OP_T( op , unsigned long ) \DECL_BIN_OP_T( op , float ) \ DECL_BIN_OP_T( op , double ) \ DECL_BIN_OP_T( op , const char* ) \ DECL_BIN_OP_T( op , const sc_fxval_fast& ) \ DECL_BIN_OP_T( op , const sc_fxnum_fast& ) \ DECL_BIN_OP_OTHER( op )
 DECL_BIN_OP( * , mult ) DECL_BIN_OP( + , add ) DECL_BIN_OP( - , sub ) DECL_BIN_OP( / , div )
 friend const sc_fxval operator<< ( const sc_fxval& , int );friend const sc_fxval operator>> ( const sc_fxval& , int );
 // Relational (including equality) operators#define DECL_REL_OP_T( op , tp ) \
 friend bool operator op ( const sc_fxval& , tp ); \friend bool operator op ( tp , const sc_fxval& );
 #define DECL_REL_OP_OTHER( op ) \ DECL_REL_OP_T( op , int64 ) \ DECL_REL_OP_T( op , uint64 ) \ DECL_REL_OP_T( op , const sc_int_base& ) \ DECL_REL_OP_T( op , const sc_uint_base& ) \ DECL_REL_OP_T( op , const sc_signed& ) \ DECL_REL_OP_T( op , const sc_unsigned& )
 #define DECL_REL_OP( op ) \ friend bool operator op ( const sc_fxval& , const sc_fxval& ); \ DECL_REL_OP_T( op , int ) \ DECL_REL_OP_T( op , unsigned int ) \ DECL_REL_OP_T( op , long ) \ DECL_REL_OP_T( op , unsigned long ) \
 DECL_REL_OP_T( op , float ) \ DECL_REL_OP_T( op , double ) \ DECL_REL_OP_T( op , const char* ) \ DECL_REL_OP_T( op , const sc_fxval_fast& ) \ DECL_REL_OP_T( op , const sc_fxnum_fast& ) \ DECL_REL_OP_OTHER( op )
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 DECL_REL_OP( < ) DECL_REL_OP( <= ) DECL_REL_OP( > ) DECL_REL_OP( >= ) DECL_REL_OP( == ) DECL_REL_OP( != )
 // Assignment operators#define DECL_ASN_OP_T( op , tp ) \
 sc_fxval& operator op( tp );#define DECL_ASN_OP_OTHER( op ) \
 DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )
 DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )
 // Auto-increment and auto-decrementconst sc_fxval operator++ ( int );const sc_fxval operator-- ( int );sc_fxval& operator++ ();sc_fxval& operator-- ();
 // Implicit conversionoperator double() const;
 // Explicit conversion to primitive typesshort to_short() const;unsigned short to_ushort() const;int to_int() const;
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 unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;
 uint64 to_uint64() const;float to_float() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool , sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
 // Methodsbool is_neg() const;bool is_zero() const;void print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );void dump( std::ostream& = std::cout ) const;
 };
 } // namespace sc_dt
 7.10.12.3 Constraints on usage
 A sc_fxval object that is declared without an initial value shall be uninitialized (unless it is declared as static,in which case it shall be initialized to zero). Uninitialized objects may be used wherever an initialized objectis permitted. The result of an operation on an uninitialized object is undefined.
 7.10.12.4 Public constructors
 The constructor argument shall be taken as the initial value of the sc_fxval object. The default constructorshall not initialize the value.
 7.10.12.5 Operators
 The operators that shall be defined for sc_fxval are given in Table 48.
 operator<< and operator>> define arithmetic shifts that perform sign extension.
 The types of the operands shall be as defined in 7.10.4.
 7.10.12.6 Implicit type conversion
 operator double() const;
 Operator double can be used for implicit type conversion to the C++ type double.
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 7.10.12.7 Explicit type conversion
 short to_short() const;
 unsigned short to_ushort() const;
 int to_int() const;
 unsigned int to_uint() const;
 long to_long() const;
 unsigned long to_ulong() const;
 int64 to_int64() const;
 uint64 to_uint64() const;
 float to_float() const;
 double to_double() const;
 These member functions shall perform the conversion to the respective C++ numeric types.
 const std::string to_string() const;
 const std::string to_string( sc_numrep ) const;
 const std::string to_string( sc_numrep , bool ) const;
 const std::string to_string( sc_fmt ) const;
 const std::string to_string( sc_numrep , sc_fmt ) const;
 const std::string to_string( sc_numrep , bool , sc_fmt ) const;
 const std::string to_dec() const;
 const std::string to_bin() const;
 const std::string to_oct() const;
 const std::string to_hex() const;
 These member functions shall perform the conversion to a string representation, as described in7.2.11, 7.10.8, and 7.10.8.1.
 7.10.13 sc_fxval_fast
 7.10.13.1 Description
 Type sc_fxval_fast is the limited variable-precision fixed-point type and shall be limited to a mantissa of53 bits. It may hold the value of any of the fixed-point types and shall be used to perform the limitedvariable-precision fixed-point arithmetic operations. Limited variable-precision fixed-point typesc_fxval_fast and variable-precision fixed-point type sc_fxval may be mixed freely.
 Table 48—Operators for sc_fxval
 Operator class Operators in class
 Arithmetic * / + - << >> ++ --
 Equality == !=
 Relational <<= >>=
 Assignment = *= /= += -= <<= >>=
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 7.10.13.2 Class definition
 namespace sc_dt {
 class sc_fxval_fast{
 public:sc_fxval_fast();explicit sc_fxval_fast( int );explicit sc_fxval_fast( unsigned int );explicit sc_fxval_fast( long );explicit sc_fxval_fast( unsigned long );explicit sc_fxval_fast( float );explicit sc_fxval_fast( double );explicit sc_fxval_fast( const char* );sc_fxval_fast( const sc_fxval& );sc_fxval_fast( const sc_fxval_fast& );sc_fxval_fast( const sc_fxnum& );sc_fxval_fast( const sc_fxnum_fast& );explicit sc_fxval_fast( int64 );explicit sc_fxval_fast( uint64 );explicit sc_fxval_fast( const sc_int_base& );explicit sc_fxval_fast( const sc_uint_base& );explicit sc_fxval_fast( const sc_signed& );explicit sc_fxval_fast( const sc_unsigned& );~sc_fxval_fast();
 // Unary operatorsconst sc_fxval_fast operator- () const;const sc_fxval_fast& operator+ () const;
 // Binary operators#define DECL_BIN_OP_T( op , tp ) \
 friend const sc_fxval_fast operator op ( const sc_fxval_fast& , tp ); \friend const sc_fxval_fast operator op ( tp , const sc_fxval_fast& );
 #define DECL_BIN_OP_OTHER( op ) \DECL_BIN_OP_T( op , int64 ) \DECL_BIN_OP_T( op , uint64 ) \DECL_BIN_OP_T( op , const sc_int_base& ) \DECL_BIN_OP_T( op , const sc_uint_base& ) \DECL_BIN_OP_T( op , const sc_signed& ) \DECL_BIN_OP_T( op , const sc_unsigned& )
 #define DECL_BIN_OP( op , dummy ) \friend const sc_fxval_fast operator op ( const sc_fxval_fast& , const sc_fxval_fast& ); \DECL_BIN_OP_T( op , int ) \DECL_BIN_OP_T( op , unsigned int ) \DECL_BIN_OP_T( op , long ) \DECL_BIN_OP_T( op , unsigned long ) \DECL_BIN_OP_T( op , float ) \DECL_BIN_OP_T( op , double ) \DECL_BIN_OP_T( op , const char* ) \DECL_BIN_OP_OTHER( op )
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 DECL_BIN_OP( * , mult )DECL_BIN_OP( + , add )DECL_BIN_OP( - , sub )DECL_BIN_OP( / , div )friend const sc_fxval_fast operator<< ( const sc_fxval_fast& , int );friend const sc_fxval_fast operator>> ( const sc_fxval_fast& , int );
 // Relational (including equality) operators#define DECL_REL_OP_T( op , tp ) \
 friend bool operator op ( const sc_fxval_fast& , tp );\friend bool operator op ( tp , const sc_fxval_fast& );
 #define DECL_REL_OP_OTHER( op ) \DECL_REL_OP_T( op , int64 ) \DECL_REL_OP_T( op , uint64 ) \DECL_REL_OP_T( op , const sc_int_base& ) \DECL_REL_OP_T( op , const sc_uint_base& ) \DECL_REL_OP_T( op , const sc_signed& ) \DECL_REL_OP_T( op , const sc_unsigned& )
 #define DECL_REL_OP( op ) \friend bool operator op ( const sc_fxval_fast& , const sc_fxval_fast& ); \DECL_REL_OP_T( op , int ) \DECL_REL_OP_T( op , unsigned int ) \DECL_REL_OP_T( op , long ) \DECL_REL_OP_T( op , unsigned long ) \DECL_REL_OP_T( op , float ) \DECL_REL_OP_T( op , double ) \DECL_REL_OP_T( op , const char* ) \DECL_REL_OP_OTHER( op )
 DECL_REL_OP( < )DECL_REL_OP( <= )DECL_REL_OP( > )DECL_REL_OP( >= )DECL_REL_OP( == )DECL_REL_OP( != )
 // Assignment operators#define DECL_ASN_OP_T( op , tp ) sc_fxval_fast& operator op( tp );#define DECL_ASN_OP_OTHER( op ) \
 DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \
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 DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( top )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )
 // Auto-increment and auto-decrementconst sc_fxval_fast operator++ ( int );const sc_fxval_fast operator-- ( int );sc_fxval_fast& operator++ ();sc_fxval_fast& operator-- ();
 // Implicit conversionoperator double() const;
 // Explicit conversion to primitive typesshort to_short() const;unsigned short to_ushort() const;int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;float to_float() const;double to_double() const;
 // Explicit conversion to character stringconst std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool, sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
 // Other methodsbool is_neg() const;bool is_zero() const;void print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );void dump( std::ostream& = std::cout ) const;
 };
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 } // namespace sc_dt
 7.10.13.3 Constraints on usage
 A sc_fxval_fast object that is declared without an initial value shall be uninitialized (unless it is declared asstatic, in which case it shall be initialized to zero). Uninitialized objects may be used wherever an initializedobject is permitted. The result of an operation on an uninitialized object is undefined.
 7.10.13.4 Public constructors
 The constructor argument shall be taken as the initial value of the sc_fxval_fast object. The defaultconstructor shall not initialize the value.
 7.10.13.5 Operators
 The operators that shall be defined for sc_fxval_fast are given in Table 49.
 NOTE—operator<< and operator>> define arithmetic shifts, not bitwise shifts. The difference is that no bits are lostand proper sign extension is done. Hence, these operators are also well defined for signed types, such as sc_fxval_fast.
 7.10.13.6 Implicit type conversion
 operator double() const;
 Operator double can be used for implicit type conversion to the C++ type double.
 7.10.13.7 Explicit type conversion
 short to_short() const;unsigned short to_ushort() const;int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;float to_float() const;double to_double() const;
 These member functions shall perform the conversion to the respective C++ numeric types.
 Table 49—Operators for sc_fxval_fast
 Operator class Operators in class
 Arithmetic * / + - << >> ++ --
 Equality == !=
 Relational <<= >>=
 Assignment = *= /= += -= <<= >>=
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 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;const std::string to_string( sc_fmt ) const;const std::string to_string( sc_numrep , sc_fmt ) const;const std::string to_string( sc_numrep , bool, sc_fmt ) const;const std::string to_dec() const;const std::string to_bin() const;const std::string to_oct() const;const std::string to_hex() const;
 These member functions shall perform the conversion to a string representation, as described in7.2.11, 7.10.8, and 7.10.8.1.
 7.10.14 sc_fix
 7.10.14.1 Description
 Class sc_fix shall represent a signed (two’s complement) finite-precision fixed-point value. The fixed-pointtype parameters wl, iwl, q_mode, o_mode, and n_bits may be specified as constructor arguments.
 7.10.14.2 Class definition
 namespace sc_dt {
 class sc_fix : public sc_fxnum{
 public:// Constructors and destructorsc_fix();sc_fix( int , int );sc_fix( sc_q_mode , sc_o_mod e );sc_fix( sc_q_mode , sc_o_mode, int );sc_fix( int , int , sc_q_mode , sc_o_mode );sc_fix( int , int , sc_q_mode, sc_o_mode, int );sc_fix( const sc_fxcast_switch& );sc_fix( int , int , const sc_fxcast_switch& );sc_fix( sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_fix( sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );sc_fix( int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_fix( int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );sc_fix( const sc_fxtype_params& );sc_fix( const sc_fxtype_params& , const sc_fxcast_switch& );
 #define DECL_CTORS_T( tp ) \sc_fix( tp , int, int ); \sc_fix( tp , sc_q_mode , sc_o_mode ); \sc_fix( tp , sc_q_mode , sc_o_mode, int ); \sc_fix( tp , int , int , sc_q_mode , sc_o_mode ); \sc_fix( tp , int , int , sc_q_mode , sc_o_mode , int ); \sc_fix( tp , const sc_fxcast_switch& ); \sc_fix( tp , int , int , const sc_fxcast_switch& ); \sc_fix( tp , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \
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 sc_fix( tp , sc_q_mode , sc_o_mode , in , const sc_fxcast_switch& ); \sc_fix( tp , int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \sc_fix( tp , int, int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& ); \sc_fix( tp , const sc_fxtype_params& ); \sc_fix( tp , const sc_fxtype_params& , const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \sc_fix( tp ); \DECL_CTORS_T( tp )
 #define DECL_CTORS_T_B( tp ) \explicit sc_fix( tp ); \DECL_CTORS_T( tp )
 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )sc_fix( const sc_fix& );
 // Unary bitwise operatorsconst sc_fix operator~ () const;
 // Binary bitwise operatorsfriend const sc_fix operator& ( const sc_fix& , const sc_fix& );friend const sc_fix operator& ( const sc_fix& , const sc_fix_fast& );friend const sc_fix operator& ( const sc_fix_fast& , const sc_fix& );friend const sc_fix operator| ( const sc_fix& , const sc_fix& );friend const sc_fix operator| ( const sc_fix& , const sc_fix_fast& );friend const sc_fix operator| ( const sc_fix_fast& , const sc_fix& );friend const sc_fix operator^ ( const sc_fix& , const sc_fix& );friend const sc_fix operator^ ( const sc_fix& , const sc_fix_fast& );friend const sc_fix operator^ ( const sc_fix_fast& , const sc_fix& );
 sc_fix& operator= ( const sc_fix& );
 #define DECL_ASN_OP_T( op , tp ) \sc_fix& operator op ( tp );
 #define DECL_ASN_OP_OTHER( op ) \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \
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 DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* )\DECL_ASN_OP_T( op , const sc_fxval& )\DECL_ASN_OP_T( op , const sc_fxval_fast& )\DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_fix& )DECL_ASN_OP_T( &= , const sc_fix_fast& )DECL_ASN_OP_T( |= , const sc_fix& )DECL_ASN_OP_T( |= , const sc_fix_fast& )DECL_ASN_OP_T( ^= , const sc_fix& )DECL_ASN_OP_T( ^= , const sc_fix_fast& )
 const sc_fxval operator++ ( int );const sc_fxval operator-- ( int );sc_fix& operator++ ();sc_fix& operator-- ();
 };
 } // namespace sc_dt
 7.10.14.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 7.10.14.4 Public constructors
 The constructor arguments may specify the fixed-point type parameters, as described in 7.10.1. The defaultconstructor shall set fixed-point type parameters according to the fixed-point context in scope at the point ofconstruction. An initial value may additionally be specified as a C++ or SystemC numeric object or as astring literal. A fixed-point cast switch may also be passed as a constructor argument to set the fixed-pointcasting, as described in 7.10.7.
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 7.10.14.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fix, using truncation or sign-extension, as described in 7.10.4.
 7.10.14.6 Bitwise operators
 Bitwise operators for all combinations of operands of type sc_fix and sc_fix_fast shall be defined, asdescribed in 7.10.4.
 7.10.15 sc_ufix
 7.10.15.1 Description
 Class sc_ufix shall represent an unsigned finite-precision fixed-point value. The fixed-point type parameterswl, iwl, q_mode, o_mode, and n_bits may be specified as constructor arguments.
 7.10.15.2 Class definition
 namespace sc_dt {
 class sc_ufix : public sc_fxnum{
 public:// Constructorsexplicit sc_ufix();sc_ufix( int , int );sc_ufix( sc_q_mode , sc_o_mode );sc_ufix( sc_q_mode , sc_o_mode , int );sc_ufix( int , int , sc_q_mode , sc_o_mode );sc_ufix( int , int , sc_q_mode , sc_o_mode, int );explicit sc_ufix( const sc_fxcast_switch& );sc_ufix( int , int , const sc_fxcast_switch& );sc_ufix( sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_ufix( sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );sc_ufix( int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_ufix( int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );explicit sc_ufix( const sc_fxtype_params& );sc_ufix( const sc_fxtype_params& , const sc_fxcast_switch& );
 #define DECL_CTORS_T( tp ) \sc_ufix( tp , int , int ); \sc_ufix( tp , sc_q_mode , sc_o_mode ); \sc_ufix( tp , sc_q_mode , sc_o_mode , int ); \sc_ufix( tp , int , int , sc_q_mode , sc_o_mode ); \sc_ufix( tp , int , int , sc_q_mode , sc_o_mode , int ); \sc_ufix( tp , const sc_fxcast_switch& ); \sc_ufix( tp , int , int , const sc_fxcast_switch& ); \sc_ufix( tp , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \sc_ufix( tp , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& ); \sc_ufix( tp , int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \sc_ufix( tp , int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& ); \sc_ufix( tp , const sc_fxtype_params& ); \
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 sc_ufix( tp , const sc_fxtype_params& , const sc_fxcast_switch& );#define DECL_CTORS_T_A( tp ) \
 sc_ufix( tp ); \DECL_CTORS_T( tp )
 #define DECL_CTORS_T_B( tp ) \explicit sc_ufix( tp ); \DECL_CTORS_T( tp )
 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )
 #undef DECL_CTORS_T#undef DECL_CTORS_T_A#undef DECL_CTORS_T_B
 // Copy constructorsc_ufix( const sc_ufix& );
 // Unary bitwise operatorsconst sc_ufix operator~ () const;
 // Binary bitwise operatorsfriend const sc_ufix operator& ( const sc_ufix& , const sc_ufix& );friend const sc_ufix operator& ( const sc_ufix& , const sc_ufix_fast& );friend const sc_ufix operator& ( const sc_ufix_fast& , const sc_ufix& );friend const sc_ufix operator| ( const sc_ufix& , const sc_ufix& );friend const sc_ufix operator| ( const sc_ufix& , const sc_ufix_fast& );friend const sc_ufix operator| ( const sc_ufix_fast& , const sc_ufix& );friend const sc_ufix operator^ ( const sc_ufix& , const sc_ufix& );friend const sc_ufix operator^ ( const sc_ufix& , const sc_ufix_fast& );friend const sc_ufix operator^ ( const sc_ufix_fast& , const sc_ufix& );
 // Assignment operatorssc_ufix& operator= ( const sc_ufix& );
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 #define DECL_ASN_OP_T( op , tp ) \sc_ufix& operator op ( tp );
 #define DECL_ASN_OP_OTHER( op ) \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& )\DECL_ASN_OP_T( op , const sc_uint_base& )\DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* )\DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& )\DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_ufix& )DECL_ASN_OP_T( &= , const sc_ufix_fast& )DECL_ASN_OP_T( |= , const sc_ufix& )DECL_ASN_OP_T( |= , const sc_ufix_fast& )DECL_ASN_OP_T( ^= , const sc_ufix& )DECL_ASN_OP_T( ^= , const sc_ufix_fast& )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP_OTHER#undef DECL_ASN_OP
 // Auto-increment and auto-decrementconst sc_fxval operator++ ( int );const sc_fxval operator-- ( int );sc_ufix& operator++ ();sc_ufix& operator-- ();
 };
 } // namespace sc_dt
 7.10.15.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
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 7.10.15.4 Public constructors
 The constructor arguments may specify the fixed-point type parameters, as described in 7.10.1. The defaultconstructor shall set fixed-point type parameters according to the fixed-point context in scope at the point ofconstruction. An initial value may additionally be specified as a C++ or SystemC numeric object or as astring literal. A fixed-point cast switch may also be passed as a constructor argument to set the fixed-pointcasting, as described in 7.10.7.
 7.10.15.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_ufix, using truncation or sign-extension, as described in 7.10.4.
 7.10.15.6 Bitwise operators
 Bitwise operators for all combinations of operands of type sc_ufix and sc_ufix_fast shall be defined, asdescribed in 7.10.4.
 7.10.16 sc_fix_fast
 7.10.16.1 Description
 Class sc_fix_fast shall represent a signed (two’s complement) limited-precision fixed-point value. Thefixed-point type parameters wl, iwl, q_mode, o_mode, and n_bits may be specified as constructorarguments.
 7.10.16.2 Class definition
 namespace sc_dt {
 class sc_fix_fast : public sc_fxnum_fast{
 public:// Constructorssc_fix_fast();sc_fix_fast( int , int );sc_fix_fast( sc_q_mode , sc_o_mode );sc_fix_fast( sc_q_mode , sc_o_mode , int );sc_fix_fast( int , int , sc_q_mode , sc_o_mode );sc_fix_fast( int , int , sc_q_mode , sc_o_mode , int );sc_fix_fast( const sc_fxcast_switch& );sc_fix_fast( int , int , const sc_fxcast_switch& );sc_fix_fast( sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_fix_fast( sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );sc_fix_fast( int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_fix_fast( int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );sc_fix_fast( const sc_fxtype_params& );sc_fix_fast( const sc_fxtype_params& , const sc_fxcast_switch& );
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 #define DECL_CTORS_T( tp ) \sc_fix_fast( tp , int , int ); \sc_fix_fast( tp , sc_q_mode , sc_o_mode ); \sc_fix_fast( tp , sc_q_mode , sc_o_mode , int ); \sc_fix_fast( tp , int , int , sc_q_mode , sc_o_mode ); \sc_fix_fast( tp , int , int , sc_q_mode , sc_o_mode , int ); \sc_fix_fast( tp , const sc_fxcast_switch& ); \sc_fix_fast( tp , int , int , const sc_fxcast_switch& ); \sc_fix_fast( tp , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \sc_fix_fast( tp , sc_q_mod e, sc_o_mode , int , const sc_fxcast_switch& ); \sc_fix_fast( tp , int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \sc_fix_fast( tp , int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& ); \sc_fix_fast( tp , const sc_fxtype_params& ); \sc_fix_fast( tp , const sc_fxtype_params& , const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \sc_fix_fast( tp ); \DECL_CTORS_T( tp )
 #define DECL_CTORS_T_B( tp ) \explicit sc_fix_fast( tp ); \DECL_CTORS_T( tp )
 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )
 // Copy constructorsc_fix_fast( const sc_fix_fast& );
 // Operatorsconst sc_fix_fast operator~ () const;friend const sc_fix_fast operator& ( const sc_fix_fast& , const sc_fix_fast& );friend const sc_fix_fast operator^ ( const sc_fix_fast& , const sc_fix_fast& );friend const sc_fix_fast operator| ( const sc_fix_fast& , const sc_fix_fast& );sc_fix_fast& operator= ( const sc_fix_fast& );
 #define DECL_ASN_OP_T( op , tp ) \sc_fix_fast& operator op ( tp );
 #define DECL_ASN_OP_OTHER( op ) \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \
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 DECL_ASN_OP_T( op , const sc_int_base& )\DECL_ASN_OP_T( op , const sc_uint_base& )\DECL_ASN_OP_T( op , const sc_signed& )\DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* )\DECL_ASN_OP_T( op , const sc_fxval& )\DECL_ASN_OP_T( op , const sc_fxval_fast& )\DECL_ASN_OP_T( op , const sc_fxnum& )\DECL_ASN_OP_T( op , const sc_fxnum_fast& )\DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_fix& )DECL_ASN_OP_T( &= , const sc_fix_fast& )DECL_ASN_OP_T( |= , const sc_fix& )DECL_ASN_OP_T( |= , const sc_fix_fast& )DECL_ASN_OP_T( ^= , const sc_fix& )DECL_ASN_OP_T( ^= , const sc_fix_fast& )
 const sc_fxval_fast operator++ ( int );const sc_fxval_fast operator-- ( int );sc_fix_fast& operator++ ();sc_fix_fast& operator-- ();
 };
 } // namespace sc_dt
 7.10.16.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 sc_fix_fast shall use double-precision (floating-point) values. The mantissa of a double-precision value islimited to 53 bits, so bit-true behavior cannot be guaranteed with the limited-precision types.
 7.10.16.4 Public constructors
 The constructor arguments may specify the fixed-point type parameters, as described in 7.10.1. The defaultconstructor shall set fixed-point type parameters according to the fixed-point context in scope at the point ofconstruction. An initial value may additionally be specified as a C++ or SystemC numeric object or as a
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 string literal. A fixed-point cast switch may also be passed as a constructor argument to set the fixed-pointcasting, as described in 7.10.7.
 7.10.16.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fix_fast, using truncation or sign-extension, as described in 7.10.4.
 7.10.16.6 Bitwise operators
 Bitwise operators for operands of type sc_fix_fast shall be defined, as described in 7.10.4.
 7.10.17 sc_ufix_fast
 7.10.17.1 Description
 Class sc_ufix_fast shall represent an unsigned limited-precision fixed-point value. The fixed-point typeparameters wl, iwl, q_mode, o_mode, and n_bits may be specified as constructor arguments.
 7.10.17.2 Class definition
 namespace sc_dt {
 class sc_ufix_fast : public sc_fxnum_fast{
 public:// Constructorsexplicit sc_ufix_fast();sc_ufix_fast( int , int );sc_ufix_fast( sc_q_mode , sc_o_mode );sc_ufix_fast( sc_q_mode , sc_o_mode , int );sc_ufix_fast( int , int , sc_q_mode , sc_o_mode );sc_ufix_fast( int , int , sc_q_mode , sc_o_mode , int );explicit sc_ufix_fast( const sc_fxcast_switch& );sc_ufix_fast( int , int , const sc_fxcast_switch& );sc_ufix_fast( sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_ufix_fast( sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );sc_ufix_fast( int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& );sc_ufix_fast( int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& );explicit sc_ufix_fast( const sc_fxtype_params& );sc_ufix_fast( const sc_fxtype_params& , const sc_fxcast_switch& );
 #define DECL_CTORS_T( tp ) \ sc_ufix_fast( tp , int , int ); \ sc_ufix_fast( tp , sc_q_mode , sc_o_mode ); \ sc_ufix_fast( tp , sc_q_mode , sc_o_mode , int ); \
 sc_ufix_fast( tp , int , int , sc_q_mode , sc_o_mode ); \sc_ufix_fast( tp , int , int , sc_q_mode , sc_o_mode , int ); \sc_ufix_fast( tp , const sc_fxcast_switch& ); \sc_ufix_fast( tp , int , int , const sc_fxcast_switch& ); \sc_ufix_fast( tp , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \sc_ufix_fast( tp , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& ); \sc_ufix_fast( tp , int , int , sc_q_mode , sc_o_mode , const sc_fxcast_switch& ); \
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 sc_ufix_fast( tp , int , int , sc_q_mode , sc_o_mode , int , const sc_fxcast_switch& ); \sc_ufix_fast( tp , const sc_fxtype_params& ); \sc_ufix_fast( tp , const sc_fxtype_params& , const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \ sc_ufix_fast( tp ); \
 DECL_CTORS_T( tp )#define DECL_CTORS_T_B( tp ) \
 explicit sc_ufix_fast( tp ); \DECL_CTORS_T( tp )
 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )
 #undef DECL_CTORS_T#undef DECL_CTORS_T_A#undef DECL_CTORS_T_B
 // Copy constructorsc_ufix_fast( const sc_ufix_fast& );
 // Unary bitwise operatorsconst sc_ufix_fast operator~ () const;
 // Binary bitwise operatorsfriend const sc_ufix_fast operator& ( const sc_ufix_fast& , const sc_ufix_fast& );friend const sc_ufix_fast operator^ ( const sc_ufix_fast& , const sc_ufix_fast& );friend const sc_ufix_fast operator| ( const sc_ufix_fast& , const sc_ufix_fast& );
 // Assignment operatorssc_ufix_fast& operator= ( const sc_ufix_fast& );#define DECL_ASN_OP_T( op , tp ) \
 sc_ufix_fast& operator op ( tp );#define DECL_ASN_OP_OTHER( op ) \
 DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& )\DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \
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 DECL_ASN_OP_T( op , const sc_unsigned& )#define DECL_ASN_OP( op ) \
 DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int )\DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* )\DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_ufix& )DECL_ASN_OP_T( &= , const sc_ufix_fast& )DECL_ASN_OP_T( |= , const sc_ufix& )DECL_ASN_OP_T( |= , const sc_ufix_fast& )DECL_ASN_OP_T( ^= , const sc_ufix& )DECL_ASN_OP_T( ^= , const sc_ufix_fast& )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP_OTHER#undef DECL_ASN_OP
 // Auto-increment and auto-decrementconst sc_fxval_fast operator++ ( int );const sc_fxval_fast operator-- ( int );sc_ufix_fast& operator++ ();sc_ufix_fast& operator-- ();
 };
 } // namespace sc_dt
 7.10.17.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 sc_ufix_fast shall use double-precision (floating-point) values. The mantissa of a double-precision value islimited to 53 bits, so bit-true behavior cannot be guaranteed with the limited-precision types.
 7.10.17.4 Public constructors
 The constructor arguments may specify the fixed-point type parameters, as described in 7.10.1. The defaultconstructor shall set fixed-point type parameters according to the fixed-point context in scope at the point of
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 construction. An initial value may additionally be specified as a C++ or SystemC numeric object or as astring literal. A fixed-point cast switch may also be passed as a constructor argument to set the fixed-pointcasting, as described in 7.10.7.
 7.10.17.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_ufix_fast, using truncation or sign-extension, as described in 7.10.4.
 7.10.17.6 Bitwise operators
 Bitwise operators for operands of type sc_ufix_fast shall be defined, as described in 7.10.4.
 7.10.18 sc_fixed
 7.10.18.1 Description
 Class template sc_fixed shall represent a signed (two’s complement) finite-precision fixed-point value. Thefixed-point type parameters wl, iwl, q_mode, o_mode, and n_bits shall be specified by the templatearguments.
 Any public member functions of the base class sc_fix that are overridden in class sc_fixed shall have thesame behavior in the two classes. Any public member functions of the base class not overridden in this wayshall be publicly inherited by class sc_fixed.
 7.10.18.2 Class definition
 namespace sc_dt {
 template <int W, int I,sc_q_mode Q = SC_DEFAULT_Q_MODE_,sc_o_mode O = SC_DEFAULT_O_MODE_, int N = SC_DEFAULT_N_BITS_>
 class sc_fixed : public sc_fix{
 public:// Constructorssc_fixed();sc_fixed( const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \sc_fixed( tp ); \sc_fixed( tp , const sc_fxcast_switch& );
 #define DECL_CTORS_T_B( tp ) \sc_fixed( tp ); \sc_fixed( tp , const sc_fxcast_switch& );
 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )
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 DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )sc_fixed( const sc_fixed<W,I,Q,O,N>& );
 // Operatorssc_fixed& operator= ( const sc_fixed<W,I,Q,O,N>& );
 #define DECL_ASN_OP_T( op , tp ) \sc_fixed& operator op ( tp );
 #define DECL_ASN_OP_OTHER( op ) \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op, float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_fix& )DECL_ASN_OP_T( &= , const sc_fix_fast& )DECL_ASN_OP_T( |= , const sc_fix& )DECL_ASN_OP_T( |= , const sc_fix_fast& )DECL_ASN_OP_T( ^= , const sc_fix& )DECL_ASN_OP_T( ^= , const sc_fix_fast& )
 const sc_fxval operator++ ( int );const sc_fxval operator-- ( int );
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 sc_fixed& operator++ ();sc_fixed& operator-- ();
 };
 } // namespace sc_dt
 7.10.18.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 7.10.18.4 Public constructors
 The initial value of an sc_fixed object may be specified as a constructor argument, that is, a C++ or SystemCnumeric object or a string literal. A fixed-point cast switch may also be passed as a constructor argument toset the fixed-point casting, as described in 7.10.7.
 7.10.18.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fixed, using truncation or sign-extension, as described in 7.10.4.
 7.10.19 sc_ufixed
 7.10.19.1 Description
 Class template sc_ufixed represents an unsigned finite-precision fixed-point value. The fixed-point typeparameters wl, iwl, q_mode, o_mode, and n_bits shall be specified by the template arguments.
 Any public member functions of the base class sc_ufix that are overridden in class sc_ufixed shall have thesame behavior in the two classes. Any public member functions of the base class not overridden in this wayshall be publicly inherited by class sc_ufixed.
 7.10.19.2 Class definition
 namespace sc_dt {
 template <int W, int I, sc_q_mode Q = SC_DEFAULT_Q_MODE_, sc_o_mode O = SC_DEFAULT_O_MODE_, int N = SC_DEFAULT_N_BITS_>
 class sc_ufixed : public sc_ufix{
 public:// Constructorsexplicit sc_ufixed();explicit sc_ufixed( const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \sc_ufixed( tp ); \sc_ufixed( tp , const sc_fxcast_switch& );
 #define DECL_CTORS_T_B( tp ) \explicit sc_ufixed( tp ); \sc_ufixed( tp , const sc_fxcast_switch& );
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 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )
 #undef DECL_CTORS_T_A#undef DECL_CTORS_T_B
 // Copy constructorsc_ufixed( const sc_ufixed<W,I,Q,O,N>& );
 // Assignment operatorssc_ufixed& operator= ( const sc_ufixed<W,I,Q,O,N>& );#define DECL_ASN_OP_T( op , tp ) \
 sc_ufixed& operator op ( tp );#define DECL_ASN_OP_OTHER( op ) \
 DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& )\DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int )\DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )
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 DECL_ASN_OP_T( <<= , int )
 DECL_ASN_OP_T( >>= , int )
 DECL_ASN_OP_T( &= , const sc_ufix& )
 DECL_ASN_OP_T( &= , const sc_ufix_fast& )
 DECL_ASN_OP_T( |= , const sc_ufix& )
 DECL_ASN_OP_T( |= , const sc_ufix_fast& )
 DECL_ASN_OP_T( ^= , const sc_ufix& )
 DECL_ASN_OP_T( ^= , const sc_ufix_fast& )
 #undef DECL_ASN_OP_T
 #undef DECL_ASN_OP_OTHER
 #undef DECL_ASN_OP
 // Auto-increment and auto-decrement
 const sc_fxval operator++ ( int );
 const sc_fxval operator-- ( int );
 sc_ufixed& operator++ ();
 sc_ufixed& operator-- ();
 };
 } // namespace sc_dt
 7.10.19.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 7.10.19.4 Public constructors
 The initial value of an sc_ufixed object may be specified as a constructor argument that is a C++ orSystemC numeric object or a string literal. A fixed-point cast switch may also be passed as a constructorargument to set the fixed-point casting, as described in 7.10.7.
 7.10.19.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_ufixed, using truncation or sign-extension, as described in 7.10.4.
 7.10.20 sc_fixed_fast
 7.10.20.1 Description
 Class template sc_fixed_fast shall represent a signed (two’s complement) limited-precision fixed-pointtype. The fixed-point type parameters wl, iwl, q_mode, o_mode, and n_bits shall be specified by thetemplate arguments.
 Any public member functions of the base class sc_fix_fast that are overridden in class sc_fixed_fast shallhave the same behavior in the two classes. Any public member functions of the base class not overridden inthis way shall be publicly inherited by class sc_fixed_fast.
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 7.10.20.2 Class definition
 namespace sc_dt {
 template <int W, int I,sc_q_mode Q = SC_DEFAULT_Q_MODE_,sc_o_mode O = SC_DEFAULT_O_MODE_, int N = SC_DEFAULT_N_BITS_>
 class sc_fixed_fast : public sc_fix_fast{
 public:// Constructorssc_fixed_fast();sc_fixed_fast( const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \sc_fixed_fast( tp ); \sc_fixed_fast( tp , const sc_fxcast_switch& );
 #define DECL_CTORS_T_B( tp ) \sc_fixed_fast( tp ); \sc_fixed_fast( tp , const sc_fxcast_switch& );
 DECL_CTORS_T_A( int ) DECL_CTORS_T_A( unsigned int ) DECL_CTORS_T_A( long ) DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double ) DECL_CTORS_T_A( const char* ) DECL_CTORS_T_A( const sc_fxval& ) DECL_CTORS_T_A( const sc_fxval_fast& ) DECL_CTORS_T_A( const sc_fxnum& ) DECL_CTORS_T_A( const sc_fxnum_fast& ) DECL_CTORS_T_B( int64 ) DECL_CTORS_T_B( uint64 ) DECL_CTORS_T_B( const sc_int_base& ) DECL_CTORS_T_B( const sc_uint_base& ) DECL_CTORS_T_B( const sc_signed& )
 DECL_CTORS_T_B( const sc_unsigned& )
 sc_fixed_fast( const sc_fixed_fast<W,I,Q,O,N>& );
 // Operatorssc_fixed_fast& operator= ( const
 sc_fixed_fast<W,I,Q,O,N>& );#define DECL_ASN_OP_T( op , tp ) \
 sc_fixed_fast& operator op ( tp );#define DECL_ASN_OP_OTHER( op ) \
 DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
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 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int ) \DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op , float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* ) \DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& ) \DECL_ASN_OP_OTHER( op )DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_fix& )DECL_ASN_OP_T( &= , const sc_fix_fast& )DECL_ASN_OP_T( |= , const sc_fix& )DECL_ASN_OP_T( |= , const sc_fix_fast& )DECL_ASN_OP_T( ^= , const sc_fix& )DECL_ASN_OP_T( ^= , const sc_fix_fast& )const sc_fxval_fast operator++ ( int );const sc_fxval_fast operator-- ( int );sc_fixed_fast& operator++ ();sc_fixed_fast& operator-- ();
 };
 } // namespace sc_dt
 7.10.20.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 sc_fixed_fast shall use double-precision (floating-point) values whose mantissa is limited to 53 bits.
 7.10.20.4 Public constructors
 The initial value of an sc_fixed_fast object may be specified as a constructor argument that is a C++ orSystemC numeric object or a string literal. A fixed-point cast switch may also be passed as a constructorargument to set the fixed-point casting, as described in 7.10.7.
 7.10.20.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fixed_fast, using truncation or sign-extension, as described in 7.10.4.
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 7.10.21 sc_ufixed_fast
 7.10.21.1 Description
 Class template sc_ufixed_fast shall represent an unsigned limited-precision fixed-point type. The fixed-point type parameters wl, iwl, q_mode, o_mode, and n_bits shall be specified by the template arguments.
 Any public member functions of the base class sc_ufix_fast that are overridden in class sc_ufixed_fast shallhave the same behavior in the two classes. Any public member functions of the base class not overridden inthis way shall be publicly inherited by class sc_ufixed_fast.
 7.10.21.2 Class definition
 namespace sc_dt {
 template <int W, int I, sc_q_mode Q = SC_DEFAULT_Q_MODE_, sc_o_mode O = SC_DEFAULT_O_MODE_, int N = SC_DEFAULT_N_BITS_>
 class sc_ufixed_fast : public sc_ufix_fast{
 public:// Constructorsexplicit sc_ufixed_fast();explicit sc_ufixed_fast( const sc_fxcast_switch& );
 #define DECL_CTORS_T_A( tp ) \sc_ufixed_fast( tp ); \sc_ufixed_fast( tp , const sc_fxcast_switch& );
 #define DECL_CTORS_T_B( tp ) \explicit sc_ufixed_fast ( tp );\sc_ufixed_fast( tp , const sc_fxcast_switch& );
 DECL_CTORS_T_A( int )DECL_CTORS_T_A( unsigned int )DECL_CTORS_T_A( long )DECL_CTORS_T_A( unsigned long )DECL_CTORS_T_A( float ) DECL_CTORS_T_A( double )DECL_CTORS_T_A( const char* )DECL_CTORS_T_A( const sc_fxval& )DECL_CTORS_T_A( const sc_fxval_fast& )DECL_CTORS_T_A( const sc_fxnum& )DECL_CTORS_T_A( const sc_fxnum_fast& )DECL_CTORS_T_B( int64 )DECL_CTORS_T_B( uint64 )DECL_CTORS_T_B( const sc_int_base& )DECL_CTORS_T_B( const sc_uint_base& )DECL_CTORS_T_B( const sc_signed& )DECL_CTORS_T_B( const sc_unsigned& )
 #undef DECL_CTORS_T_A#undef DECL_CTORS_T_B
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 // Copy constructorsc_ufixed_fast( const sc_ufixed_fast<W,I,Q,O,N>& );
 // Assignment operatorssc_ufixed_fast& operator= ( const sc_ufixed_fast<W,I,Q,O,N>& );
 #define DECL_ASN_OP_T( op , tp ) \sc_ufixed_fast& operator op ( tp );
 #define DECL_ASN_OP_OTHER( op ) \DECL_ASN_OP_T( op , int64 ) \DECL_ASN_OP_T( op , uint64 ) \DECL_ASN_OP_T( op , const sc_int_base& ) \DECL_ASN_OP_T( op , const sc_uint_base& ) \DECL_ASN_OP_T( op , const sc_signed& ) \DECL_ASN_OP_T( op , const sc_unsigned& )
 #define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , int ) \DECL_ASN_OP_T( op , unsigned int )\DECL_ASN_OP_T( op , long ) \DECL_ASN_OP_T( op , unsigned long ) \DECL_ASN_OP_T( op, float ) \DECL_ASN_OP_T( op , double ) \DECL_ASN_OP_T( op , const char* )\DECL_ASN_OP_T( op , const sc_fxval& ) \DECL_ASN_OP_T( op , const sc_fxval_fast& ) \DECL_ASN_OP_T( op , const sc_fxnum& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast& \DECL_ASN_OP_OTHER( op )
 DECL_ASN_OP( = )DECL_ASN_OP( *= )DECL_ASN_OP( /= )DECL_ASN_OP( += )DECL_ASN_OP( -= )DECL_ASN_OP_T( <<= , int )DECL_ASN_OP_T( >>= , int )DECL_ASN_OP_T( &= , const sc_ufix& )DECL_ASN_OP_T( &= , const sc_ufix_fast& )DECL_ASN_OP_T( |= , const sc_ufix& )DECL_ASN_OP_T( |= , const sc_ufix_fast& )DECL_ASN_OP_T( ^= , const sc_ufix& )DECL_ASN_OP_T( ^= , const sc_ufix_fast& )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP_OTHER#undef DECL_ASN_OP
 // Auto-increment and auto-decrementconst sc_fxval_fast operator++ ( int );const sc_fxval_fast operator-- ( int );sc_ufixed_fast& operator++ ();sc_ufixed_fast& operator-- ();
 };
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 } // namespace sc_dt
 7.10.21.3 Constraints on usage
 The word length shall be greater than zero. The number of saturated bits, if specified, shall not be less thanzero.
 sc_ufixed_fast shall use double-precision (floating-point) values whose mantissa is limited to 53 bits.
 7.10.21.4 Public constructors
 The initial value of an sc_fixed_fast object may be specified as a constructor argument, that is, a C++ orSystemC numeric object or a string literal. A fixed-point cast switch may also be passed as a constructorargument to set the fixed-point casting, as described in 7.10.7.
 7.10.21.5 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++numeric representation to sc_fixed_fast, using truncation or sign-extension, as described in 7.10.4.
 7.10.22 Bit-selects
 7.10.22.1 Description
 Class sc_fxnum_bitref† shall represent a bit selected from an sc_fxnum.
 Class sc_fxnum_fast_bitref† shall represent a bit selected from an sc_fxnum_fast.
 No distinction shall be made between a bit-select used as an lvalue or as an rvalue.
 7.10.22.2 Class definition
 namespace sc_dt {
 class sc_fxnum_bitref†
 {friend class sc_fxnum;friend class sc_fxnum_fast_bitref†;
 public:// Copy constructorsc_fxnum_bitref†( const sc_fxnum_bitref†& );
 // Assignment operators#define DECL_ASN_OP_T( op , tp ) \
 sc_fxnum_bitref†& operator op ( tp );#define DECL_ASN_OP( op ) \
 DECL_ASN_OP_T( op , const sc_fxnum_bitref†& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast_bitref†& ) \DECL_ASN_OP_T( op , bool )
 DECL_ASN_OP( = )DECL_ASN_OP( &= )
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 DECL_ASN_OP( |= )DECL_ASN_OP( ^= )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP
 // Implicit conversionoperator bool() const;
 // Print or dump contentvoid print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );void dump( std::ostream& = std::cout ) const;
 private:// Disabled// Constructorssc_fxnum_bitref†( sc_fxnum& , int );sc_fxnum_bitref†();
 };
 // -------------------------------------------------------------
 class sc_fxnum_fast_bitref†
 {friend class sc_fxnum_fast;friend class sc_fxnum_bitref†;
 public:// Copy constructorsc_fxnum_fast_bitref†( const sc_fxnum_fast_bitref†& );
 // Assignment operators#define DECL_ASN_OP_T( op , tp ) \
 sc_fxnum_fast_bitref†& operator op ( tp );#define DECL_ASN_OP( op ) \DECL_ASN_OP_T( op , const sc_fxnum_bitref†& ) \DECL_ASN_OP_T( op , const sc_fxnum_fast_bitref†& ) \
 DECL_ASN_OP_T( op , bool )
 DECL_ASN_OP( = )DECL_ASN_OP( &= )DECL_ASN_OP( |= )DECL_ASN_OP( ^= )
 #undef DECL_ASN_OP_T#undef DECL_ASN_OP
 // Implicit conversionoperator bool() const;
 // Print or dump contentvoid print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );
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 void dump( std::ostream& = std::cout ) const;
 private:// Disabled// Constructorsc_fxnum_fast_bitref†( sc_fxnum_fast& , int );sc_fxnum_fast_bitref†();
 };
 } // namespace sc_dt
 7.10.22.3 Constraints on usage
 Bit-select objects shall only be created using the bit-select operators of an instance of a class derived fromsc_fxnum or sc_fxnum_fast.
 An application shall not explicitly create an instance of any bit-select class.
 An application should not declare a reference or pointer to any bit-select object.
 7.10.22.4 Assignment operators
 Overloaded assignment operators shall provide conversion from bool values.
 7.10.22.5 Implicit type conversion
 operator bool() const;
 Operator bool can be used for implicit type conversion from a bit-select to the native C++ boolrepresentation.
 7.10.23 Part-selects
 7.10.23.1 Description
 Class sc_fxnum_subref† shall represent a part-select from an sc_fx_num.
 Class sc_fxnum_fast_subref† shall represent a part-select from an sc_fxnum_fast.
 No distinction shall be made between a part-select used as an lvalue or as an rvalue.
 7.10.23.2 Class definition
 namespace sc_dt {
 class sc_fxnum_subref†
 {friend class sc_fxnum;friend class sc_fxnum_fast_subref†;
 public:// Copy constructorsc_fxnum_subref†( const sc_fxnum_subref†& );
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 // Destructor
 ~sc_fxnum_subref†();
 // Assignment operators
 #define DECL_ASN_OP_T( tp ) \
 sc_fxnum_subref†& operator= ( tp );
 DECL_ASN_OP_T( const sc_fxnum_subref†& )
 DECL_ASN_OP_T( const sc_fxnum_fast_subref†& )
 DECL_ASN_OP_T( const sc_bv_base& )
 DECL_ASN_OP_T( const sc_lv_base& )
 DECL_ASN_OP_T( const char* )
 DECL_ASN_OP_T( const bool* )
 DECL_ASN_OP_T( const sc_signed& )
 DECL_ASN_OP_T( const sc_unsigned& )
 DECL_ASN_OP_T( const sc_int_base& )
 DECL_ASN_OP_T( const sc_uint_base& )
 DECL_ASN_OP_T( int64 )
 DECL_ASN_OP_T( uint64 )
 DECL_ASN_OP_T( int )
 DECL_ASN_OP_T( unsigned int )
 DECL_ASN_OP_T( long )
 DECL_ASN_OP_T( unsigned long )
 DECL_ASN_OP_T( char )
 #undef DECL_ASN_OP_T
 #define DECL_ASN_OP_T_A( op , tp ) \
 sc_fxnum_subref†& operator op ## = ( tp );
 #define DECL_ASN_OP_A( op ) \
 DECL_ASN_OP_T_A( op , const sc_fxnum_subref†& ) \
 DECL_ASN_OP_T_A( op , const sc_fxnum_fast_subref†& ) \
 DECL_ASN_OP_T_A( op , const sc_bv_base& ) \
 DECL_ASN_OP_T_A( op , const sc_lv_base& )
 DECL_ASN_OP_A( & )
 DECL_ASN_OP_A( | )
 DECL_ASN_OP_A( ^ )
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 #undef DECL_ASN_OP_T_A#undef DECL_ASN_OP_A
 // Relational operators#define DECL_REL_OP_T( op , tp ) \
 friend bool operator op ( const sc_fxnum_subref†& , tp ); \friend bool operator op ( tp , const sc_fxnum_subref†& );
 #define DECL_REL_OP( op ) \friend bool operator op ( const sc_fxnum_subref†& , const sc_fxnum_subref†& ); \friend bool operator op ( const sc_fxnum_subref†& , const sc_fxnum_fast_subref†& ); \DECL_REL_OP_T( op , const sc_bv_base& ) \DECL_REL_OP_T( op , const sc_lv_base& ) \DECL_REL_OP_T( op , const char* ) \DECL_REL_OP_T( op , const bool* ) \DECL_REL_OP_T( op , const sc_signed& ) \DECL_REL_OP_T( op , const sc_unsigned& ) \DECL_REL_OP_T( op , int ) \DECL_REL_OP_T( op , unsigned int ) \DECL_REL_OP_T( op , long ) \DECL_REL_OP_T( op , unsigned long )
 DECL_REL_OP( == )DECL_REL_OP( != )
 #undef DECL_REL_OP_T#undef DECL_REL_OP
 // Reduce functionsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Query parameterint length() const;
 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 // Implicit conversionoperator sc_bv_base() const;
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 // Print or dump contentvoid print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );void dump( std::ostream& = std::cout ) const;
 private:// Disabled// Constructorsc_fxnum_subref†( sc_fxnum& , int , int );sc_fxnum_subref†();
 };
 // -------------------------------------------------------------
 class sc_fxnum_fast_subref†
 {friend class sc_fxnum_fast;friend class sc_fxnum_subref†;
 public:// Copy constructorsc_fxnum_fast_subref†( const sc_fxnum_fast_subref†& );
 // Destructor~sc_fxnum_fast_subref†();
 // Assignment operators#define DECL_ASN_OP_T( tp ) \
 sc_fxnum_fast_subref†& operator= ( tp );
 DECL_ASN_OP_T( const sc_fxnum_subref†& )DECL_ASN_OP_T( const sc_fxnum_fast_subref†& )DECL_ASN_OP_T( const sc_bv_base& )DECL_ASN_OP_T( const sc_lv_base& )DECL_ASN_OP_T( const char* )DECL_ASN_OP_T( const bool* )DECL_ASN_OP_T( const sc_signed& )DECL_ASN_OP_T( ( const sc_unsigned& )DECL_ASN_OP_T( const sc_int_base& )DECL_ASN_OP_T( const sc_uint_base& )DECL_ASN_OP_T( int64 )DECL_ASN_OP_T( uint64 )DECL_ASN_OP_T( int )DECL_ASN_OP_T( unsigned int )DECL_ASN_OP_T( long )DECL_ASN_OP_T( unsigned long )DECL_ASN_OP_T( char )
 #undef DECL_ASN_OP_T
 #define DECL_ASN_OP_T_A( op , tp ) \sc_fxnum_fast_subref& operator op ## = ( tp );
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 #define DECL_ASN_OP_A( op ) \DECL_ASN_OP_T_A( op , const sc_fxnum_subref†& ) \DECL_ASN_OP_T_A( op , const sc_fxnum_fast_subref†& ) \DECL_ASN_OP_T_A( op , const sc_bv_base& ) \DECL_ASN_OP_T_A( op , const sc_lv_base& )
 DECL_ASN_OP_A( & )DECL_ASN_OP_A( | )DECL_ASN_OP_A( ^ )
 #undef DECL_ASN_OP_T_A#undef DECL_ASN_OP_A
 // Relational operators#define DECL_REL_OP_T( op , tp ) \
 friend bool operator op ( const sc_fxnum_fast_subref†& , tp ); \friend bool operator op ( tp , const sc_fxnum_fast_subref†& );
 #define DECL_REL_OP( op ) \friend bool operator op ( const sc_fxnum_fast_subref†& , const sc_fxnum_fast_subref†& ); \friend bool operator op ( const sc_fxnum_fast_subref†& , const sc_fxnum_subref†& ); \DECL_REL_OP_T( op , const sc_bv_base& ) \DECL_REL_OP_T( op , const sc_lv_base& ) \DECL_REL_OP_T( op , const char* ) \DECL_REL_OP_T( op , const bool* ) \DECL_REL_OP_T( op , const sc_signed& ) \DECL_REL_OP_T( op , const sc_unsigned& ) \DECL_REL_OP_T( op , int ) \DECL_REL_OP_T( op , unsigned int ) \DECL_REL_OP_T( op , long ) \DECL_REL_OP_T( op , unsigned long )
 DECL_REL_OP( == )DECL_REL_OP( != )
 #undef DECL_REL_OP_T#undef DECL_REL_OP
 // Reduce functionsbool and_reduce() const;bool nand_reduce() const;bool or_reduce() const;bool nor_reduce() const;bool xor_reduce() const;bool xnor_reduce() const;
 // Query parameterint length() const;
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 // Explicit conversionsint to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 // Implicit conversionoperator sc_bv_base() const;
 // Print or dump contentvoid print( std::ostream& = std::cout ) const;void scan( std::istream& = std::cin );void dump( std::ostream& = std::cout ) const;
 private:// Disabled// Constructorsc_fxnum_fast_subref†( sc_fxnum_fast& , int , int );sc_fxnum_fast_subref†();
 };
 } // namespace sc_dt
 7.10.23.3 Constraints on usage
 Fixed-point part-select objects shall only be created using the part-select operators of an instance of a classderived from sc_fxnum or sc_fxnum_fast.
 An application shall not explicitly create an instance of any fixed-point part-select class.
 An application should not declare a reference or pointer to any fixed-point part-select object.
 No arithmetic operators are provided for fixed-point part-selects.
 7.10.23.4 Assignment operators
 Overloaded assignment operators shall provide conversion from SystemC data types and the native C++integer representation to fixed-point part-selects. If the size of a data type or string literal operand differsfrom the fixed-point part-select word length, truncation, zero-extension, or sign-extension shall be used, asdescribed in 7.2.1.
 7.10.23.5 Bitwise operators
 Overloaded bitwise operators shall be provided for fixed-point part-select, bit-vector, and logic-vectoroperands.
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 7.10.23.6 Implicit type conversion
 sc_fxnum_subref†:: operator sc_bv_base() const;sc_fxnum_fast_subref†:: operator sc_bv_base() const;
 Operator sc_bv_base can be used for implicit type conversion from integer part-selects to theSystemC bit-vector representation.
 7.10.23.7 Explicit type conversion
 int to_int() const;unsigned int to_uint() const;long to_long() const;unsigned long to_ulong() const;int64 to_int64() const;uint64 to_uint64() const;
 These member functions shall perform the conversion to C++ integer types.
 const std::string to_string() const;const std::string to_string( sc_numrep ) const;const std::string to_string( sc_numrep , bool ) const;
 Member function to_string shall perform the conversion to a string representation, as described in7.2.11, 7.10.8, and 7.10.8.1.
 7.11 Contexts
 This subclause describes the classes that are provided to set the contexts for the data types.
 7.11.1 sc_length_param
 7.11.1.1 Description
 Class sc_length_param shall represent a length parameter and shall be used to create a length context, asdescribed in 7.2.3.
 7.11.1.2 Class definition
 namespace sc_dt {
 class sc_length_param{
 public:sc_length_param();sc_length_param( int );sc_length_param( const sc_length_param& );
 sc_length_param& operator= ( const sc_length_param& );friend bool operator== ( const sc_length_param& , const sc_length_param& );friend bool operator!= ( const sc_length_param& , const sc_length_param& );
 int len() const;void len( int );
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 const std::string to_string() const;void print( std::ostream& = std::cout ) const;void dump( std::ostream& = std::cout ) const;
 };
 } // namespace sc_dt
 7.11.1.3 Constraints on usage
 The length (where specified) shall be greater than zero.
 7.11.1.4 Public constructors
 sc_length_param();
 Default constructor sc_length_param shall create an sc_length_param object with the defaultword length of 32.
 sc_length_param( int n ) ;
 Constructor sc_length_param shall create an sc_length_param with n as the word length with n >0.
 sc_length_param( const sc_length_param& );
 Constructor sc_length_param shall create a copy of the object given as its argument.
 7.11.1.5 Public methods
 int len() const;
 Member function len shall return the word length stored in the sc_length_param.
 void len( int n );
 Member function len shall set the word length of the sc_length_param to n, with n > 0.
 const std::string to_string() const;
 Member function to_string shall convert the sc_length_param into its string representation.
 void print( std::ostream& = std::cout ) const;
 Member function print shall print the contents to a stream.
 7.11.1.6 Public operators
 sc_length_param& operator= ( const sc_length_param& a );
 operator= shall assign the word-length value of a to the left-hand side sc_length_param instance.
 friend bool operator== ( const sc_length_param& a , sc_length_param& b );
 operator== shall return true if the stored lengths of a and b are equal.
 friend bool operator!= ( const sc_length_param& a , const sc_length_param& b );
 operator!= shall return true if the stored lengths of a and b are not equal.
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 7.11.2 sc_length_context
 7.11.2.1 Description
 Class sc_length_context shall be used to create a length context for SystemC integer and vector objects.
 7.11.2.2 Class definition
 namespace sc_dt {
 class sc_length_context
 {
 public:
 explicit sc_length_context( const sc_length_param& , sc_context_begin† = SC_NOW );
 ~sc_length_context();
 void begin();
 void end();
 static const sc_length_param& default_value();
 const sc_length_param& value() const;
 };
 } // namespace sc_dt
 7.11.2.3 Public constructor
 explicit sc_length_context( const sc_length_param& , sc_context_begin† = SC_NOW );
 Constructor sc_length_context shall create an sc_length_context object. The first argument shallbe the length parameter to use. The second argument, if supplied, shall have the value SC_NOW orSC_LATER.
 7.11.2.4 Public member functions
 void begin();
 Member function begin shall set the current length context, as described in 7.2.3.
 static const sc_length_param& default_value();
 Member function default_value shall return the length parameter currently in context.
 void end();
 Member function end shall deactivate the length context and shall remove it from the top of thelength context stack, as described in 7.2.3.
 const sc_length_param& value() const;
 Member function value shall return the length parameter.
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 7.11.3 sc_fxtype_params
 7.11.3.1 Description
 Class sc_fxtype_params shall represent a length parameter and shall be used to create a length context forfixed-point objects, as described in 7.2.3.
 7.11.3.2 Class definition
 namespace sc_dt {
 class sc_fxtype_params{
 public:// Constructors and destructorsc_fxtype_params();sc_fxtype_params( int , int );sc_fxtype_params( sc_q_mode , sc_o_mode, int = 0 );sc_fxtype_params( int , int , sc_q_mode , sc_o_mode , int = 0 );sc_fxtype_params( const sc_fxtype_params& );sc_fxtype_params( const sc_fxtype_params& , int , int );sc_fxtype_params( const sc_fxtype_params& , sc_q_mode , sc_o_mode , int = 0 );
 // Operatorssc_fxtype_params& operator= ( const sc_fxtype_params& );friend bool operator== ( const sc_fxtype_params& , const sc_fxtype_params& );friend bool operator!= ( const sc_fxtype_params& , const sc_fxtype_params& );
 // Methodsint wl() const;void wl( int );int iwl() const;void iwl( int );sc_q_mode q_mode() const;void q_mode( sc_q_mode );sc_o_mode o_mode() const;void o_mode( sc_o_mode );int n_bits() const;void n_bits( int );const std::string to_string() const;void print( std::ostream& = std::cout ) const;void dump( std::ostream& = std::cout ) const;
 };
 } // namespace sc_dt
 7.11.3.3 Constraints on usage
 The length (where specified) shall be greater than zero.
 7.11.3.4 Public constructors
 sc_fxtype_params ( int wl , int iwl ) ;sc_fxtype_params ( sc_q_mode q_mode , sc_o_mode o_mode ) ;
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 sc_fxtype_params ( sc_q_mode q_mode , sc_o_mode o_mode , int n_bits ) ;sc_fxtype_params ( int wl , int iwl , sc_q_mode q_mode , sc_o_mode o_mode , int n_bits ) ;sc_fxtype_params ( int wl , int iwl , sc_q_mode q_mode , sc_o_mode o_mode ) ;sc_fxtype_params () ;
 Constructor sc_fxtype_params shall create an sc_fxtype_params object.
 wl shall be the total number of bits in the fixed-point format. wl shall be greater than zero. Thedefault value for wl shall be obtained from the fixed-point context currently in scope.
 iwl shall be the number of integer bits in the fixed-point format. iwl may be positive or negative. Thedefault value for iwl shall be obtained from the fixed-point context currently in scope.
 q_mode shall be the quantization mode to use. Valid values for o_mode are given in 7.10.9.9. Thedefault value for q_mode shall be obtained from the fixed-point context currently in scope.
 o_mode shall be the overflow mode to use. Valid values for o_mode are given in 7.10.9.1. Thedefault value for o_mode shall be obtained from the fixed-point context currently in scope.
 n_bits shall be the number of saturated bits parameter for the selected overflow mode. n_bits shallbe greater than or equal to zero. If the overflow mode is specified, the default value shall be zero. Ifthe overflow mode is not specified, the default value shall be obtained from the fixed-point contextcurrently in scope.
 If no fixed-point context is currently in scope, the default values for wl, iwl, q_mode, o_mode, andn_bits shall be those defined in Table 38 (see 7.10.7).
 7.11.3.5 Public member functions
 int iwl() const;
 Member function iwl shall return the iwl value.
 void iwl( int val );
 Member function iwl shall set the iwl value to val.
 int n_bits() const;
 Member function n_bits shall return the n_bits value.
 void n_bits( int );
 Member function n_bits shall set the n_bits value to val.
 sc_o_mode o_mode() const;
 Member function o_mode shall return the o_mode.
 void o_mode( sc_o_mode mode );
 Member function o_mode shall set the o_mode to mode.
 sc_q_mode q_mode() const;
 Member function q_mode shall return the q_mode.
 void q_mode( sc_q_mode mode );
 Member function q_mode shall set the q_mode to mode.
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 int wl() const;
 Member function wl shall return the wl value.
 void wl( int val );
 Member function wl shall set the wl value to val.
 7.11.3.6 Operators
 sc_fxtype_params& operator= ( const sc_fxtype_params& param_ );
 operator= shall assign the wl, iwl, q_mode, o_mode, and n_bits of param_ of the right-hand sideto the left-hand side.
 friend bool operator== ( const sc_fxtype_params& param_a , const sc_fxtype_params& param_b );
 operator== shall return true if wl, iwl, q_mode, o_mode, and n_bits of param_a are equal to thecorresponding values of param_b; otherwise, it shall return false.
 friend bool operator!= ( const sc_fxtype_params& , const sc_fxtype_params& );
 operator!= shall return true if wl, iwl, q_mode, o_mode, and n_bits of param_a are not equal tothe corresponding values of param_b; otherwise, it shall return false.
 7.11.4 sc_fxtype_context
 7.11.4.1 Description
 Class sc_fxtype_context shall be used to create a length context for fixed-point objects.
 7.11.4.2 Class definition
 namespace sc_dt {
 class sc_fxtype_context{
 public:explicit sc_fxtype_context( const sc_fxtype_params& , sc_context_begin† = SC_NOW );~sc_fxtype_context();
 void begin();void end();static const sc_fxtype_params& default_value();const sc_fxtype_params& value() const;
 };
 } // namespace sc_dt
 7.11.4.3 Public constructor
 explicit sc_fxtype_context( const sc_fxtype_params& , sc_context_begin† = SC_NOW );
 Constructor sc_fxtype_context shall create an sc_fxtype_context object. The first argument shallbe the fixed-point length parameter to use. The second argument (if supplied) shall have the valueSC_NOW or SC_LATER.
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 7.11.4.4 Public member functions
 void begin();
 Member function begin shall set the current length context, as described in 7.2.3.
 static const sc_fxtype_params& default_value();
 Member function default_value shall return the length parameter currently in context.
 void end();
 Member function end shall deactivate the length context and remove it from the top of the lengthcontext stack, as described in 7.2.3.
 const sc_fxtype_params& value() const;
 Member function value shall return the length parameter.
 7.11.5 sc_fxcast_switch
 7.11.5.1 Description
 Class sc_fxcast_switch shall be used to set the floating-point cast context, as described in 7.10.7.
 7.11.5.2 Class definition
 namespace sc_dt {
 class sc_fxcast_switch{
 public:// Constructorssc_fxcast_switch();sc_fxcast_switch( sc_switch† );sc_fxcast_switch( const sc_fxcast_switch& );
 // Operatorssc_fxcast_switch& operator= ( const sc_fxcast_switch& );friend bool operator== ( const sc_fxcast_switch& , const sc_fxcast_switch& );friend bool operator!= ( const sc_fxcast_switch& , const sc_fxcast_switch& );
 // Methodsconst std::string to_string() const;void print( std::ostream& = std::cout ) const;void dump( std::ostream& = std::cout ) const;
 };
 } // namespace sc_dt
 7.11.5.3 Public constructors
 sc_fxcast_switch ();sc_fxcast_switch ( sc_switch† );
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 The argument (if supplied) shall have the value SC_OFF or SC_ON, as described in 7.10.7. Thedefault constructor shall use the floating-point cast context currently in scope.
 7.11.5.4 Public member functions
 void print( std::ostream& = std::cout ) const;
 Member function print shall print the sc_fxcast_switch instance value to an output stream.
 7.11.5.5 Explicit conversion
 const std::string to_string() const;
 Member function to_string shall return the switch state as the character string “SC_OFF” or“SC_ON”.
 7.11.5.6 Operators
 sc_fxcast_switch& operator= ( const sc_fxtype_params& cast_switch );
 operator= shall assign cast_switch to the sc_fxcast_switch on its left-hand side.
 friend bool operator== (const sc_fxcast_switch& switch_a , const sc_fxcast_switch& switch_b ) ;
 operator== shall return true if switch_a is equal to switch_b; otherwise, it shall return false.
 friend bool operator!= ( const sc_fxcast_switch& switch_a , const sc_fxcast_switch& switch_b );
 operator!= shall return true if switch_a is not equal to switch_b; otherwise, it shall return false.
 std::ostream& operator<< ( std::ostream& os , const sc_fxcast_switch& a );
 operator<< shall print the instance value of a to an output stream os.
 7.11.6 sc_fxcast_context
 7.11.6.1 Description
 Class sc_fxcast_context shall be used to create a floating-point cast context for fixed-point objects.
 7.11.6.2 Class definition
 namespace sc_dt {
 class sc_fxcast_context{
 public:explicit sc_fxcast_context( const sc_fxcast_switch& , sc_context_begin† = SC_NOW );sc_fxcast_context();
 void begin();void end();static const sc_fxcast_switch& default_value();const sc_fxcast_switch& value() const;
 };
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 } // namespace sc_dt
 7.11.6.3 Public constructor
 explicit sc_fxcast_context( const sc_fxcast_switch&, sc_context_begin† = SC_NOW );
 Constructor sc_fxcast_context shall create an sc_fxcast_context object. Its first argument shall bethe floating-point cast switch to use. The second argument (if supplied) shall have the valueSC_NOW or SC_LATER.
 7.11.6.4 Public member functions
 void begin();
 Member function begin shall set the current floating-point cast context, as described in 7.10.7.
 static const sc_fxcast_switch& default_value();
 Member function default_value shall return the cast switch currently in context.
 void end();
 Member function end shall deactivate the floating-point cast context and remove it from the top ofthe floating-point cast context stack.
 const sc_fxcast_switch& value() const;
 Member function value shall return the cast switch.
 7.12 Control of string representation
 7.12.1 Description
 Type sc_numrep is used to control the formatting of number representations as character strings whenpassed as an argument to the to_string member function of a data type object.
 7.12.2 Class definition
 namespace sc_dt {
 enum sc_numrep{
 SC_NOBASE = 0,SC_BIN = 2,SC_OCT = 8,SC_DEC = 10,SC_HEX = 16,SC_BIN_US,SC_BIN_SM,SC_OCT_US,SC_OCT_SM,SC_HEX_US,SC_HEX_SM,SC_CSD
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 };
 const std::string to_string( sc_numrep );
 }; // namespace sc_dt
 7.12.3 Functions
 const std::string to_string( sc_numrep );
 Function to_string shall return a string consisting of the same sequence of characters as the name ofthe corresponding constant value of the enumerated type sc_numrep.
 Example:
 to_string(SC_HEX) == "SC_HEX" // is true
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 8. SystemC utilities
 8.1 Trace files
 A trace file records a time-ordered sequence of value changes during simulation. The VCD trace file formatshall be supported.
 A VCD trace file can only be created and opened by calling function sc_create_vcd_trace_file. A trace filemay be opened during elaboration or at any time during simulation. Values can only be traced by callingfunction sc_trace. A trace file shall be opened before values can be traced to that file, and values shall not betraced to a given trace file if one or more delta cycles have elapsed since opening the file. A VCD trace fileshall be closed by calling function sc_close_vcd_trace_file. A trace file shall not be closed before the finaldelta cycle of simulation.
 An implementation may support other trace file formats by providing alternatives to the functionssc_create_vcd_trace_file and sc_close_vcd_trace file.
 The lifetime of a traced object need not extend throughout the entire time the trace file is open.
 NOTE—A trace file can be opened at any time, but no mechanism is available to switch off tracing before the end ofsimulation.
 8.1.1 Class definition and function declarations
 namespace sc_core {
 class sc_trace_file{public:
 virtual void set_time_unit( double , sc_time_unit ) = 0;implementation-defined
 };
 sc_trace_file* sc_create_vcd_trace_file( const char* name );void sc_close_vcd_trace_file( sc_trace_file* tf );void sc_write_comment( sc_trace_file* tf , const std::string& comment );void sc_trace ...
 } // namespace sc_core
 8.1.2 sc_trace_file
 class sc_trace_file {
 public:virtual void set_time_unit( double , sc_time_unit ) = 0;implementation-defined
 };
 Class sc_trace_file is the abstract base class from which the classes that provide file handles forVCD or other implementation-defined trace file formats are derived. An application shall notconstruct objects of class sc_trace_file but may define pointers and references to this type.
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 Member function set_time_unit shall be overridden in the derived class to set the time unit for thetrace file. The value of the double argument shall be positive and shall be a power of 10. In theabsence of any call function set_time_unit, the default trace file time unit shall be 1 picosecond.
 8.1.3 sc_create_vcd_trace_file
 sc_trace_file* sc_create_vcd_trace_file( const char* name );
 Function sc_create_vcd_trace_file shall create a new file handle object of class sc_trace_file, opena new VCD file associated with the file handle, and return a pointer to the file handle. The file nameshall be constructed by appending the character string “.vcd” to the character string passed as anargument to the function.
 8.1.4 sc_close_vcd_trace_file
 void sc_close_vcd_trace_file( sc_trace_file* tf );
 Function sc_close_vcd_trace_file shall close the VCD file and delete the file handle pointed to bythe argument.
 8.1.5 sc_write_comment
 void sc_write_comment( sc_trace_file* tf , const std::string& comment );
 Function sc_write_comment shall write the string given as the second argument to the trace filegiven by the first argument, as a comment, at the simulation time at which the function is called.
 8.1.6 sc_trace
 void sc_trace( sc_trace_file* , const bool& , const std::string& );
 void sc_trace( sc_trace_file* , const bool* , const std::string& );
 void sc_trace( sc_trace_file* , const float& , const std::string& );
 void sc_trace( sc_trace_file* , const float* , const std::string& );
 void sc_trace( sc_trace_file* , const double& , const std::string& );
 void sc_trace( sc_trace_file* , const double* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_logic& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_logic* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_int_base& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_int_base* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_uint_base& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_uint_base* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_signed& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_signed* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_unsigned& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_unsigned* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_bv_base& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_bv_base* , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_lv_base& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_dt::sc_lv_base* , const std::string& );

Page 411
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 387Copyright © 2012 IEEE. All rights reserved.
 void sc_trace( sc_trace_file* , const sc_dt::sc_fxval& , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxval* , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxval_fast& , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxval_fast* , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxnum& , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxnum* , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxnum_fast& , const std::string& );void sc_trace( sc_trace_file* , const sc_dt::sc_fxnum_fast* , const std::string& );
 void sc_trace( sc_trace_file* , const unsigned char& , const std::string& , int width = 8 * sizeof( unsigned char ) );
 void sc_trace( sc_trace_file* , const unsigned char* , const std::string& , int width = 8 * sizeof( unsigned char ) );
 void sc_trace( sc_trace_file* , const unsigned short& , const std::string& , int width = 8 * sizeof( unsigned short ) );
 void sc_trace( sc_trace_file* , const unsigned short* , const std::string& , int width = 8 * sizeof( unsigned short ) );
 void sc_trace( sc_trace_file* , const unsigned int& , const std::string& , int width = 8 * sizeof( unsigned int ) );
 void sc_trace( sc_trace_file* , const unsigned int* , const std::string& , int width = 8 * sizeof( unsigned int ) );
 void sc_trace( sc_trace_file* , const unsigned long& , const std::string& , int width = 8 * sizeof( unsigned long ) );
 void sc_trace( sc_trace_file* , const unsigned long* , const std::string& , int width = 8 * sizeof( unsigned long ) );
 void sc_trace( sc_trace_file* , const char& , const std::string& , int width = 8 * sizeof( char ) );
 void sc_trace( sc_trace_file* , const char* , const std::string& , int width = 8 * sizeof( char ) );
 void sc_trace( sc_trace_file* , const short& , const std::string& , int width = 8 * sizeof( short ) );
 void sc_trace( sc_trace_file* , const short* , const std::string& , int width = 8 * sizeof( short ) );
 void sc_trace( sc_trace_file* , const int& , const std::string& , int width = 8 * sizeof( int ) );
 void sc_trace( sc_trace_file* , const int* , const std::string& , int width = 8 * sizeof( int ) );
 void sc_trace( sc_trace_file* , const long& , const std::string& , int width = 8 * sizeof( long ) );
 void sc_trace( sc_trace_file* , const long* , const std::string& , int width = 8 * sizeof( long ) );
 void sc_trace( sc_trace_file* , const sc_dt::int64& , const std::string& , int width = 8 * sizeof( sc_dt::int64 ) );
 void sc_trace( sc_trace_file* , const sc_dt::int64* , const std::string& , int width = 8 * sizeof( sc_dt::int64 ) );

Page 412
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 388Copyright © 2012 IEEE. All rights reserved.
 void sc_trace( sc_trace_file* , const sc_dt::uint64& , const std::string& , int width = 8 * sizeof( sc_dt::uint64 ) );
 void sc_trace( sc_trace_file* , const sc_dt::uint64* , const std::string& ,int width = 8 * sizeof( sc_dt::uint64 ) );
 template <class T>void sc_trace( sc_trace_file* , const sc_signal_in_if<T>& , const std::string& );
 void sc_trace( sc_trace_file* , const sc_signal_in_if<char>& , const std::string& , int width );
 void sc_trace( sc_trace_file* , const sc_signal_in_if<short>& , const std::string& , int width );
 void sc_trace( sc_trace_file* , const sc_signal_in_if<int>& , const std::string& , int width );
 void sc_trace( sc_trace_file* , const sc_signal_in_if<long>& , const std::string& , int width );
 Function sc_trace shall trace the value passed as the second argument to the trace file passed as thefirst argument, using the string passed as the third argument to identify the value in the trace file. Allchanges to the value of the second argument that occur between the time the function is called andthe time the trace file is closed shall be recorded in the trace file.
 NOTE—The function sc_trace is also overloaded elsewhere in this standard to support additional data types(see 6.8.4 and 6.10.5).
 8.2 sc_report
 8.2.1 Description
 Class sc_report represents an instance of a report as generated by function sc_report_handler::report.sc_report objects are accessible to the application if the action SC_CACHE_REPORT is set for a givenseverity level and message type. Also, sc_report objects may be caught by the application when thrown bythe report handler (see 8.3).
 Type sc_severity represents the severity level of a report.
 8.2.2 Class definition
 namespace sc_core {
 enum sc_severity {SC_INFO = 0 , SC_WARNING ,SC_ERROR ,SC_FATAL ,SC_MAX_SEVERITY
 };
 enum sc_verbosity {SC_NONE = 0,SC_LOW = 100,SC_MEDIUM = 200,SC_HIGH = 300,
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 SC_FULL = 400,SC_DEBUG = 500
 };
 class sc_report : public std::exception{public:
 sc_report( const sc_report& );sc_report& operator= ( const sc_report& );virtual ~sc_report() throw();
 sc_severity get_severity() const;const char* get_msg_type() const;const char* get_msg() const;int get_verbosity() const;const char* get_file_name() const;int get_line_number() const;
 const sc_time& get_time() const;const char* get_process_name() const;
 virtual const char* what() const throw();};
 } // namespace sc_core
 8.2.3 Constraints on usage
 Objects of class sc_report are generated by calling the function sc_report_handler::report. An applicationshall not directly create a new object of class sc_report other than by calling the copy constructor. Theindividual attributes of an sc_report object may only be set by function sc_report_handler::report.
 An implementation shall throw an object of class sc_report from function default_handler of classsc_report_hander in response to the action SC_THROW. An application may throw an object of classsc_report from an application-specific report handler function. An application may catch an sc_report in atry-block.
 8.2.4 sc_verbosity
 The enumeration sc_verbosity provides the values of indicative verbosity levels that may be passed asarguments to member function set_verbosity_level of class sc_report_handler and to member functionreport of class sc_report_handler.
 8.2.5 sc_severity
 There shall be four severity levels. SC_MAX_SEVERITY shall not be a severity level. It shall be an error topass the value SC_MAX_SEVERITY to a function requiring an argument of type sc_severity.
 Table 50 describes the intended meanings of the four severity levels. The precise meanings can beoverridden by the class sc_report_handler.
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 8.2.6 Copy constructor and assignment
 sc_report( const sc_report& );
 sc_report& operator= ( const sc_report& );
 The copy constructor and the assignment operator shall each create a deep copy of the sc_reportobject passed as an argument.
 8.2.7 Member functions
 Several member functions specified in this subclause return a pointer to a null-terminated character string.The implementation is only obliged to keep the returned string valid during the lifetime of the sc_reportobject.
 sc_severity get_severity() const;
 const char* get_msg_type() const;
 const char* get_msg() const;
 int get_verbosity() const;
 const char* get_file_name() const;
 int get_line_number() const;
 Each of these six member functions shall return the corresponding property of the sc_report object.The properties themselves can only be set by passing their values as arguments to the functionsc_report_handler::report. If the value of the severity level is not SC_INFO, the value returnedfrom get_verbosity shall be implementation-defined.
 const sc_time& get_time() const;
 const char* get_process_name() const;
 Each of these two member functions shall return the corresponding property of the sc_report object.The properties themselves shall be set by function sc_report_handler::report according to thesimulation time at which the report was generated and the process instance within which it wasgenerated.
 virtual const char* what() const;
 Member function what shall return a text string composed from the severity level, message type,message, file name, line number, process name, and time of the sc_report object. Animplementation may vary the content of the text string, depending on the severity level.
 Table 50—Levels for sc_severity
 Severity levels Description
 SC_INFO An informative message
 SC_WARNING A potential problem
 SC_ERROR An actual problem from which an application may be able to recover
 SC_FATAL An actual problem from which an application cannot recover
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 Example:
 try {...SC_REPORT_ERROR("msg_type", "msg");...
 } catch ( sc_report e ) {std::cout << "Caught " << e.what() << std::endl;
 }
 8.3 sc_report_handler
 8.3.1 Description
 Class sc_report_handler provides features for writing out textual reports on the occurrence of exceptionalcircumstances and for defining application-specific behavior to be executed when those reports aregenerated.
 Member function report is the central feature of the reporting mechanism, and by itself, it is sufficient forthe generation of reports using the default actions and default handler. Other member functions of classsc_report_handler provide for application-specific report handling. Member function report shall becalled by an implementation whenever it needs to report an exceptional circumstance. Member functionreport may also be called from SystemC applications created by IP vendors, EDA tool vendors, or endusers. The intention is that the behavior of reports embedded in an implementation or in precompiledSystemC code distributed as object code may be modified by end users to calling the member functions ofclass sc_report_handler.
 In order to define application-specific actions to be taken when a report is generated, reports are categorizedaccording to their severity level and message type. Care should be taken when choosing the message typespassed to function report in order to give the end user adequate control over the definition of actions. It isrecommended that each message type take the following general form:
 "/originating_company_or_institution/product_identifier/subcategory/subcategory..."
 It is the responsibility of any party who distributes precompiled SystemC code to ensure that any reports thatthe end user may need to distinguish for the purpose of setting actions are allocated unique message types.
 8.3.2 Class definition
 namespace sc_core {
 typedef unsigned sc_actions;
 enum {SC_UNSPECIFIED = 0x0000 ,SC_DO_NOTHING = 0x0001 ,SC_THROW = 0x0002 ,SC_LOG = 0x0004 ,SC_DISPLAY = 0x0008 ,SC_CACHE_REPORT = 0x0010 ,SC_INTERRUPT = 0x0020 ,SC_STOP = 0x0040 ,SC_ABORT = 0x0080
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 };
 #define SC_DEFAULT_INFO_ACTIONS \( SC_LOG | SC_DISPLAY )
 #define SC_DEFAULT_WARNING_ACTIONS \( SC_LOG | SC_DISPLAY )
 #define SC_DEFAULT_ERROR_ACTIONS \( SC_LOG | SC_CACHE_REPORT | SC_THROW )
 #define SC_DEFAULT_FATAL_ACTIONS \( SC_LOG | SC_DISPLAY | SC_CACHE_REPORT | SC_ABORT )
 typedef void ( * sc_report_handler_proc ) ( const sc_report& , const sc_actions& );
 class sc_report_handler{public:
 static void report( sc_severity , const char* msg_type , const char* msg , const char* file , int line );static void report( sc_severity , const char* msg_type , const char* msg , int verbosity,
 const char* file , int line );
 static sc_actions set_actions( sc_severity , sc_actions = SC_UNSPECIFIED );static sc_actions set_actions( const char * msg_type , sc_actions = SC_UNSPECIFIED );static sc_actions set_actions( const char * msg_type , sc_severity , sc_actions = SC_UNSPECIFIED );
 static int stop_after( sc_severity , int limit = –1 );static int stop_after( const char* msg_type , int limit = –1 );static int stop_after( const char* msg_type , sc_severity , int limit = –1 );
 static int get_count( sc_severity );static int get_count( const char* msg_type );static int get_count( const char* msg_type , sc_severity );
 int set_verbosity_level( int );int get_verbosity_level();
 static sc_actions suppress( sc_actions );static sc_actions suppress();static sc_actions force( sc_actions );static sc_actions force();
 static void set_handler( sc_report_handler_proc );static void default_handler( const sc_report& , const sc_actions& );static sc_actions get_new_action_id();
 static sc_report* get_cached_report();static void clear_cached_report();
 static bool set_log_file_name( const char* );static const char* get_log_file_name();
 };
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 #define SC_REPORT_INFO_VERB( msg_type , msg, verbosity ) \sc_report_handler::report( SC_INFO , msg_type , msg , verbosity, __FILE__ , __LINE__ )
 #define SC_REPORT_INFO( msg_type , msg ) \sc_report_handler::report( SC_INFO , msg_type , msg , __FILE__ , __LINE__ )
 #define SC_REPORT_WARNING( msg_type , msg ) \sc_report_handler::report( SC_WARNING , msg_type , msg , __FILE__ , __LINE__ )
 #define SC_REPORT_ERROR( msg_type , msg ) \sc_report_handler::report( SC_ERROR , msg_type , msg , __FILE__ , __LINE__ )
 #define SC_REPORT_FATAL( msg_type , msg ) \sc_report_handler::report( SC_FATAL , msg_type , msg , __FILE__ , __LINE__ )
 #define sc_assert( expr ) \( ( void ) ( ( expr ) ? 0 : ( SC_REPORT_FATAL( implementation-defined , #expr ) , 0 ) ) )
 void sc_interrupt_here( const char* msg_type , sc_severity );void sc_stop_here( const char* msg_type , sc_severity );
 } // namespace sc_core
 8.3.3 Constraints on usage
 The member functions of class sc_report_handler can be called at any time during elaboration orsimulation. Actions can be set for a severity level or a message type both before and after the first use of thatseverity level or message type as an argument to member function report.
 8.3.4 sc_actions
 The typedef sc_actions represents a word where each bit in the word represents a distinct action. More thanone bit may be set, in which case all of the corresponding actions shall be executed. The enumeration definesthe set of actions recognized and performed by the default handler. An application-specific report handlerset by calling function set_handler may modify or extend this set of actions.
 The value SC_UNSPECIFIED is not an action as such but serves as the default value for a variable orargument of type sc_actions, meaning that no action has been set. In contrast, the value SC_DO_NOTHINGis a specific action and shall inhibit any actions set with a lower precedence according to the rules given in8.3.6.
 Each severity level is associated with a set of default actions chosen to be appropriate for the given name,but those defaults can be overridden by calling member function set_actions. The default actions shall bedefined by the macros SC_DEFAULT_INFO_ACTIONS, SC_DEFAULT_WARNING_ACTIONS,SC_DEFAULT_ERROR_ACTIONS, and SC_DEFAULT_FATAL_ACTIONS.
 8.3.5 report
 static void report( sc_severity , const char* msg_type , const char* msg , const char* file , int line );static void report( sc_severity , const char* msg_type , const char* msg , int verbosity, const char* file ,
 int line );
 Member function report shall generate a report and cause the appropriate actions to be taken asdefined below.
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 Member function report shall use the severity passed as the first argument and the message typepassed as the second argument to determine the set of actions to be executed as a result of previouscalls to functions set_actions, stop_after, suppress, and force. Member function report shallcreate an object of class sc_report initialized using all five argument values and shall pass thisobject to the handler set by the member function set_handler. The object of class sc_report shallnot persist beyond the call to member function report unless the action SC_CACHE_REPORT isset, in which case the object can be retrieved by calling function get_cached_reports. Animplementation shall maintain a separate cache of sc_report objects for each process instance and asingle global report cache for calls to function report from outside any process. Each such cacheshall store only the most recent report.
 Member function report shall be responsible for determining the set of actions to be executed. Thehandler function set by function set_handler shall be responsible for executing those actions.
 Member function report shall maintain counts of the number of reports generated as described in8.3.7. These counts shall be incremented regardless of whether actions are executed or suppressed,except where reports are ignored due to their verbosity level, in which case the counts shall not beincremented.
 If the verbosity argument is present, and the value of the severity argument is SC_INFO, and thevalue of the verbosity argument is greater than the maximum verbosity level, member functionreport shall return without executing any actions and without incrementing any counts. If theverbosity argument is absent and the value of the severity argument is SC_INFO, member functionreport shall behave as if the verbosity argument were present and had a value of SC_MEDIUM. Ifthe severity argument has a value other than SC_INFO, the implementation shall ignore theverbosity argument.
 The macros SC_REPORT_INFO_VERB, SC_REPORT_INFO, SC_REPORT_WARNING,SC_REPORT_ERROR, SC_REPORT_FATAL, and sc_assert are provided for convenience whencalling member function report, but there is no obligation on an application to use these macros.
 NOTE—Class sc_report may provide a constructor for the exclusive use of class sc_report_handler ininitializing these properties.
 8.3.6 set_actions
 static sc_actions set_actions( sc_severity , sc_actions = SC_UNSPECIFIED );
 static sc_actions set_actions( const char * msg_type , sc_actions = SC_UNSPECIFIED );
 static sc_actions set_actions( const char * msg_type , sc_severity , sc_actions = SC_UNSPECIFIED );
 Member function set_actions shall set the actions to be taken by member function report whenreport is called with the given severity level, message type, or both. In determining which set ofactions to take, the message type shall take precedence over the severity level, and the message typeand severity level combined shall take precedence over the message type and severity levelconsidered individually. In other words, the three member functions set_actions just listed appear inorder of increasing precedence. The actions of any lower precedence match shall be inhibited.
 Each call to set_actions shall replace the actions set by the previous call for the given severity,message type, or severity-message type pair. The value returned from the member functionset_actions shall be the actions set by the previous call to that very same overloading of the functionset_actions for the given severity level, message type, or severity-message type pair. The first call tofunction set_actions( sc_severity , sc_actions ) shall return the default actions associated with thegiven severity level. The first call to one of the remaining two functions for a given message typeshall return the value SC_UNSPECIFIED. Each of the three overloaded functions operatesindependently in this respect. Precedence is only relevant when report is called.
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 Example:
 sc_report_handler::set_actions(SC_WARNING, SC_DO_NOTHING);
 sc_report_handler::set_actions("/Acme_IP", SC_DISPLAY);
 sc_report_handler::set_actions("/Acme_IP", SC_INFO, SC_DISPLAY | SC_CACHE_REPORT);
 ...
 SC_REPORT_WARNING("", "1"); // Silence
 SC_REPORT_WARNING("/Acme_IP", "2"); // Written to standard output
 SC_REPORT_INFO("/Acme_IP", "3"); // Written to standard output and cached
 8.3.7 stop_after
 static int stop_after( sc_severity , int limit = –1 );
 static int stop_after( const char* msg_type , int limit = –1 );
 static int stop_after( const char* msg_type , sc_severity , int limit = –1 );
 Member function report shall maintain independent counts of the number of reports generated foreach severity level, each message type, and each severity-message type pair. Member functionstop_after shall set a limit on the number of reports that will be generated in each case. Memberfunction report shall call the function sc_stop when exactly the number of reports given byargument limit to function stop_after have been generated for the given severity level, messagetype, or severity-message type pair.
 In determining when to call function sc_stop, the message type shall take precedence over theseverity level, and the message type and severity level combined shall take precedence over themessage type and severity level considered individually. In other words, the three member functionsstop_after just listed appear in order of increasing precedence. If function report is called with acombination of severity level and message type that matches more than one limit set by callingstop_after, only the higher precedence limit shall have any effect.
 The appropriate counts shall be initialized to the value 1 the first time function report is called witha particular severity level, message type, or severity-message type pair and shall not be modified orreset when function stop_after is called. All three counts shall be incremented for each call tofunction report whether or not any actions are executed. When a count for a particular severity-message type pair is incremented, the counts for the given severity level and the given message typeshall be incremented also. If the limit being set has already been reached or exceeded by the count atthe time stop_after is called, sc_stop shall not be called immediately but shall be called the nexttime the given count is incremented.
 The default limit is –1, which means that no stop limit is set. Calling function stop_after with a limitof –1 for a particular severity level, message type, or severity-message type pair shall remove thestop limit for that particular case.
 A limit of 0 shall mean that there is no stop limit for the given severity level, message type, orseverity-message type pair, and, moreover an explicit limit of 0 shall override the behavior of anylower precedence case. However, even with an explicit limit of 0, the actions set for the given case(by calling function sc_action or the default actions) may nonetheless result in function sc_stop orabort being called or an exception thrown.
 If function report is called with a severity level of SC_FATAL, the default behavior in the absenceof any calls to either function set_actions or function stop_after is to execute a set of actions,including SC_ABORT.
 The value returned from the member function stop_after shall be the limit set by the previous call tothat very same overloading of the function stop_after for the given severity level, message type, orseverity-message type pair. Otherwise, the value returned is the default limit of –1.
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 Example 1:
 sc_report_handler::stop_after(SC_WARNING, 1);sc_report_handler::stop_after("/Acme_IP", 2);sc_report_handler::stop_after("/Acme_IP", SC_WARNING, 3);...SC_REPORT_WARNING("/Acme_IP", "Overflow");SC_REPORT_WARNING("/Acme_IP", "Conflict");SC_REPORT_WARNING("/Acme_IP", "Misuse"); // sc_stop() called
 Example 2:
 sc_report_handler::stop_after(SC_WARNING, 5);sc_report_handler::stop_after("/Acme_IP", SC_WARNING, 1);...SC_REPORT_WARNING("/Star_IP", "Unexpected");SC_REPORT_INFO("/Acme_IP", "Invoked");SC_REPORT_WARNING("/Acme_IP", "Mistimed"); // sc_stop() called
 8.3.8 get_count
 static int get_count( sc_severity );static int get_count( const char* msg_type );static int get_count( const char* msg_type , sc_severity );
 Member function get_count shall return the count of the number of reports generated for eachseverity level, each message type, and each severity-message type pair maintained by memberfunction report. If member function report has not been called for the given severity level, messagetype, or severity-message type pair, member function get_count shall return the value zero.
 8.3.9 Verbosity level
 The maximum verbosity level is a single global quantity that shall only apply to reports with a severity levelof SC_INFO. Any individual reports having a severity level of SC_INFO and a verbosity level greater thanthe maximum verbosity level shall be ignored; that is, the implementation shall in effect suppress all theactions associated with that report.
 int set_verbosity_level( int );
 Member function set_verbosity_level shall set the maximum verbosity level to the value passed asan argument and shall return the previous value of the maximum verbosity level as the value of thefunction.
 int get_verbosity_level();
 Member function get_verbosity_level shall return the value of the maximum verbosity level.
 8.3.10 suppress and force
 static sc_actions suppress( sc_actions );static sc_actions suppress();
 Member function suppress shall suppress the execution of a given set of actions for subsequent callsto function report. The actions to be suppressed are passed as an argument to function suppress.The return value from function suppress shall be the set of actions that were suppressedimmediately prior to the call to function suppress. The actions passed as an argument shall replaceentirely the previously suppressed actions, there being only a single, global set of suppressed
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 actions. By default, there are no suppressed actions. If the argument list is empty, the set ofsuppressed actions shall be cleared, restoring the default behavior.
 The suppression of certain actions shall not hinder the execution of any other actions that are notsuppressed.
 static sc_actions force( sc_actions );
 static sc_actions force();
 Member function force shall force the execution of a given set of actions for subsequent calls tofunction report. The actions to be forced are passed as an argument to function force. The returnvalue from function force shall be the set of actions that were forced immediately prior to the call tofunction force. The actions passed as an argument shall replace entirely the previously forcedactions, there being only a single, global set of forced actions. By default, there are no forcedactions. If the argument list is empty, the set of forced actions shall be cleared, restoring the defaultbehavior.
 Forced actions shall be executed in addition to the default actions for the given severity level and inaddition to any actions set by calling function set_actions.
 If the same action is both suppressed and forced, the force shall take precedence.
 8.3.11 set_handler
 typedef void ( * sc_report_handler_proc ) ( const sc_report& , const sc_actions& );
 static void set_handler( sc_report_handler_proc );
 Member function set_handler shall set the handler function to be called from function report. Thisallows an application-specific report handler to be provided.
 static void default_handler( const sc_report& , const sc_actions& );
 Member function default_handler shall be the default handler; that is, member functiondefault_handler shall be called from function report in the absence of any call to functionset_handler. Member function default_handler shall perform zero, one, or more than one of theactions set out in Table 51, as determined by the value of its second argument. In this table, thecomposite message shall be a text string composed from the severity level, message type, message,file name, line number, process name, and time of the sc_report object. An implementation mayvary the content of the composite message, depending on the severity level.
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 NOTE—To restore the default handler, call set_handler( &sc_report_handler::default_handler ).
 8.3.12 get_new_action_id
 static sc_actions get_new_action_id();
 Member function get_new_action_id shall return a value of type sc_actions that represents anunused action. The returned value shall be a word with exactly one bit set. The intention is that sucha value can be used to extend the set of actions when writing an application-specific report handler.If there are no more unique values available, the function shall return the value SC_UNSPECIFIED.An application shall not call function get_new_action_id before the start of elaboration.
 8.3.13 sc_interrupt_here and sc_stop_here
 void sc_interrupt_here( const char* msg_type , sc_severity );void sc_stop_here( const char* msg_type , sc_severity );
 Functions sc_interrupt_here and sc_stop_here shall be called from member functiondefault_handler in response to action types SC_INTERRUPT and SC_STOP, respectively. Thesetwo functions may also be called from application-specific report handlers. The intention is thatthese two functions serve as a debugging aid by allowing a user to set a breakpoint on or withineither function. To this end, an implementation may choose to implement each of these functionswith a switch statement dependent on the severity parameter such that a user can set a breakpointdependent on the severity level of the report.
 8.3.14 get_cached_report and clear_cached_report
 static sc_report* get_cached_report();
 Member function get_cached_report shall return a pointer to the most recently cached report forthe current process instance if called from a process or the global cache otherwise. Previous reportsshall not be accessible.
 Table 51—Actions by default_handler
 Severity levels Description
 SC_UNSPECIFIED No action (but function report will execute any lower precedence actions).
 SC_DO_NOTHING No action (but causes function report to inhibit lower precedence actions).
 SC_THROW Throw the sc_report object.
 SC_LOG Write the composite message to the log file as set by function set_log_file_name.
 SC_DISPLAY Write the composite message to standard output.
 SC_CACHE_REPORT No action (but causes function report to cache the report).
 SC_INTERRUPT Call function sc_interrupt_here, passing the message type and severity level of the sc_report object as arguments.
 SC_STOP Call function sc_stop_here, passing the message type and severity level of the sc_report object as arguments, then call function sc_stop.
 SC_ABORT Call abort().
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 static void clear_cached_report();
 Member function clear_cached_report shall empty the report cache for the current process instanceif called from a process or the global cache otherwise. A subsequent call to get_cached_reportwould return a null pointer until such a time as a further report was cached in the given cache.
 8.3.15 set_log_file_name and get_log_file_name
 static bool set_log_file_name( const char* );
 static const char* get_log_file_name();
 Member function set_log_file_name shall set the log file name. Member functionget_log_file_name shall return the log file name as set by set_log_file_name. The default value forthe log file name is a null pointer. If function set_log_file_name is called with a non-null pointerand there is no existing log file name, the log file name shall be set by duplicating the string passedas an argument and the function shall return true. If called with a non-null pointer and there isalready a log file name, function set_log_file_name shall not modify the existing name and shallreturn false. If called with a null pointer, any existing log file name shall be deleted and the functionshall return false.
 Opening, writing, and closing the log file shall be the responsibility of the report handler. Memberfunction default_handler shall call function get_log_file_name in response to the action SC_LOG.Function get_log_file_name may also be called from an application-specific report handler.
 Example:
 sc_report_handler::set_log_file_name("foo"); // Returns true
 sc_report_handler::get_log_file_name(); // Returns "foo"
 sc_report_handler::set_log_file_name("bar"); // Returns false
 sc_report_handler::get_log_file_name(); // Returns "foo"
 sc_report_handler::set_log_file_name(0); // Returns false
 sc_report_handler::get_log_file_name(); // Returns 0
 8.4 sc_exception
 8.4.1 Description
 Class sc_report, which represents a report generated by the SystemC report handler, is derived from classstd::exception. The typedef sc_exception exists to provide a degree of backward compatibility with earlierversions of the SystemC class library (see 8.2).
 8.4.2 Class definition
 namespace sc_core {
 typedef std::exception sc_exception;
 }
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 8.5 sc_vector
 8.5.1 Description
 Class sc_vector is used to construct vectors of modules, channels, ports, exports, or objects of any other typethat is derived from sc_object. As such it provides a convenient way of describing repetitive orparameterized structures. Class sc_vector provides member functions for picking out elements from a vectorand for port binding, including member functions to bind a vector-of-ports to a vector-of-objects.
 Function sc_assemble_vector (together with its associated proxy class sc_vector_assembly) provides amechanism for assembling a vector of objects from a set of individual objects distributed across a vector ofmodules. Such a vector assembly can be used in place of a vector in many contexts, such as when bindingports.
 Class sc_vector provides a mechanism for passing through user-defined module constructor argumentswhen creating a vector of modules.
 Throughout the current clause only, the term vector refers to an object of type sc_vector<T> for someappropriate choice of T.
 8.5.2 Class definition
 namespace sc_core {
 class sc_vector_base : public sc_object {
 public: typedef implementation-defined size_type;
 virtual const char* kind() const; size_type size() const; const std::vector<sc_object*>& get_elements() const;
 };
 template< typename T > class sc_vector_iter† : public std::iterator< std::random_access_iterator_tag, T > {
 // Conforms to Random Access Iterator category. // See ISO/IEC 14882:2003(E), 24.1 [lib.iterator.requirements] implementation-defined
 };
 template< typename T > class sc_vector : public sc_vector_base {
 public: using sc_vector_base::size_type; typedef sc_vector_iter†<T> iterator; typedef sc_vector_iter†<const T> const_iterator;
 sc_vector(); explicit sc_vector( const char* ); sc_vector( const char* , size_type ); template< typename Creator >
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 sc_vector( const char* , size_type , Creator ); virtual ~sc_vector();
 void init( size_type ); static T* create_element( const char* , size_type );
 template< typename Creator > void init( size_type , Creator );
 T& operator[] ( size_type ); const T& operator[] ( size_type ) const;
 T& at( size_type ); const T& at( size_type ) const;
 iterator begin(); iterator end();
 const_iterator begin() const; const_iterator end() const;
 const_iterator cbegin() const; const_iterator cend() const;
 template< typename ContainerType, typename ArgumentType > iterator bind( sc_vector_assembly<ContainerType,ArgumentType> );
 template< typename BindableContainer > iterator bind( BindableContainer& );
 template< typename BindableIterator > iterator bind( BindableIterator , BindableIterator );
 template< typename BindableIterator > iterator bind( BindableIterator , BindableIterator , iterator );
 template< typename ContainerType, typename ArgumentType > iterator operator() ( sc_vector_assembly<ContainerType,ArgumentType> c );
 template< typename ArgumentContainer > iterator operator() ( ArgumentContainer& );
 template< typename ArgumentIterator > iterator operator() ( ArgumentIterator , ArgumentIterator );
 template< typename ArgumentIterator > iterator operator() ( ArgumentIterator , ArgumentIterator , iterator );
 private: // Disabledsc_vector( const sc_vector& ); sc_vector& operator= ( const sc_vector& );
 };
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 template< typename T, typename MT > class sc_vector_assembly {
 public: typedef implementation-defined size_type; typedef implementation-defined iterator; typedef implementation-defined const_iterator; typedef MT (T::*member_type);
 sc_vector_assembly( const sc_vector_assembly& );
 iterator begin(); iterator end();
 const_iterator begin() const; const_iterator end() const;
 const_iterator cbegin() const; const_iterator cend() const;
 size_type size() const; std::vector< sc_object* > get_elements() const;
 iterator::reference operator[] ( size_type ); const_iterator::reference operator[] ( size_type ) const;
 iterator::reference at( size_type ); const_iterator::reference at( size_type ) const;
 template< typename ContainerType, typename ArgumentType > iterator bind( sc_vector_assembly<ContainerType, ArgumentType> );
 template< typename BindableContainer > iterator bind( BindableContainer& );
 template< typename BindableIterator > iterator bind( BindableIterator , BindableIterator );
 template< typename BindableIterator > iterator bind( BindableIterator , BindableIterator , iterator );
 template< typename BindableIterator >iterator bind( BindableIterator , BindableIterator , sc_vector<T>::iterator );
 template< typename ContainerType, typename ArgumentType > iterator operator() ( sc_vector_assembly<ContainerType, ArgumentType> );
 template< typename ArgumentContainer > iterator operator() ( ArgumentContainer& );
 template< typename ArgumentIterator > iterator operator() ( ArgumentIterator , ArgumentIterator );
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 template< typename ArgumentIterator > iterator operator() ( ArgumentIterator , ArgumentIterator , iterator );
 template< typename ArgumentIterator >iterator operator()( ArgumentIterator , ArgumentIterator , sc_vector<T>::iterator );
 private: // Disabledsc_vector_assembly& operator=( const sc_vector_assembly& );
 };
 template< typename T, typename MT > sc_vector_assembly<T,MT> sc_assemble_vector( sc_vector<T> & , MT (T::*member_ptr ) );
 } // namespace sc_core
 8.5.3 Constraints on usage
 An application shall only instantiate the template sc_vector<T> with a template argument T that is a typederived from sc_object. Except where used with a custom creator, type T shall provide a constructor with asingle argument of a type that is convertible from const char*. If an application needs to pass additionalarguments to the element constructor, it can use a creator function or function object (see 8.5.5).
 The constraints on when an object of type sc_vector<T> may be constructed are dependent on the choice ofthe template argument T. Subject only to any such constraints that apply to type T itself, vectors may beconstructed dynamically during simulation. For example, a vector-of-modules can only be constructedduring elaboration.
 The size of a vector can only be set once, either when the vector is constructed or using a call to memberfunction init. Vectors cannot be resized dynamically.
 8.5.4 Constructors and destructors
 sc_vector(); explicit sc_vector( const char* ); sc_vector( const char* , size_type ); template< typename Creator > sc_vector( const char* , size_type , Creator );
 The above constructors shall pass the character string argument (if there is one) through to theconstructor belonging to the base class sc_object in order to set the string name of the vectorinstance in the module hierarchy.
 The default constructor shall call function sc_gen_unique_name("vector") in order to generate aunique string name that it shall then pass through to the constructor for the base class sc_object.
 If the second argument is present, the constructor shall call the member function init, passingthrough the value of this second argument as the first argument to init. Otherwise the constructorshall construct an empty vector that may subsequently be initialized by calling member function initexplicitly.
 If the second and third arguments are present, the constructor shall call the member function init,passing through the values of the second and third arguments as the first and second arguments toinit.
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 Example:
 sc_vector< sc_port<i_f> > ports; sc_vector< sc_signal<bool> > signals; ... SC_CTOR(my_module) : ports ("ports", 4) // Vector-of-ports with 4 elements , signals("signals") // Uninitialized vector-of-signals {
 signals.init(8); // Initialize the vector with 8 elements, each one a signal }
 virtual ~sc_vector();
 The destructor shall delete every element of the vector.
 8.5.5 init and create_element
 void init( size_type ); static T* create_element( const char* , size_type );
 Static member function create_element shall allocate and return a pointer to a new object of type Twith the string name given by its first argument. The newly created object shall have the same parentas the vector; that is, the elements of a vector shall be siblings of the vector object itself in theSystemC object hierarchy. The reason for the existence of this function is that an application mayprovide an alternative function in order to pass user-defined constructor arguments to each elementof the vector(see below).
 Member function init shall allocate the number of objects of type T given by the value of itsargument and shall populate the vector with those objects. Each object shall be allocated by callingthe function create_element, where the first argument shall be set to the string name of the elementand the second argument shall be set to the number of the element in the vector, counting up from 0.The string name of each element shall be determined by calling the functionsc_gen_unique_name(this->basename()).
 Calling member function init with an argument value of 0 shall be permitted and shall have noeffect.
 It shall be an error to call member function init more than once with an argument value greater than0 for any given vector. Note that since a constructor with a second argument calls init, it shall be anerror to both construct a vector with a size and to call init, assuming the size is nonzero in bothcases.
 template< typename Creator > void init( size_type , Creator c );
 Instead of calling create_element, member function template init shall use the value of the secondargument, which may be a function or a function object, to allocate each element of the vector. Thevalue passed as the second argument c must be such that
 T* placeholder1 = c( (const char*)placeholder2, (size_type)placeholder3 );
 is a well-formed statement. In other words, the actual argument must be callable in place ofcreate_element. This allows the creator to be used to pass additional constructor arguments to eachelement of the vector, rather than passing the string name only.
 The expressions V.init(N, sc_vector<T>::create_element) and V.init(N) shall be equivalent for allvectors V.
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 Example:
 struct my_module: sc_module {
 my_module(sc_module_name n, string extra_arg ); ...
 }; struct Top: sc_module {
 sc_vector<my_module> vector1; // Vector-of-modules sc_vector<my_module> vector2;
 // Case 1: creator is a function object struct my_module_creator {
 my_module_creator( string arg ) : extra_arg(arg) {}
 my_module* operator() (const char* name, size_t) {
 return new my_module(name, extra_arg ); } string extra_arg;
 };
 // Case 2: creator is a member function my_module* my_module_creator_func( const char* name, size_t i ) {
 return new my_module( name, "value_of_extra_arg" ); }
 Top(sc_module_name _name, int N) {
 // Initialize vector passing through constructor arguments to my_module // Case 1: construct and pass in a function object vector1.init(N, my_module_creator("value_of_extra_arg"));
 // Case 2: pass in a member function using Boost bind vector2.init(N,
 sc_bind( &M::my_module_creator_func, this, sc_unnamed::_1, sc_unnamed::_2 ) ); }
 };
 8.5.6 kind, size, get_elements
 virtual const char* kind() const;
 Member function kind shall return the string "sc_vector".
 size_type size() const;
 Member function size shall return the number of elements in the vector. In the case of anuninitialized vector, the size shall be 0. Once set to a nonzero value, the size cannot be modified.
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 const std::vector<sc_object*>& get_elements() const;
 Member function get_elements of class sc_vector shall return a const reference to a std::vectorthat contains pointers to the elements of the sc_vector, one pointer per element, in the same order.The std::vector shall have the same size as the sc_vector. The reference shall be valid for thelifetime of the sc_vector object.
 8.5.7 operator[] and at
 T& operator[] ( size_type ); const T& operator[] ( size_type ) const;
 T& at( size_type ); const T& at( size_type ) const;
 operator[] and member functions at shall each return a reference or const-qualified reference to theobject stored at the index position within the vector given by the value of their one-and-onlyargument. The reference shall be valid for the lifetime of the vector. If the value of the argument isgreater than the size of the vector, the behavior of operator[] is undefined, whereas memberfunction at shall detect and report the error.
 The value of the relation &V[i] + j == &V[i + j] is undefined for all vectors v and for all indices iand j.
 8.5.8 Iterators
 iterator begin(); iterator end();
 const_iterator begin() const; const_iterator end() const;
 const_iterator cbegin() const; const_iterator cend() const;
 Class sc_vector shall provide an iterator interface that fulfils the Random Access Iteratorrequirements as defined in ISO/IEC 14882:2003(E), Clause 24.1 [lib.iterator.requirements].
 begin shall return an iterator that refers to the first element of the vector. end shall return an iteratorthat refers to an imaginary element following the last element of the vector. If the vector is empty,then begin() == end().
 Type iterator shall be implicitly convertible to type const_iterator, where the conversion shallpreserve the identity of the element being referred to by the iterator.
 Type sc_vector_assembly<T,MT>::iterator shall be implicitly convertible both to typesc_vector<T>::iterator and to type sc_vector<T>::const_iterator, where the conversion shallpreserve the identity of the element being referred to by the iterator.
 Type sc_vector_assembly<T,MT>::const_iterator shall be implicitly convertible to typesc_vector<T>::const_iterator, where the conversion shall preserve the identity of the elementbeing referred to by the iterator.
 8.5.9 bind
 template< typename ContainerType, typename ArgumentType > iterator bind( sc_vector_assembly<ContainerType,ArgumentType> );
 template< typename BindableContainer >
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 iterator bind( BindableContainer& );
 template< typename BindableIterator > iterator bind( BindableIterator , BindableIterator );
 template< typename BindableIterator > iterator bind( BindableIterator , BindableIterator , iterator );
 template< typename ContainerType, typename ArgumentType > iterator operator() ( sc_vector_assembly<ContainerType,ArgumentType> c );
 template< typename ArgumentContainer > iterator operator() ( ArgumentContainer& );
 template< typename ArgumentIterator > iterator operator() ( ArgumentIterator , ArgumentIterator );
 template< typename ArgumentIterator > iterator operator() ( ArgumentIterator , ArgumentIterator , iterator );
 Each member function bind and operator() shall perform element-by-element binding of the elements ofthe current vector *this to the elements of the vector determined by the arguments to the function call. Ineach case, the implementation shall bind the elements by calling function bind or operator(), respectively,of each individual element of the current vector.
 These functions exist in multiple forms that support partial binding of either vector as follows:
 The one- and two-argument forms shall start binding from the first element of the current object. The three-argument forms shall start binding from the element referred to by the iterator passed as the third argument.If the third argument does not refer to an element of the current object, the behavior shall be undefined.
 The one-argument forms shall start binding to the first element of the container passed as an argument,which may be a vector or a vector assembly, and may bind to every element of that container. The two- andthree-argument forms shall start binding to the element referred to by the iterator passed as the firstargument and shall not bind any element including or following that referred to by the iterator passed as thesecond argument.
 In each case, member function bind and operator() shall return an iterator that refers to the first unboundelement within the current vector *this after the binding has been performed.
 A given vector may be bound multiple times subject only to the binding policy of the individual elements. Inother words, it is possible to make multiple calls to bind, each call binding different elements of a vector.
 Example:
 typedef sc_vector<sc_inout<int> > port_type; typedef sc_vector<sc_signal<int> > signal_type; struct M: sc_module {
 port_type ports; // Vector-of-ports
 M(sc_module_name _name, int N)
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 : ports("ports", N) ...
 }; struct Top: sc_module {
 signal_type sigs; // Vector-of-signals
 M *m1, *m2;
 Top(sc_module_name _name) : sigs ("sigs" , 4) , hi_sigs ("hi_sigs" , 2) , lo_sigs ("lo_sigs" , 2) {
 m1 = new M("m1", 4); m2 = new M("m2", 4);
 port_type::iterator it;
 // Bind all 4 elements of ports vector to all 4 elements of sigs vector it = m1->ports.bind( sigs ); sc_assert( (it - m1->ports.begin()) == 4 );
 // Bind first 2 elements of ports vector to 2 elements of hi_sigs vector it = m2->ports.bind( hi_sigs.begin(), hi_sigs.end() ); sc_assert( (it - m2->ports.begin()) == 2 );
 // Explicit loop equivalent to the above vector bind // port_type::iterator from; // signal_type::iterator to; // // for ( from = m2->ports.begin(), to = hi_sigs.begin(); // (from != m2->ports.end()) && (to != hi_sigs.end()); // from++, to++ ) // (*from).bind( *to );
 // Bind last 2 elements of ports vector to 2 elements of lo_sigs vector it = m2->ports.bind( lo_sigs.begin(), lo_sigs.end(), it); sc_assert( (it - m2->ports.begin()) == 4 );
 } ...
 };
 8.5.10 sc_assemble_vector
 template< typename T, typename MT > sc_vector_assembly<T,MT> sc_assemble_vector( sc_vector<T> & , MT (T::*member_ptr ) );
 Function sc_assemble_vector shall return an object of class sc_vector_assembly, which shall serveas a proxy for sc_vector by providing the member functions begin, end, cbegin, cend, size,get_elements, operator[], at, bind, and operator(). Each of these member functions shall have thesame behavior as the corresponding member functions of class sc_vector for the vector representedby this proxy.
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 The first argument passed to function sc_assemble_vector by the application shall be an object oftype sc_vector<T>, where type T is a type derived from class sc_module. In other words, the firstargument shall be a vector-of-modules.
 The second argument passed to function sc_assemble_vector by the application shall be the addressof a member sub-object of the user-defined module class that forms the type of the elements of thevector passed as the first argument. In other words, the second argument shall be a member of themodule from the first argument.
 The vector represented by the object of the proxy class sc_vector_assembly shall contain elementsconsisting of references to the member sub-objects (as specified by the second argument) of everyelement of the vector-of-modules (as specified by the first argument).
 sc_assemble_vector may be used to create a proxy for a vector of any object type derived from theclass sc_object.
 A call to any member function of the object of class sc_vector_assembly shall act on the elementsof the vector represented by the proxy; that is, the member sub-objects identified by the secondargument that are actually distributed across the members of the vector identified by the firstargument. These sub-objects shall appear to be members of a single vector with respect to thebehavior of each of these member functions. As a consequence, the following relations shall hold:
 sc_vector_assembly<T, MT> assembly = sc_assemble_vector(vector, &module_type::member);
 sc_assert( &*(assembly.begin()) == &(*vector.begin()).member ); sc_assert( &*(assembly.end()) == &(*vector.end()).member ); sc_assert( assembly.size() == vector.size() );
 for (unsigned int i = 0; i < assembly.size(); i++) {
 sc_assert( &assembly[i] == &vector[i].member ); sc_assert( &assembly.at(i) == &vector[i].member );
 }
 Member function get_elements of class sc_vector_assembly shall return an object of typestd::vector<sc_object*> by value. Each element of this std::vector shall be set by statically castingthe member pointers in the vector assembly to type sc_object*.
 An application shall not construct an object of class sc_vector_assembly except by callingsc_assemble_vector.
 Class sc_vector_assembly shall be copyable.
 Example:
 struct Init: sc_module {
 sc_port<i_f> port; ...
 struct Targ: public sc_module, private i_f {
 sc_export<i_f> xp; ...
 struct Top: sc_module {
 sc_vector<Init> init_vec;
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 sc_vector<Targ> targ_vec; ... Top(sc_module_name _name, int N) : init_vec("init_vec", N) , targ_vec("targ_vec", N) {
 // Vector-to-vector bind from vector-of-ports to vector-of-exports sc_assemble_vector(init_vec, &Init::port).bind( sc_assemble_vector(targ_vec, &Targ::xp) ); ...
 8.6 Utility functions
 8.6.1 Function declarations
 namespace sc_dt {
 template <class T>const T sc_abs( const T& );
 template <class T>const T sc_max( const T& a , const T& b ) { return (( a >= b ) ? a : b ); }
 template <class T>const T sc_min( const T& a , const T& b ) { return (( a <= b ) ? a : b ); }
 }
 namespace sc_core {
 #define IEEE_1666_SYSTEMC 201101L
 #define SC_VERSION_MAJOR implementation-defined_number #define SC_VERSION_MINOR implementation-defined_number #define SC_VERSION_PATCH implementation-defined_number #define SC_VERSION_ORIGINATOR implementation-defined_string #define SC_VERSION_RELEASE_DATE implementation-defined_date #define SC_VERSION_PRERELEASE implementation-defined_string #define SC_IS_PRERELEASE implementation-defined_bool #define SC_VERSION implementation-defined_string #define SC_COPYRIGHT implementation-defined_string
 extern const unsigned int sc_version_major; extern const unsigned int sc_version_minor; extern const unsigned int sc_version_patch; extern const std::string sc_version_originator; extern const std::string sc_version_release_date; extern const std::string sc_version_prerelease; extern const bool sc_is_prerelease; extern const std::string sc_version_string; extern const std::string sc_copyright_string;
 const char* sc_copyright();const char* sc_version();const char* sc_release();
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 }
 8.6.2 sc_abs
 template <class T>const T sc_abs( const T& );
 Function sc_abs shall return the absolute value of the argument. This function shall be implementedby calling the operators bool T::operator>=( const T& ) and T T::operator-(), and hence, thetemplate argument can be any SystemC numeric type or any fundamental C++ type.
 8.6.3 sc_max
 template <class T>const T sc_max( const T& a , const T& b ) { return (( a >= b ) ? a : b ); }
 Function sc_max shall return the greater of the two values passed as arguments as defined above.
 NOTE—The template argument should be a type for which operator>= is defined or for which a user-definedconversion to such a type is defined, such as any SystemC numeric type or any fundamental C++ type.
 8.6.4 sc_min
 template <class T>const T sc_min( const T& a , const T& b ) { return (( a <= b ) ? a : b ); }
 Function sc_min shall return the lesser of the two values passed as arguments as defined above.
 NOTE—The template argument should be a type for which operator<= is defined or for which a user-definedconversion to such a type is defined, such as any SystemC numeric type or any fundamental C++ type.
 8.6.5 Version and copyright
 #define IEEE_1666_SYSTEMC 201101L
 The implementation shall define the macro IEEE_1666_SYSTEMC with precisely the value givenabove. It is the intent that future versions of this standard will replace the value of this macro with anumerically greater value.
 #define SC_VERSION_MAJOR implementation-defined_number // For example, 2 #define SC_VERSION_MINOR implementation-defined_number // 3 #define SC_VERSION_PATCH implementation-defined_number // 4 #define SC_VERSION_ORIGINATOR implementation-defined_string // "OSCI" #define SC_VERSION_RELEASE_DATE implementation-defined_date // "20110411" #define SC_VERSION_PRERELEASE implementation-defined_string // "beta" #define SC_IS_PRERELEASE implementation-defined_bool // 1 #define SC_VERSION implementation-defined_string // "2.3.4_beta-OSCI" #define SC_COPYRIGHT implementation-defined_string extern const unsigned int sc_version_major; extern const unsigned int sc_version_minor; extern const unsigned int sc_version_patch; extern const std::string sc_version_originator; extern const std::string sc_version_release_date; extern const std::string sc_version_prerelease; extern const bool sc_is_prerelease; extern const std::string sc_version_string; extern const std::string sc_copyright_string;
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 Each implementation shall define the macros and constants given above. It is recommended thateach implementation should in addition define one or more implementation-specific macros in orderto allow an application to determine which implementation is being run.
 The values of the macros and constants defined in this clause may be independent of the values ofthe corresponding set of definitions for TLM-2.0 given in 10.8.2.
 Each implementation-defined_number shall consist of a sequence of decimal digits from thecharacter set [0–9] not enclosed in quotation marks.
 The originator and pre-release strings shall each consist of a sequence of characters from thecharacter set [A–Z][a–z][0–9]_ enclosed in quotation marks.
 The version release date shall consist of an ISO 8601 basic format calendar date of the formYYYYMMDD, where each of the eight characters is a decimal digit, enclosed in quotation marks.
 The value of the SC_IS_PRERELEASE flag shall be either 0 or 1, not enclosed in quotation marks.
 The version string shall be set to the value "major.minor.patch_prerelease-originator" or"major.minor.patch-originator", where major, minor, patch, prerelease, and originator are the valuesof the corresponding strings (without enclosing quotation marks), and the presence or absence of theprerelease string shall depend on the value of the SC_IS_PRERELEASE flag.
 The copyright string should be set to a copyright notice. The intent is that this string should containa legal copyright notice, which an application may print to the console window or to a log file.
 Each constant shall be initialized with the value defined by the macro of the corresponding nameconverted to the appropriate data type.
 const char* sc_release();
 The function sc_release shall return the value of the sc_version_string converted to a C string.
 const char* sc_version();
 Function sc_version shall return an implementation-defined string. The intent is that this stringshould contain information concerning the version of the SystemC class library implementation,which an application may print to the console window or to a log file.
 const char* sc_copyright();
 The method sc_copyright shall return the value of the copyright string converted to a C string.
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 9. Overview of TLM-2.0
 The following clauses define the OSCI Transaction-Level Modeling Standard, version 2.0, also known asTLM-2.0. TLM-2.0 supersedes versions 2.0-draft-1 and 2.0-draft-2, and it is not generally compatible witheither. This version of the standard includes the core interfaces from TLM-1.
 TLM-2.0 consists of a set of core interfaces, the global quantum, initiator and target sockets, the genericpayload and base protocol, and the utilities. The TLM-1 core interfaces, analysis interface, and analysisports are also included, although they are separate from the main body of the TLM-2.0 standard. The TLM-2.0 core interfaces consist of the blocking and non-blocking transport interfaces, the direct memory interface(DMI), and the debug transport interface. The generic payload supports the abstract modeling of memory-mapped buses, together with an extension mechanism to support the modeling of specific bus protocolswhile maximizing interoperability.
 The TLM-2.0 classes are layered on top of the SystemC class library as shown in Figure 16. For maximuminteroperability, and particularly for memory-mapped bus modeling, it is recommended that the TLM-2.0core interfaces, sockets, generic payload, and base protocol be used together in concert. These classes areknown collectively as the interoperability layer. In cases where the generic payload is inappropriate, it ispossible for the core interfaces and the initiator and target sockets, or the core interfaces alone, to be usedwith an alternative transaction type. It is even technically possible for the generic payload to be used directlywith the core interfaces without the initiator and target sockets, although this approach is not recommended.
 It is not strictly necessary to use the utilities to achieve interoperability between bus models. Nonetheless,these classes should be used where possible for consistency of style and are documented and maintained aspart of the TLM-2.0 standard.
 Figure 16—TLM 2.0 Classes
 The generic payload is primarily intended for memory-mapped bus modeling, but it may also be used tomodel other non-bus protocols with similar attributes. The attributes and phases of the generic payload canbe extended to model specific protocols, but such extensions may lead to a reduction in interoperabilitydepending on the degree of deviation from the standard non-extended generic payload.
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 A fast, loosely-timed model is typically expected to use the blocking transport interface, the direct memoryinterface, and temporal decoupling. A more accurate, approximately-timed model is typically expected touse the non-blocking transport interface and the payload event queues. These statements are just codingstyle suggestions, however, and are not a normative part of the TLM-2.0 standard.
 9.1 Compliance with the TLM-2.0 standard
 This standard defines three notions of compliance related to the TLM-2.0 classes, the first concerningcompliance of the implementation and the latter two concerning compliance of the application.
 a) A TLM-2.0-compliant implementation is an implementation that provides all of the TLM-2.0classes described in this standard with the semantics described in this standard, including both theTLM-2.0 interoperability layer and the TLM-2.0 utilities. TLM-2.0-compliance alone does not inferfull compliance with the entire standard, although it does implicitly infer compliance with the subsetof SystemC used by the TLM-2.0 classes (see also 1.3).
 b) A TLM-2.0 base-protocol-compliant model is a part of an application that obeys all of the rules ofthe TLM-2.0 base protocol as described in this standard. Such a model will necessarily consist ofone or more SystemC modules with standard sockets (as defined below) specialized using theprotocol traits class tlm_base_protocol, and precisely obeying each and every rule defined in 15.2.See 15.2.1 for an introduction to the base protocol rules and 14.2.1 regarding the use of extensionswith the base protocol.
 c) A TLM-2.0 custom-protocol-compliant model is a part of an application that has standard socketsspecialized with a user-defined protocol traits class (specifically not tlm_base_protocol) and thatuses the generic payload, including the generic payload extension and memory managementmechanisms where appropriate. A custom-protocol-compliant model is not obliged to obey any ofthe rules of the base protocol, although such a model is recommended to follow the rules of the baseprotocol as closely as possible in order to minimize the amount of engineering effort required tointerface any two such models. Although this recommendation is necessarily informal, there beingno a priori limits on the kinds of protocols modeled using TLM-2.0, it is key to gaining benefit fromthe TLM-2.0 standard. See 14.2.2 regarding the relationship between custom protocol rules and thebase protocol.
 In case b) and case c), the term standard socket means an object of type tlm_initiator_socket,tlm_target_socket, or any class derived from one of these two classes.
 A model that uses only isolated features of the TLM-2.0 class library may be compliant with this standardbut is neither TLM-2.0 base-protocol-compliant nor TLM-2.0 custom-protocol-compliant.
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 10. Introduction to TLM-2.0
 10.1 Background
 The TLM-1 standard defined a set of core interfaces for transporting transactions by value or constreference. This set of interfaces is being used successfully in some applications, but it has threeshortcomings with respect to the modeling of memory-mapped buses and other on-chip communicationnetworks:
 a) TLM-1 has no standard transaction class, so each application has to create its own non-standardclasses, resulting in very poor interoperability between models from different sources. TLM-2.0addresses this shortcoming with the generic payload.
 b) TLM-1 has no explicit support for timing annotation, so no standardized way of communicatingtiming information between models. TLM-2.0 addresses this shortcoming with the addition oftiming annotation function arguments to the blocking and non-blocking transport interface.
 c) The TLM-1 interfaces require all transaction objects and data to be passed by value or constreference, which may slow down simulation in certain use cases (although not all). TLM-2.0 passestransaction objects by non-const reference, which is a fast solution for modeling memory-mappedbuses.
 10.2 Transaction-level modeling, use cases, and abstraction
 There has been a longstanding discussion in the ESL community concerning what is the most appropriatetaxonomy of abstraction levels for transaction-level modeling. Models have been categorized according to arange of criteria, including granularity of time, frequency of model evaluation, functional abstraction,communication abstraction, and use cases. The TLM-2.0 activity explicitly recognizes the existence of avariety of use cases for transaction-level modeling, but rather than defining an abstraction level around eachuse case, TLM-2.0 takes the approach of distinguishing between interfaces (APIs), on the one hand, andcoding styles, on the other. The TLM-2.0 standard defines a set of interfaces that should be thought of aslow-level programming mechanisms for implementing transaction-level models, and then describes anumber of coding styles that are appropriate for, but not locked to, the various use cases (Figure 17).
 The definitions of the standard TLM-2.0 interfaces stand apart from the descriptions of the coding styles. Itis the TLM-2.0 interfaces that form the normative part of the standard and ensure interoperability. Each cod-ing style can support a range of abstraction across functionality, timing, and communication. In principleusers can create their own coding styles.
 An untimed functional model consisting of a single software thread can be written as a C function or as asingle SystemC process, and it is sometimes termed an algorithmic model. Such a model is not transaction-level per se, because by definition a transaction is an abstraction of communication, and a single-threadedmodel has no inter-process communication. A transaction-level model requires multiple SystemC processesto simulate concurrent execution and communication.
 An abstract transaction-level model containing multiple processes (multiple software threads) requires somemechanism by which those threads can yield control to one another. This is because SystemC uses acooperative multitasking model where an executing process cannot be pre-empted by any other process.SystemC processes yield control by calling wait in the case of a thread process, or returning to the kernel inthe case of a method process. Calls to wait are usually hidden behind a programming interface (API), whichmay model a particular abstract or concrete protocol that may or may not rely on timing information.
 Synchronization may be strong in the sense that the sequence of communication events is preciselydetermined in advance, or weak in the sense that the sequence of communication events is partiallydetermined by the detailed timing of the individual processes. Strong sychronization is easily implemented
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 in SystemC using FIFOs or semaphores, allowing a completely untimed modeling style where in principlesimulation can run without advancing simulation time. Untimed modeling in this sense is outside the scopeof TLM-2.0. On the other hand, a fast virtual platform model allowing multiple embedded software threadsto run in parallel may use either strong or weak synchronization. In this standard, the appropriate codingstyle for such a model is termed loosely-timed.
 A more detailed transaction-level model may need to associate multiple protocol-specific timing points witheach transaction, such as timing points to mark the start and the end of each phase of the protocol. Bychoosing an appropriate number of timing points, it is possible to model communication to a high degree oftiming accuracy without the need to execute the component models on every single clock cycle. In thisstandard, such a coding style is termed approximately-timed.
 Figure 17—Use cases, coding styles, and mechanisms
 10.3 Coding styles
 A coding style is a set of programming language idioms that work well together, not a specific abstractionlevel or software programming interface. For simplicity and clarity, this document restricts itself toelaborating two specific named coding styles: loosely-timed and approximately-timed. By their nature thecoding styles are not precisely defined, and the rules governing the TLM-2.0 core interfaces are definedindependently from these coding styles. In principle, it would be possible to define other coding styles basedon the TLM-1 and TLM-2.0 mechanisms.
 10.3.1 Untimed coding style
 TLM-2.0 does not make explicit provision for an untimed coding style because all contemporary bus-basedsystems require some notion of time in order to model software running on one or more embeddedprocessors. However, untimed modeling is supported by the TLM-1 core interfaces. (The term untimed issometimes used to refer to models that contain a limited amount of timing information of unspecifiedaccuracy. In TLM-2.0, such models would be termed loosely-timed.)
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 10.3.2 Loosely-timed coding style and temporal decoupling
 The loosely-timed coding style makes use of the blocking transport interface. This interface allows only twotiming points to be associated with each transaction, corresponding to the call to and return from theblocking transport function. In the case of the base protocol, the first timing point marks the beginning of therequest, and the second marks the beginning of the response. These two timing points could occur at thesame simulation time or at different times.
 The loosely-timed coding style is appropriate for the use case of software development using a virtualplatform model of an MPSoC, where the software content may include one or more operating systems. Theloosely-timed coding style supports the modeling of timers and interrupts, sufficient to boot an operatingsystem and run arbitrary code on the target machine.
 The loosely-timed coding style also supports temporal decoupling, where individual SystemC processes arepermitted to run ahead in a local “time warp” without actually advancing simulation time until they reach thepoint when they need to synchronize with the rest of the system. Temporal decoupling can result in very fastsimulation for certain systems because it increases the data and code locality and reduces the schedulingoverhead of the simulator. Each process is allowed to run for a certain time slice or quantum beforeswitching to the next, or instead, it may yield control when it reaches an explicit synchronization point.
 Just considering SystemC itself, the SystemC scheduler keeps a tight hold on simulation time. The scheduleradvances simulation time to the time of the next event; then it runs any processes due to run at that time orsensitive to that event. SystemC processes only run at the current simulation time (as obtained by calling themethod sc_time_stamp), and whenever a SystemC process reads or writes a variable, it accesses the state ofthe variable as it would be at the current simulation time. When a process finishes running, it must passcontrol back to the simulation kernel. If the simulation model is written at a fine-grained level, then theoverhead of event scheduling and process context switching becomes the dominant factor in simulationspeed. One way to speed up simulation is to allow processes to run ahead of the current simulation time, ortemporal decoupling.
 When implementing temporal decoupling in SystemC, a process can be allowed to run ahead of simulationtime until it needs to interact with another process, for example, to read or update a variable belonging toanother process. At that point, the process may either access the current value and continue (with somepossible loss of timing accuracy) or may return control to the simulation kernel, only resuming the processwhen simulation time has caught up with the local “time warp.” Each process is responsible for determiningwhether it can run ahead of simulation time without breaking the functionality of the model. When a processencounters an external dependency, it has two choices: Either force synchronization, which means yieldingto allow all other processes to run as normal until simulation time catches up, or sample or update the currentvalue and continue. The synchronization option guarantees functional congruency with the standardSystemC simulation semantics. Continuing with the current value relies on making assumptions concerningcommunication and timing in the modeled system. It assumes that no damage will be done by sampling orupdating the value too early or too late. This assumption is usually valid in the context of a virtual platformsimulation, where the software stack should not be dependent on the low-level details of the hardwaretiming anyway.
 Temporal decoupling is characteristic of the loosely-timed coding style.
 If a process were permitted to run ahead of simulation time with no limit, the SystemC scheduler would beunable to operate and other processes would never get the chance to execute. This may be avoided byreference to the global quantum, which imposes an upper limit on the time a process is allowed to run aheadof simulation time. The quantum is set by the application, and the quantum value represents a trade-offbetween simulation speed and accuracy. Too small a quantum forces processes to yield and synchronizevery frequently, slowing down simulation. Too large a quantum might introduce timing inconsistenciesacross the system, possibly to the point where the system ceases to function.
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 For example, consider the simulation of a system consisting of a processor, a memory, a timer, and someslow external peripherals. The software running on the processor spends most of its time fetching andexecuting instructions from system memory, and only interacts with the rest of the system when it isinterrupted by the timer, say every 1 ms. The ISS that models the processor could be permitted to run aheadof SystemC simulation time with a quantum of up to 1 ms, making direct accesses to the memory model, butonly synchronizing with the peripheral models at the rate of timer interrupts. The point here is that the ISSdoes not have to be locked to the simulation time clock of the hardware part of the system, as would be thecase with more traditional hardware-software co-simulation. Depending on the detail of the models,temporal decoupling alone could give a simulation speed improvement of approximately 10X, or 100X,when combined with DMI.
 It is quite possible for some processes to be temporally decoupled and others not, and for different processesto use different values for the time quantum. However, any process that is not temporally decoupled is likelyto become a simulation speed bottleneck.
 In TLM-2.0, temporal decoupling is supported by the tlm_global_quantum class and the timing annotationof the blocking and non-blocking transport interface. The utility class tlm_quantumkeeper provides aconvenient way to access the global quantum.
 10.3.3 Synchronization in loosely-timed models
 An untimed model relies on the presence of explicit synchronization points (that is calls to wait or blockingmethod calls) in order to pass control between initiators at predetermined points during execution. Aloosely-timed model can also benefit from explicit synchronization in order to guarantee deterministicexecution, but a loosely-timed model is able to make progress even in the absence of explicit synchroniza-tion points (calls to wait), because each initiator will only run ahead as far as the end of the time quantumbefore yielding control. A loosely-timed model can increase its timing accuracy by using synchronization-on-demand, that is, yielding control to the scheduler before reaching the end of the time quantum.
 The time quantum mechanism is not intended to ensure correct system synchronization, but it is a simulationmechanism that allows multiple system initiators to make progress in a scheduler-based simulationenvironment. The time quantum mechanism is not an alternative to designing an explicit synchronizationscheme at the system level.
 10.3.4 Approximately-timed coding style
 The approximately-timed coding style is supported by the non-blocking transport interface, which isappropriate for the use cases of architectural exploration and performance analysis. The non-blockingtransport interface provides for timing annotation and for multiple phases and timing points during thelifetime of a transaction.
 For approximately-timed modeling, a transaction is broken down into multiple phases, with an explicittiming point marking the transition between phases. In the case of the base protocol there are exactly fourtiming points marking the beginning and the end of the request and the beginning and the end of theresponse. Specific protocols may need to add further timing points, which may possibly cause the loss ofdirect compatibility with the generic payload.
 Although it is possible to use the non-blocking transport interface with just two phases to indicate the startand end of a transaction, the blocking transport interface is generally preferred for loosely-timed modeling.
 The approximately-timed coding style cannot generally exploit temporal decoupling because of the need fortiming accuracy. Instead, each process typically executes in lock step with the SystemC scheduler. Processinteractions are annotated with specific delays. To create an approximately-timed model, it is generallysufficient to annotate delays representing the data transfer times for write and read commands and the

Page 443
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 419Copyright © 2012 IEEE. All rights reserved.
 latency of the target. For the base protocol, the data transfer times are effectively the same as the minimuminitiation interval or accept delay between two successive requests or two successive responses. Theannotated delays are implemented by making calls to the SystemC scheduler, that is, wait(delay) ornotify(delay).
 10.3.5 Characterization of loosely-timed and approximately-timed coding styles
 The coding styles can be characterized in terms of timing points and temporal decoupling.
 Loosely-timed. Each transaction has just two timing points, marking the start and the end of the transaction.Simulation time is used, but processes may be temporally decoupled from simulation time. Each processkeeps a tally of how far it has run ahead of simulation time, and it may yield because it reaches an explicitsynchronization point or because it has consumed its time quantum.
 Approximately-timed. Each transaction has multiple timing points. Processes typically need to run in lock-step with SystemC simulation time. Delays annotated onto process interactions are implemented usingtimeouts (wait) or timed event notifications.
 Untimed. The notion of simulation time is unnecessary. Processes yield at explicit pre-determinedsynchronization points.
 10.3.6 Switching between loosely-timed and approximately-timed modeling
 A model may switch between the loosely-timed and approximately-timed coding style during simulation.The idea is to run rapidly through the reset and boot sequence at the loosely-timed level, then switch toapproximately-timed modeling for more detailed analysis once the simulation has reached an interestingstage.
 10.3.7 Cycle-accurate modeling
 Cycle-accurate modeling is beyond the scope of TLM-2.0 at present. It is possible to create cycle-accuratemodels using SystemC and TLM-1 as it stands, but the requirement for the standardization of a cycle-accurate coding style remains an open issue, possibly to be addressed by a future Accellera SystemsInitiative standard.
 In principle only, the approximately-timed coding style might be extended to encompass cycle-accuratemodeling by defining an appropriate set of phases and rules. The TLM-2.0 release includes sufficientmachinery for this, but the details have not been worked out.
 10.3.8 Blocking versus non-blocking transport interfaces
 The blocking and non-blocking transport interfaces are distinct interfaces that exist in TLM-2.0 to supportdifferent levels of timing detail. The blocking transport interface is only able to model the start and end of atransaction, with the transaction being completed within a single function call. The non-blocking transportinterface allows a transaction to be broken down into multiple timing points, and typically requires multiplefunction calls for a single transaction.
 For interoperability, the blocking and non-blocking transport interfaces are combined into a single interface.A model that initiates transactions may use the blocking or non-blocking transport interfaces (or both)according to coding style. Any model that provides a TLM-2.0 transport interface is obliged to provide boththe blocking and non-blocking forms for maximal interoperability, although such a model is not obliged toimplement both interfaces internally.
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 TLM-2.0 provides a mechanism (the so-called convenience socket) to automatically convert incomingblocking or non-blocking transport calls to non-blocking or blocking transport calls, respectively.Converting transport call types does incur some cost, particularly converting an incoming non-blocking callto a blocking implementation. However, the cost overhead is mitigated by the fact that the presence of anapproximately-timed model is likely to have a negative impact on simulation speed anyway.
 The C++ static typing rules enforce the implementation of both interfaces, but an initiator can choosedynamically whether to call the blocking or the non-blocking transport method. It is possible for differentinitiators to call different methods, or for a given initiator to switch between blocking and non-blocking callson-the-fly. This standard includes rules governing the mixing and ordering of blocking and non-blockingtransport calls to the same target.
 The strength of the blocking transport interface is that it allows a simplified coding style for models that areable to complete a transaction in a single function call. The strength of the non-blocking transport interfaceis that it supports the association of multiple timing points with a single transaction. In principle, eitherinterface supports temporal decoupling, but the speed benefits of temporal decoupling are likely to benullified by the presence of multiple timing points for approximately-timed models.
 10.3.9 Use cases and coding styles
 Table 52 summarizes the mapping between use cases for transaction-level modeling and coding styles:
 10.4 Initiators, targets, sockets, and transaction bridges
 The TLM-2.0 core interfaces pass transactions between initiators and targets (Figure 18). An initiator is amodule that can initiate transactions, that is, create new transaction objects and pass them on by calling amethod of one of the core interfaces. A target is a module that acts as the final destination for a transaction.In the case of a write transaction, an initiator (such as a processor) writes data to a target (such as a memory).In the case of a read transaction, an initiator reads data from a target. An interconnect component is a modulethat accesses a transaction but does not act as an initiator or a target for that transaction, typical examplesbeing arbiters and routers. The roles of initiator, interconnect, and target can change dynamically. Forexample, a given component may act as an interconnect for some transactions but as a target for othertransactions.
 Table 52—Mapping between use cases for transaction-level modeling and coding styles
 Use case Coding style
 Software application development Loosely-timed
 Software performance analysis Loosely-timed
 Hardware architectural analysis Loosely-timed or approximately-timed
 Hardware performance verification Approximately-timed or cycle-accurate
 Hardware functional verification Untimed (verification environment), loosely-timed or approximately-timed
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 Figure 18—Initiators and targets
 To illustrate the idea, this paragraph will describe the lifetime of a typical transaction object (Figure 19). Thetransaction object is created by an initiator and passed as an argument of a method of the transport interface(blocking or non-blocking). That method is implemented by an interconnect component such as an arbiter,which may read attributes of the transaction object before passing it on to a further transport call. Thatsecond transport method is implemented by a second interconnect component, such as a router, which inturn passes on the transaction through a third transport call to a target such as a memory, the final destinationfor the transaction object. (The actual number of interconnect components will vary from transaction totransaction. There may be none.) This sequence of method calls is known as the forward path. Thetransaction is executed in the target, and the transaction object may be returned to the initiator in one of twoways, either carried with the return from the transport method calls as they unwind, known as the returnpath, or passed by making explicit transport method calls on the opposite path from target back to initiator,known as the backward path. This choice is determined by the return value from the non-blocking transportmethod. (Strictly speaking there are two return paths corresponding to the forward and backward paths, butthe meaning is usually clear from the context.)
 Initiatorsocket
 Initiatorsocket
 Targetsocket
 Targetsocket
 Forwardpath
 Forwardpath
 Backwardpath
 Backwardpath
 Initiator TargetInterconnectcomponent
 Transactionobject
 References to a single transactionobject are passed along the forward and backward paths.
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 Figure 19—TLM-2.0 connectivity
 The forward path is the calling path by which an initiator or interconnect component makes interface methodcalls forward in the direction of another interconnect component or the target. The backward path is thecalling path by which a target or interconnect component makes interface method calls back in the directionof another interconnect component or the initiator. The entire path between an initiator and a target consistsof a number of hops, each hop connecting two adjacent components. A hop consists of one initiator socketbound to one target socket. The number of hops from initiator to target is one greater than the number ofinterconnect components on that path. When using the generic payload, the forward and backward pathsshould each pass through the same set of components and sockets in opposing directions.
 In order to support both forward and backward paths, each connection between components requires a portand an export, both of which have to be bound. This is facilitated by the initiator socket and the targetsocket. An initiator socket provides a port for interface method calls on the forward path, and an export forinterface method calls on the backward path. A target socket provides the opposite. (More specifically, aninitiator socket is derived from class sc_port and has an sc_export, and vice versa for a target socket.) Theinitiator and target socket classes overload the SystemC port binding operator to bind implicitly bothforward and backward paths.
 As well as the transport interfaces, the sockets also encapsulate the DMI and debug transport interfaces (seebelow).
 When using sockets, an initiator component will have at least one initiator socket, a target component atleast one target socket, and an interconnect component at least one of each. A component may have severalsockets transporting different transaction types, in which case a single component may act as an initiator oras a target for multiple independent transactions.
 In order to model a bus bridge, there are two alternatives. Either model the bus bridge as an interconnectcomponent or model the bus bridge as a transaction bridge between two separate TLM-2.0 transactions. Aninterconnect component would pass on a pointer to a single transaction object, which is the best approach for
 Initiator Target
 Initiator InterconnectTargetcomponent
 Interconnectcomponent
 Initiator Initiator/TargetTarget
 Initiator/Target
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 simulation speed. A transaction bridge would require the transaction object to be copied, which gives muchmore flexibility because the two transactions could have different attributes.
 The use of TLM-2.0 sockets is recommended for maximal interoperability, convenience, and a consistentcoding style. Although it is possible for components to use SystemC ports and exports directly with theTLM-2.0 core interfaces, this is not recommended.
 10.5 DMI and debug transport interfaces
 The direct memory interface (DMI) and debug transport interface are specialized interfaces distinct from thetransport interface, providing direct access and debug access to an area of memory owned by a target. Oncea DMI request has been granted, the DMI interface enables an initiator to bypass the usual path through theinterconnect components used by the transport interface. DMI is intended to accelerate regular memorytransactions in a loosely-timed simulation, whereas the debug transport interface is for debug access free ofthe delays or side-effects associated with regular transactions.
 The DMI has both forward (initiator-to-target) and backward (target-to-initiator) interfaces, whereas debugonly has a forward interface (see 11.2 and 11.3).
 10.6 Combined interfaces and sockets
 The blocking and non-blocking transport interfaces are combined with the DMI and debug transportinterfaces in the standard initiator and target sockets. All four interfaces (the two transport interfaces, DMI,and debug) can be used in parallel to access a given target (subject to the rules described in this standard).These combined interfaces are one of the keys to ensuring interoperability between components using theTLM-2.0 standard, the other key being the generic payload (see 13.1).
 The standard target sockets provide all four interfaces, so each target component must effectively implementthe methods of all four interfaces. However, the design of the blocking and non-blocking transport interfacestogether with the provision of convenience sockets to convert between the two means that a given targetneed only implement either the blocking or the non-blocking transport method, not both, according to thespeed and accuracy requirements of the model.
 A given initiator may choose to call methods through any or all of the core interfaces, again according to thespeed and accuracy requirements. The coding styles mentioned above help guide the choice of anappropriate set of interface features. Typically, a loosely-timed initiator will call blocking transport, DMIand debug, whereas an approximately-timed initiator will call non-blocking transport and debug.
 10.7 Namespaces
 The TLM-2.0 classes shall be declared in two top-level C++ namespaces, tlm and tlm_utils. Particularimplementations of the TLM-2.0 classes may choose to nest further namespaces within these twonamespaces, but such nested namespaces shall not be used in applications.
 Namespace tlm contains the classes that comprise the interoperability interface for memory-mapped busmodeling.
 Namespace tlm_utils contains utility classes that are not strictly necessary for interoperability at theinterface between memory-mapped bus models but that are nevertheless a proper part of the TLM-2.0standard.
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 10.8 Header files and version numbers
 Applications should #include the header file tlm, which shall contain all of the public declarations for theTLM-2.0 interoperability layer. The header files tlm and tlm.h shall be equivalent in the sense that theyshall include precisely the same set of declarations and macros, and they may be used interchangeably. Theheader file tlm.h is provided for backward compatibility with earlier versions of TLM-2.0 and may bedeprecated in future versions of this standard. The TLM-2.0 utilities shall not be present in the header filestlm or tlm.h. Applications should also explicitly #include the header files for any TLM-2.0 utilities theymay wish to use, which shall be placed in a directory named tlm_utils. The precise file names for each ofthese header files are defined in their respective clauses in this standard.
 10.8.1 Software version information
 The header files tlm and tlm.h shall include a set of macros, constants, and functions that provideinformation concerning the version number of the TLM-2.0 software distribution. Applications may usethese macros and constants.
 The value of the macros and constants defined in this clause may be independent of the values of thecorresponding set of definitions for SystemC given in 8.6.5.
 10.8.2 Definitions
 namespace tlm{
 #define TLM_VERSION_MAJOR implementation-defined_number // For example, 2#define TLM_VERSION_MINOR implementation-defined_number // 0#define TLM_VERSION_PATCH implementation-defined_number // 1#define TLM_VERSION_ORIGINATOR implementation-defined_string // "OSCI"#define TLM_VERSION_RELEASE_DATE implementation-defined_date // "20090329"#define TLM_VERSION_PRERELEASE implementation-defined_string // "beta"#define TLM_IS_PRERELEASE implementation-defined_bool // 1#define TLM_VERSION implementation-defined_string
 // "2.0.1_beta-OSCI"#define TLM_COPYRIGHT implementation-defined_string
 const unsigned int tlm_version_major;const unsigned int tlm_version_minor;const unsigned int tlm_version_patch;const std::string tlm_version_originator;const std::string tlm_version_release_date;const std::string tlm_version_prerelease;const bool tlm_is_prerelease;const std::string tlm_version_string;const std::string tlm_copyright_string;
 inline const char* tlm_release();inline const char* tlm_version();inline const char* tlm_copyright();
 } // namespace tlm
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 10.8.3 Rules
 a) Each implementation-defined_number shall consist of a sequence of decimal digits from thecharacter set [0–9] not enclosed in quotation marks.
 b) The originator and pre-release strings shall each consist of a sequence of characters from thecharacter set [A–Z][a–z][0–9]_ enclosed in quotation marks.
 c) The version release date shall consist of an ISO 8601 basic format calendar date of the formYYYYMMDD, where each of the eight characters is a decimal digit, enclosed in quotation marks.
 d) The TLM_IS_PRERELEASE flag shall be either 0 or 1, not enclosed in quotation marks.
 e) The version string shall be set to the value "major.minor.patch_prerelease-originator" or"major.minor.patch-originator", where major, minor, patch, prerelease, and originator are the valuesof the corresponding strings (without enclosing quotation marks), and the presence or absence of theprerelease string shall depend on the value of the TLM_IS_PRERELEASE flag.
 f) The copyright string should be set to a copyright notice.
 g) Each constant shall be initialized with the value defined by the macro of the corresponding nameconverted to the appropriate data type.
 h) The methods tlm_release and tlm_version shall each return the value of the version stringconverted to a C string.
 i) The method tlm_copyright shall return the value of the copyright string converted to a C string.
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 11. TLM-2.0 core interfaces
 In addition to the core interfaces from TLM-1, TLM-2.0 adds blocking and non-blocking transportinterfaces, a direct memory interface (DMI), and a debug transport interface.
 11.1 Transport interfaces
 The transport interfaces are the primary interfaces used to transport transactions between initiators, targets,and interconnect components. Both the blocking and non-blocking transport interfaces support timingannotation and temporal decoupling, but only non-blocking transport supports multiple phases within thelifetime of a transaction. Blocking transport does not have an explicit phase argument, and any associationbetween blocking transport and the phases of the non-blocking transport interface is purely notional. Onlythe non-blocking transport method returns a value indicating whether or not the return path was used.
 The transport interfaces and the generic payload were designed to be used together for the fast, abstractmodeling of memory-mapped buses. The transport interface templates are specialized with the transactiontype allowing them to be used separately from the generic payload, although many of the interoperabilitybenefits would be lost.
 The rules governing memory management of the transaction object, transaction ordering, and the permittedfunction calling sequence depend on the specific transaction type passed as a template argument to thetransport interface, which in turn depends on the protocol traits class passed as a template argument to thesocket (if a socket is used).
 11.1.1 Blocking transport interface
 11.1.1.1 Introduction
 The TLM-2.0 blocking transport interface is intended to support the loosely-timed coding style. The block-ing transport interface is appropriate where an initiator wishes to complete a transaction with a target duringthe course of a single function call, the only timing points of interest being those that mark the start and theend of the transaction.
 The blocking transport interface only uses the forward path from initiator to target.
 The TLM-2.0 blocking transport interface has deliberate similarities with the transport interface from TLM-1, which is still part of the TLM-2.0 standard, but the TLM-1 transport interface and the TLM-2.0 blockingtransport interface are not identical. In particular, the new b_transport method has a single transactionargument passed by non-const reference and a second argument to annotate timing, whereas the TLM-1transport method takes a request as a single const reference request argument, has no timing annotation,and returns a response by value. TLM-1 assumes separate request and response objects passed by value (orconst reference), whereas TLM-2.0 assumes a single transaction object passed by reference, whether usingthe blocking or the non-blocking TLM-2.0 interfaces.
 The b_transport method has a timing annotation argument. This single argument is used on both the call toand the return from b_transport to indicate the time of the start and end of the transaction, respectively,relative to the current simulation time.
 11.1.1.2 Class definition
 namespace tlm {
 template <typename TRANS = tlm_generic_payload>
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 class tlm_blocking_transport_if : public virtual sc_core::sc_interface {public: virtual void b_transport(TRANS& trans, sc_core::sc_time& t) = 0;};
 } // namespace tlm
 11.1.1.3 The TRANS template argument
 The intent is that this core interface may be used to transport transactions of any type. A specific transactiontype, tlm_generic_payload, is provided to ease interoperability between models where the precise details ofthe transaction attributes are less important.
 For maximum interoperability, applications should use the default transaction type tlm_generic_payloadwith the base protocol (see 15.2). In order to model specific protocols, applications may substitute their owntransaction type. Sockets that use interfaces specialized with different transaction types cannot be boundtogether, providing compile-time checking but restricting interoperability.
 11.1.1.4 Rules
 a) The b_transport method may call wait, directly or indirectly.
 b) The b_transport method shall not be called from a method process.
 c) The initiator may reuse a transaction object from one call to the next and across calls to the transportinterfaces, DMI, and the debug transport interface.
 d) The call to b_transport marks the first timing point of the transaction. The return from b_transportmarks the final timing point of the transaction.
 e) The timing annotation argument allows the timing points to be offset from the simulation times(value returned by sc_time_stamp()) at which the function call and return are executed.
 f) The callee may modify or update the transaction object, subject to any constraints imposed by thetransaction class TRANS.
 g) It is recommended that the transaction object should not contain timing information. Timing shouldbe annotated using the sc_time argument to b_transport.
 h) Typically, an interconnect component should pass the b_transport call along the forward path frominitiator to target. In other words, the implementation of b_transport for the target socket of theinterconnect component may call the b_transport method of an initiator socket.
 i) Whether or not the implementation of b_transport is permitted to call nb_transport_fw dependson the rules associated with the protocol. For the base protocol, the convenience socketsimple_target_socket is able to make this conversion automatically (see 16.1.2).
 j) The implementation of b_transport shall not call nb_transport_bw.

Page 452
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 428Copyright © 2012 IEEE. All rights reserved.
 11.1.1.5 Message sequence chart—blocking transport
 The blocking transport method may return immediately (that is, in the current SystemC evaluation phase) ormay yield control to the scheduler and only return to the initiator at a later point in simulation time(Figure 20). Although the initiator thread may be blocked, another thread in the initiator may be permitted tocall b_transport before the first call has returned, depending on the protocol.
 Figure 20—Blocking transport
 11.1.1.6 Message sequence chart—temporal decoupling
 A temporally decoupled initiator may run at a notional local time in advance of the current simulation time,in which case it should pass a non-zero value for the time argument to b_transport, as shown below. Theinitiator and target may each further advance the local time offset by increasing the value of the timeargument. Adding the time argument returned from the call to the current simulation time gives the notionaltime at which each the transaction completes, but simulation time itself cannot advance until the initiatorthread yields.
 The body of b_transport may itself call wait, in which case the local time offset should be reset to zero. InFigure 21, the final return from the initiator happens at simulation time 140 ns, but with an annotated delayof 5 ns, giving an effective local time of 145 ns.
 Initiator Target
 Call
 Return
 b_transport(t, 0ns);
 b_transport(t, 0ns);
 Call b_transport(t, 0ns);
 Returnb_transport(t, 0ns);
 wait (40ns)
 Simulation time = 100ns
 Simulation time = 140ns
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 Figure 21—Temporal decoupling
 11.1.1.7 Message sequence chart—the time quantum
 A temporally decoupled initiator will continue to advance local time until the time quantum is exceeded(Figure 22). At that point, the initiator is obliged to synchronize by suspending execution, directly orindirectly calling the wait method with the local time as an argument. This allows other initiators in themodel to run and to catch up, which effectively means that the initiators execute in turn, each beingresponsible for determining when to hand back control by keeping track of its own local time. The originalinitiator should only run again after simulation time has advanced to the next quantum.
 The primary purpose of delays in the loosely-timed coding style is to allow each initiator to determine whento hand back control. It is best if the model does not rely on the details of the timing in order to function cor-rectly.
 Within each quantum, the transactions generated by a given initiator happen in strict sequential order butwithout advancing simulation time. The local time is not tracked by the SystemC scheduler.
 Initiator Target
 Call
 Return
 b_transport(t, 0ns);
 b_transport(t, 5ns);
 Call b_transport(t, 30ns);
 Return b_transport(t, 5ns);
 wait (40ns)
 Simulation time = 100ns
 Simulation time = 140ns
 +0ns+5ns
 Call
 Return
 b_transport(t, 20ns);
 b_transport(t, 25ns);
 +20ns+25ns
 +30ns
 +5ns
 Local time offset
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 Figure 22—The time quantum
 11.1.2 Non-blocking transport interface
 11.1.2.1 Introduction
 The non-blocking transport interface is intended to support the approximately-timed coding style. The non-blocking transport interface is appropriate where it is desired to model the detailed sequence of interactionsbetween initiator and target during the course of each transaction. In other words, to break down a transac-tion into multiple phases, where each phase transition is associated with a timing point. Each call to andreturn from the non-blocking transport method may correspond to a phase transition.
 By restricting the number of timing points to two, it is possible to use the non-blocking transport interfacewith the loosely-timed coding style, but this is not generally recommended. For loosely-timed modeling, theblocking transport interface is generally preferred for its simplicity. The non-blocking transport interface isparticularly suited for modeling pipelined transactions, which would be awkward to model using blockingtransport.
 The non-blocking transport interface uses both the forward path from initiator to target and the backwardpath from target to initiator. There are two distinct interfaces, tlm_fw_nonblocking_transport_if andtlm_bw_nonblocking_transport_if, for use on opposite paths.
 The non-blocking transport interface uses a similar argument-passing mechanism to the blocking transportinterface in that the non-blocking transport methods pass a non-const reference to the transaction object anda timing annotation, but there the similarity ends. The non-blocking transport method also passes a phase toindicate the state of the transaction, and it returns an enumeration value to indicate whether the return fromthe function also represents a phase transition.
 Both blocking and non-blocking transport support timing annotation, but only non-blocking transportsupports multiple phases within the lifetime of a transaction. The blocking and non-blocking transport
 Initiator Target
 Call
 Return
 b_transport(t, 950ns);
 b_transport(t, 970ns);
 Call
 b_transport(t, 0ns);
 wait (1010ns)
 Simulation time = 1us
 Simulation time = 2010ns
 +950ns+970ns
 Call
 Return
 b_transport(t, 990ns);
 b_transport(t, 1010ns);
 +990ns+1010ns
 +0ns
 Local time offset
 Quantum = 1us

Page 455
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 431Copyright © 2012 IEEE. All rights reserved.
 interface and the generic payload were designed to be used together for the fast, abstract modeling ofmemory-mapped buses. However, the transport interfaces can be used separately from the generic payloadto model specific protocols. Both the transaction type and the phase type are template parameters of the non-blocking transport interface.
 11.1.2.2 Class definition
 namespace tlm {
 enum tlm_sync_enum { TLM_ACCEPTED, TLM_UPDATED, TLM_COMPLETED };
 template <typename TRANS = tlm_generic_payload, typename PHASE = tlm_phase>class tlm_fw_nonblocking_transport_if : public virtual sc_core::sc_interface {public: virtual tlm_sync_enum nb_transport_fw(TRANS& trans, PHASE& phase, sc_core::sc_time& t) = 0;};
 template <typename TRANS = tlm_generic_payload, typename PHASE = tlm_phase>class tlm_bw_nonblocking_transport_if : public virtual sc_core::sc_interface {public: virtual tlm_sync_enum nb_transport_bw(TRANS& trans, PHASE& phase, sc_core::sc_time& t) = 0;};
 } // namespace tlm
 11.1.2.3 The TRANS and PHASE template arguments
 The intent is that the non-blocking transport interface may be used to transport transactions of any type andwith any number of phases and timing points. A specific transaction type, tlm_generic_payload, isprovided to ease interoperability between models where the precise details of the transaction attributes areless important, and a specific type tlm_phase is provided for use with the base protocol (see 15.2).
 For maximum interoperability, applications should use the default transaction type tlm_generic_payloadand the default phase type tlm_phase with the base protocol. In order to model specific protocols,applications may substitute their own transaction type and phase type. Sockets that use interfaces specializedwith different transaction types cannot be bound together, providing compile-time checking but restrictinginteroperability.
 11.1.2.4 The nb_transport_fw and nb_transport_bw calls
 a) There are two non-blocking transport methods, nb_transport_fw for use on the forward path, andnb_transport_bw for use on the backward path. Aside from their names and calling direction thesetwo methods have similar semantics. In this document, the italicized term nb_transport is used todescribe both methods in situations where there is no need to distinguish between them.
 b) In the case of the base protocol, the forward and backward paths should pass through exactly thesame sequence of components and sockets in opposing order. It is the responsibility of eachcomponent to route any transaction returning toward the initiator using the target socket throughwhich that transaction was first received.
 c) nb_transport_fw shall only be called on the forward path, and nb_transport_bw shall only becalled on the backward path.
 d) An nb_transport_fw call on the forward path shall under no circumstances directly or indirectlymake a call to nb_transport_bw on the backward path, and vice versa.
 e) The nb_transport methods shall not call wait, directly or indirectly.
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 f) The nb_transport methods may be called from a thread process or from a method process.
 g) nb_transport is not permitted to call b_transport. One solution would be to call b_transport froma separate thread process, spawned or notified by the original nb_transport_fw method. For thebase protocol, a convenience socket simple_target_socket is provided, which is able to make thisconversion automatically (see 16.1.2).
 h) The non-blocking transport interface is explicitly intended to support pipelined transactions. In otherwords, several successive calls to nb_transport_fw from the same process could each initiateseparate transactions without having to wait for the first transaction to complete.
 i) In principle, the final timing point of a transaction may be marked by a call to or a return fromnb_transport on either the forward path or the backward path.
 11.1.2.5 The trans argument
 a) The lifetime of a given transaction object may extend beyond the return from nb_transport such thata series of calls to nb_transport may pass a single transaction object forward and backward betweeninitiators, interconnect components, and targets.
 b) If there are multiple calls to nb_transport associated with a given transaction instance, one and thesame transaction object shall be passed as an argument to every such call. In other words, a giventransaction instance shall be represented by a single transaction object.
 c) An initiator may re-use a given transaction object to represent more than one transaction instance, oracross calls to the transport interfaces, DMI, and the debug transport interface.
 d) Since the lifetime of the transaction object may extend over several calls to nb_transport, either thecaller or the callee may modify or update the transaction object, subject to any constraints imposedby the transaction class TRANS. For example, for the generic payload, the target may update thedata array of the transaction object in the case of a read command but shall not update the commandfield (see 14.7).
 11.1.2.6 The phase argument
 a) Each call to nb_transport passes a reference to a phase object. In the case of the base protocol,successive calls to nb_transport with the same phase are not permitted. Each phase transition has anassociated timing point. A timing annotation using the sc_time argument shall delay the timingpoint relative to the phase transition.
 b) The phase argument is passed by reference. Either caller or callee may modify the phase.
 c) The intent is that the phase argument should be used to inform components as to whether and whenthey are permitted to read or modify the attributes of a transaction. If the rules of a protocol allow agiven component to modify the value of a transaction attribute during a particular phase, then thatcomponent may modify the value at any time during that phase and any number of times during thatphase. The protocol should forbid other components from reading the value of that attribute duringthat phase, only permitting the value to be read after the next phase transition.
 d) The value of the phase argument represents the current state of the protocol state machine for thegiven hop. Where a single transaction object is passed between more than two components (initiator,interconnect, target), each hop requires (notionally, at least) a separate protocol state machine.
 e) Whereas the transaction object has a lifetime and a scope that may extend beyond any single call tonb_transport, the phase object is normally local to the caller. Each nb_transport call for a giventransaction may have a separate phase object. Corresponding phase transitions on different hopsmay occur at different points in simulation time.
 f) The default phase type tlm_phase is specific to the base protocol. Other protocols may use or extendtype tlm_phase or may substitute their own phase type (with a corresponding loss ofinteroperability) (see 15.1).
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 11.1.2.7 The tlm_sync_enum return value
 a) The concept of sychronization is referred to in several places. To synchronize is to yield control tothe SystemC scheduler in order that other processes may run, but it has additional connotations fortemporal decoupling. This is discussed more fully elsewhere (see 16.2.4).
 b) In principle, synchronization can be accomplished by yielding (calling wait in the case of a threadprocess or returning to the kernel in the case of a method process), but a temporally decoupledinitiator should synchronize by calling the sync method of class tlm_quantumkeeper. In general, itis necessary for an initiator to synchronize from time-to-time in order to allow other SystemCprocesses to run.
 c) The following rules apply to both the forward and backward paths.
 d) The meaning of the return value from nb_transport is fixed and does not vary according to the trans-action type or phase type. Hence the following rules are not restricted to the base protocol but applyto every transaction and phase type used to parameterize the non-blocking transport interface.
 e) TLM_ACCEPTED. The callee shall not have modified the state of the transaction object, thephase, or the time argument during the call. In other words, TLM_ACCEPTED indicates that thereturn path is not being used. The caller may ignore the values of the nb_transport argumentsfollowing the call, since the callee is obliged to leave them unchanged. In general, the caller willhave to yield before the component containing the callee can respond to the transaction. For the baseprotocol, a callee that is ignoring an ignorable phase should return TLM_ACCEPTED.
 f) TLM_UPDATED. The callee has updated the transaction object. The callee may have modified thestate of the phase argument, may have modified the state of the transaction object, and may haveincreased the value of the time argument during the call. In other words, TLM_UPDATED indicatesthat the return path is being used, and the callee has advanced the state of the protocol state machineassociated with the transaction. Whether or not the callee is actually obliged to modify each of thearguments depends on the protocol. Following the call to nb_transport, the caller should inspect thephase, transaction, and time arguments and take the appropriate action.
 g) TLM_COMPLETED. The callee has updated the transaction object, and the transaction iscomplete. The callee may have modified the state of the transaction object and may have increasedthe value of the time argument during the call. The value of the phase argument is undefined. Inother words, TLM_COMPLETED indicates that the return path is being used and the transaction iscomplete with respect to a particular socket. Following the call to nb_transport, the caller shouldinspect the transaction object and take the appropriate action but should ignore the phase argument.There shall be no further transport calls associated with this particular transaction through thecurrent socket along either the forward or backward paths. Completion in this sense does notnecessarily imply successful completion, so depending on the transaction type, the caller may needto inspect a response status embedded in the transaction object.
 h) In general there is no obligation to complete a transaction by having nb_transport returnTLM_COMPLETED. A transaction is in any case complete with respect to a particular socket whenthe final phase of the protocol is passed as an argument to nb_transport. (For the base protocol, thefinal phase is END_RESP.) In other words, TLM_COMPLETED is not mandatory.
 i) For any of the three return values, and depending on the protocol, following the call to nb_transportthe caller may need to yield in order to allow the component containing the callee to generate aresponse or to release the transaction object.
 11.1.2.8 tlm_sync_enum summary
 Table 53 provides a summary of tlm_sync_enum.
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 11.1.2.9 Message sequence chart—using the backward path
 The following message sequence charts illustrate various calling sequences to nb_transport. The argumentsand return value passed to and from nb_transport are shown using the notation return, phase, delay, wherereturn is the value returned from the function call, phase is the value of the phase argument, and delay is thevalue of the sc_time argument. The notation '-' indicates that the value is unused.
 The following message sequence charts use the phases of the base protocol as an example, that is,BEGIN_REQ, END_REQ and so on. With the approximately-timed coding style and the base protocol, atransaction is passed back-and-forth twice between initiator and target. For other protocols, the number ofphases and their names may be different.
 If the recipient of an nb_transport call is unable immediately to calculate the next state of the transaction orthe delay to the next timing point, it should return a value of TLM_ACCEPTED. The caller should yieldcontrol to the scheduler and expect to receive a call to nb_transport on the opposite path when the callee isready to respond. Notice that in this case, unlike the loosely-timed case, the caller could be the initiator orthe target (Figure 23).
 Transactions may be pipelined. The initiator could call nb_transport to send another transaction to the targetbefore having seen the final phase transition of the previous transaction.
 Because processes are regularly yielding control to the scheduler in order to allow simulation time toadvance, the approximately-timed coding style is expected to simulate a lot more slowly than the loosely-timed coding style.
 Table 53—tlm_sync_enum summary
 tlm_sync_enum Unmodified Unchanged Unchanged
 TLM_ACCEPTED Unmodified Unchanged Unchanged
 TLM_UPDATED Updated Changed May be increased
 TLM_COMPLETED Updated Ignored May be increased
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 Figure 23—Using the backward path
 11.1.2.10 Message sequence chart—using the return path
 If the recipient of an nb_transport call can immediately calculate the next state of the transaction and thedelay to the next timing point, it may return the new state on return from nb_transport rather than using theopposite path. If the next timing point marks the end of the transaction, the recipient can return eitherTLM_UPDATED or TLM_COMPLETED. A callee can return TLM_COMPLETED at any stage (subjectto the rules of the protocol) to indicate to the caller that it has pre-empted the other phases and jumped to thefinal phase, completing the transaction. This applies to initiator and target alike.
 With TLM_UPDATED, the callee should update the transaction, the phase, and the timing annotation.
 In Figure 24, the non-zero timing annotation argument passed on return from the function calls indicates tothe caller the delay between the phase transition on the hop and the corresponding timing point.
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 Figure 24—Using the return path
 11.1.2.11 Message sequence chart—early completion
 Depending on the protocol, an initiator or a target may return TLM_COMPLETED from nb_transport atany point in order to complete the transaction early. Neither initiator nor target may make any furthernb_transport calls for this particular transaction instance. Whether or not an initiator or target is actuallypermitted to shortcut a transaction in this way depends on the rules of the specific protocol.
 In Figure 25, the timing annotation on the return path indicates to the initiator that the final timing point is tooccur after the given delay. The phase transitions from BEGIN_REQ through END_REQ andBEGIN_RESP to END_RESP are implicit, rather than being passed explicitly as arguments to nb_transport.
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 .
 Figure 25—Early completion
 11.1.2.12 Message sequence chart—timing annotation
 A caller may annotate a delay onto an nb_transport call (Figure 26). This is an indication to the callee thatthe transaction should be processed as if it had been received after the given delay. An approximately-timedcallee would typically handle this situation by putting the transaction into a payload event queue forprocessing when simulation time has caught up with the annotated delay. Depending on the implementationof the payload event queue, this processing may occur either in a SystemC process sensitive to an eventnotification from the payload event queue or in a callback registered with the payload event queue.
 Delays can be annotated onto calls on the forward and backward paths and the corresponding return paths.An approximately-timed initiator would be expected to handle incoming transactions on both the forwardreturn path and the backward path in the same way. Similarly, an approximately-timed target would beexpected to handle incoming transactions on both the backward return path and the forward path in the sameway.
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 Figure 26—Timing annotation
 11.1.3 Timing annotation with the transport interfaces
 Timing annotation is a shared feature of the blocking and non-blocking transport interfaces, expressed usingthe sc_time argument to the b_transport, nb_transport_fw, and nb_transport_bw methods. In thisdocument, the italicized term transport is used to denote the three methods b_transport, nb_transport_fw,and nb_transport_bw.
 Transaction ordering is governed by a combination of the core interface rules and the protocol rules. Therules in the following clause apply to the core interfaces regardless of the choice of protocol. For the baseprotocol, the rules given here should be read in conjunction with those in 15.2.7.
 11.1.3.1 The sc_time argument
 a) It is recommended that the transaction object should not contain timing information. Any timingannotation should be expressed using the sc_time argument to transport.
 b) The time argument shall be non-negative and shall be expressed relative to the current simulationtime sc_time_stamp().
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 c) The time argument shall apply on both the call to and the return from transport (subject to the rulesof the tlm_sync_enum return value of nb_transport).
 d) The nb_transport method may itself increase the value of the time argument but shall not decreasethe value. The b_transport method may increase the value of the time argument or may decreasethe value in the case that it has called wait and thus synchronized with simulation time, but only byan amount that is less than or equal to the time for which the process was suspended. This rule isconsistent with time not running backward in a SystemC simulation.
 e) In the following description, the recipient of the transaction on the call to transport is the callee, andthe recipient of the transaction on return from transport is the caller.
 f) The recipient shall behave as if it had received the transaction at an effective local time ofsc_time_stamp() + t, where t is the value of the time argument. In other words, the recipient shallbehave as if the timing point associated with the interface method call is to occur at the effectivelocal time.
 g) Given a sequence of calls to transport, the effective local times at which the transactions are to beprocessed may or may not be in increasing time order in general. For transactions created bydifferent initiators, it is fundamental to temporal decoupling that interface method call order may bedifferent from effective local time order. The responsibility to handle transactions with out-of-ordertiming annotations lies with the recipient.
 h) On receipt of a transaction with a non-zero timing annotation, any recipient always has choices thatreflect the modeling trade-off between speed and accuracy. The recipient can execute any statechanges caused by the transaction immediately and pass on the timing annotation, possiblyincreased, or it can schedule some internal process to resume after part or all of the annotated timehas elapsed and execute the state changes only then. The choice is not enforced by the transportinterface but may be documented as part of a protocol traits class or coding style.
 i) If the recipient is not concerned with timing accuracy or with processing a sequence of incomingtransactions in the order given by their timing annotations, it may process each transactionimmediately, without delay. Having done so, the recipient may also choose to increase the value ofthe timing annotation to model the time needed to process the transaction. This scenario assumesthat the system design can tolerate out-of-order execution because of the existence of some explicitmechanism (over and above the TLM-2.0 interfaces) to enforce the correct causal chain of events.
 j) If the recipient is to implement an accurate model of timing and execution order, it should ensurethat the transaction is indeed processed at the correct time relative to any other SystemC processeswith which it may interact. In SystemC, the appropriate mechanism to schedule an event at a futuretime is the timed event notification. For convenience, TLM-2.0 provides a family of utility classes,known as payload event queues, which can be used to queue transactions for processing at theproper simulation time according to the natural semantics of SystemC (see 16.3). In other words, anapproximately-timed recipient should typically put the transaction into a payload event queue.
 k) Rather than processing the transaction directly, the recipient may pass the transaction on with afurther call to or return from a transport method without modification to the transaction and usingthe same phase and timing annotation (or with an increased timing annotation).
 l) With the loosely-timed coding style, transactions are typically executed immediately such thatexecution order matches interface method call order, and the b_transport method is recommended.
 m) With the approximately-timed coding style, transactions are typically delayed such that their execu-tion order matches the effective local time order, and the nb_transport method is recommended.
 n) Each component can make the above choice dynamically on a call-by-call basis. For example, aloosely-timed component may execute a series of transactions immediately in call order, passing onthe timing annotations but may then choose to schedule the very next transaction for execution onlyafter the delay given by the timing annotation has elapsed (known as synchronization on demand).This is a matter of coding style.
 o) The above choice exists for both blocking and non-blocking transport. For example, b_transportmay increase the timing annotation and return immediately or may wait for the timing annotation to
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 elapse before returning. nb_transport may increase the timing annotation and returnTLM_COMPLETED or may return TLM_ACCEPTED and schedule the transaction for executionlater.
 p) As a consequence of the above rules, if a component is the recipient of a series of transactions wherethe order of the incoming interface method calls is different from the effective local time order, thecomponent is free to choose the mutual execution order of those particular transactions. Therecommendation is to execute all transactions in call order or to execute all transactions in effectivelocal time order, but this is not an obligation.
 q) Note that the order in which incoming transactions are executed by a component should in effectalways be the same as interface method call order because a component will either execute anincoming transaction before returning from the interface method call regardless of the timingannotation (loosely-timed), or will schedule the transaction for execution at the proper future timeand return TLM_ACCEPTED (approximately-timed), thus indicating to the caller that it should waitbefore issuing the next transaction. (TLM_ACCEPTED alone does not forbid the caller from issuingthe next transaction, but in the case of the base protocol, the request and response exclusion rulesmay do so.)
 r) Timing annotation can also be described in terms of temporal decoupling. A non-zero timingannotation can be considered as an invitation to the recipient to “warp time.” The recipient canchoose to enter a time warp, or it can put the transaction in a queue for later processing and yield. Ina loosely-timed model, time warping is generally acceptable. On the other hand, if the target hasdependencies on other asynchronous events, the target may have to wait for simulation time toadvance before it can predict the future state of the transaction with certainty.
 s) For a general description of temporal decoupling, see 10.3.2.
 t) For a description of the quantum, see 16.2.
 Example:
 The following pseudo-code fragments illustrate just some of the many possible coding styles:
 // ---------------------------------------------// Various interface method definitions// ---------------------------------------------
 void b_transport( TRANS& trans, sc_core::sc_time& t ){
 // Loosely-timed coding styleexecute_transaction( trans );t = t + latency;
 }
 void b_transport( TRANS& trans, sc_core::sc_time& t ){
 // Loosely-timed with synchronization at the target or synchronization-on-demand wait( t );execute_transaction( trans );t = SC_ZERO_TIME;
 }
 tlm_sync_enum nb_transport_fw( TRANS& trans, PHASE& phase, sc_core::sc_time& t ){
 // Pseudo-loosely-timed coding style using non-blocking transport (not recommended) execute_transaction( trans );
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 t = t + latency;return TLM_COMPLETED;
 }
 tlm_sync_enum nb_transport_fw( TRANS& trans, PHASE& phase, sc_core::sc_time& t ){
 // Approximately-timed coding style// Post the transaction into a payload event queue for execution at time sc_time_stamp() + tpayload_event_queue->notify( trans, phase, t );// Increment the transaction reference counttrans.acquire();return TLM_ACCEPTED;
 }
 tlm_sync_enum nb_transport_fw( TRANS& trans, PHASE& phase, sc_core::sc_time& t ){
 // Approximately-timed coding style making use of the backward pathpayload_event_queue->notify( trans, phase, t );trans.acquire();// Modify the phase and time argumentsphase = END_REQ;t = t + accept_delay;return TLM_UPDATED;
 }
 // ---------------------------------------------------------------------------// b_transport interface method calls, loosely-timed coding style// ---------------------------------------------------------------------------
 initialize_transaction( T1 );socket->b_transport( T1, t ); // t may increaseprocess_response( T1 );
 initialize_transaction( T2 );socket->b_transport( T2, t ); // t may increaseprocess_response( T2 );
 // Initiator may sync after each transaction or after a series of transactionsquantum_keeper->set( t );if ( quantum_keeper->need_sync() )
 quantum_keeper->sync();
 // -------------------------------------------------------------------------------------// nb_transport interface method call, approximately-timed coding style// -------------------------------------------------------------------------------------
 initialize_transaction( T3 );status = socket->nb_transport_fw( T3, phase, t );if ( status == TLM_ACCEPTED ){
 // No action, but expect an incoming nb_transport_bw method call}else if ( status == TLM_UPDATED ) // Backward path is being used{
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 payload_event_queue->notify( T3, phase, t );}else if ( status == TLM_COMPLETED ) // Early completion{
 // Timing annotation may be taken into account in one of several ways// Either (1) by waiting, as shown here wait ( t );process_response( T3 );// or (2) by creating an event notification// response_event.notify( t );// or (3) by being passed on to the next transport method call (code not shown here)
 }
 11.1.4 Migration path from TLM-1
 The old TLM-1 and the new TLM-2.0 interfaces are both part of the TLM-2.0 standard. The TLM-1blocking and non-blocking interfaces are still useful in their own right. For example, a number of vendorshave used these interfaces in building functional verification environments for HDL designs.
 The intent is that the similarity between the old and new blocking transport interfaces should ease the task ofbuilding adapters between legacy models using the TLM-1 interfaces and the new TLM-2.0 interfaces.
 11.2 Direct memory interface
 11.2.1 Introduction
 The Direct Memory Interface, or DMI, provides a means by which an initiator can get direct access to anarea of memory owned by a target, thereafter accessing that memory using a direct pointer rather thanthrough the transport interface. The DMI offers a large potential increase in simulation speed for memoryaccess between initiator and target because once established it is able to bypass the normal path of multipleb_transport or nb_transport calls from initiator through interconnect components to target.
 There are two direct memory interfaces, one for calls on the forward path from initiator to target, and asecond for calls on the backward path from target to initiator. The forward path is used to request a particularmode of DMI access (e.g., read or write) to a given address, and returns a reference to a DMI descriptor oftype tlm_dmi, which contains the bounds of the DMI region. The backward path is used by the target toinvalidate DMI pointers previously established using the forward path. The forward and backward pathsmay pass through zero, one, or many interconnect components, but it should be identical to the forward andbackward paths for the corresponding transport calls through the same sockets.
 A DMI pointer is requested by passing a transaction along the forward path. The default DMI transactiontype is tlm_generic_payload, where only the command and address attributes of the transaction object areused. DMI follows the same approach to extension as the transport interface; that is, a DMI request may con-tain ignorable extensions, but any non-ignorable or mandatory extension requires the definition of a newprotocol traits class (see 14.2.2).
 The DMI descriptor returns latency values for use by the initiator and so provides sufficient timing accuracyfor loosely-timed modeling.
 DMI pointers may be used for debug, but the debug transport interface itself is usually sufficient becausedebug traffic is usually light, and usually dominated by I/O rather than memory access. Debug transactionsare not usually on the critical path for simulation speed. If DMI pointers were used for debug, the latencyvalues should be ignored.
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 11.2.2 Class definition
 namespace tlm {
 class tlm_dmi{public:
 tlm_dmi() { init(); }
 void init();
 enum dmi_access_e {DMI_ACCESS_NONE= 0x00,DMI_ACCESS_READ = 0x01,DMI_ACCESS_WRITE= 0x02, DMI_ACCESS_READ_WRITE = DMI_ACCESS_READ | DMI_ACCESS_WRITE
 };
 unsigned char* get_dmi_ptr() const;sc_dt::uint64 get_start_address() const;sc_dt::uint64 get_end_address() const;sc_core::sc_time get_read_latency() const;sc_core::sc_time get_write_latency() const;dmi_access_e get_granted_access() const;bool is_none_allowed() const;bool is_read_allowed() const;bool is_write_allowed() const;bool is_read_write_allowed() const;
 void set_dmi_ptr(unsigned char* p);void set_start_address(sc_dt::uint64 addr);void set_end_address(sc_dt::uint64 addr);void set_read_latency(sc_core::sc_time t);void set_write_latency(sc_core::sc_time t);void set_granted_access(dmi_access_e t);void allow_none();void allow_read();void allow_write();void allow_read_write();
 };
 template <typename TRANS = tlm_generic_payload>class tlm_fw_direct_mem_if : public virtual sc_core::sc_interface{public:
 virtual bool get_direct_mem_ptr(TRANS& trans, tlm_dmi& dmi_data) = 0;};
 class tlm_bw_direct_mem_if : public virtual sc_core::sc_interface{public:
 virtual void invalidate_direct_mem_ptr(sc_dt::uint64 start_range, sc_dt::uint64 end_range) = 0;};
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 } // namespace tlm
 11.2.3 get_direct_mem_ptr method
 a) The get_direct_mem_ptr method shall only be called by an initiator or by an interconnectcomponent, not by a target.
 b) The trans argument shall pass a reference to a DMI transaction object constructed by the initiator.
 c) The dmi_data argument shall be a reference to a DMI descriptor constructed by the initiator.
 d) Any interconnect component should pass the get_direct_mem_ptr call along the forward path frominitiator to target. In other words, the implementation of get_direct_mem_ptr for the target socketof the interconnect component may call the get_direct_mem_ptr method of an initiator socket.
 e) Each get_direct_mem_ptr call shall follow exactly the same path from initiator to target as acorresponding set of transport calls. In other words, each DMI request shall involve an interactionbetween one initiator and one target, where those two components also serve the role of initiator andtarget for a single transaction object passed through the transport interface. DMI cannot be used on apath through a component that initiates a second transaction object, such as a non-trivial widthconverter. (If DMI is an absolute requirement for simulation speed, the simulation model may needto be restructured to permit it.)
 f) Any interconnect components shall pass on the trans and dmi_data arguments in the forwarddirection, the only permitted modification being to the value of the address attribute of the DMItransaction object as described below. The address attribute of the transaction and the DMIdescriptor may both be modified on return from the get_direct_mem_ptr method, that is, whenunwinding the function calls from target back to initiator.
 g) If the target is able to support DMI access to the given address, it shall set the members of the DMIdescriptor as described below and set the return value of the function to true. When a target grantsDMI access, the DMI descriptor is used to indicate the details of the access being granted.
 h) If the target is not able to support DMI access to the given address, it need set only the address rangeand type members of the DMI descriptor as described below and set the return value of the functionto false. When a target denies DMI access, the DMI descriptor is used to indicate the details of theaccess being denied.
 i) A target may grant or deny DMI access to any part or parts of its memory region, including non-contiguous regions, subject to the rules given in this clause.
 j) In the case that a target has granted DMI access and has set the return value of the function to true,an interconnect component may deny DMI access by setting the return value of the function to falseon return from the get_direct_mem_ptr method. The reverse is not permitted; in the case that atarget has denied DMI access, an interconnect component shall not grant DMI access.
 k) Given multiple calls to get_direct_mem_ptr, a target may grant DMI access to multiple initiatorsfor the same memory region at the same time. The application is responsible for synchronization andcoherency.
 l) Since each call to get_direct_mem_ptr can only return a single DMI pointer to a contiguousmemory region, each DMI request can only be fulfilled by a single target in practice. In other words,if a memory region is scattered across multiple targets, then even though the address range iscontiguous, each target will likely require a separate DMI request.
 m) If read or write access to a certain region of memory causes side effects in a target (that is, causessome other change to the state of the target over and above the state of the memory), the targetshould not grant DMI access of the given type to that memory region. But if, for example, only writeaccess causes side effects in a target, the target may still grant DMI read access to a given region.
 n) The implementation of get_direct_mem_ptr may call invalidate_direct_mem_ptr.
 o) The implementation of get_direct_mem_ptr shall not call wait, directly or indirectly.
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 11.2.4 template argument and tlm_generic_payload class
 a) The tlm_fw_direct_mem_if template shall be parameterized with the type of a DMI transactionclass.
 b) The transaction object shall contain attributes to indicate the address for which direct memoryaccess is requested and the type of access requested, namely read access or write access to the givenaddress. In the case of the base protocol, these shall be the command and address attributes of thegeneric payload.
 c) The default value of the TRANS template argument shall be the class tlm_generic_payload.
 d) For maximal interoperability, the DMI transaction class should be the tlm_generic_payload class.The use of non-ignorable extensions or other transaction types will restrict interoperability.
 e) The initiator shall be responsible for constructing and managing the DMI transaction object, and forsetting the appropriate attributes of the object before passing it as an argument toget_direct_mem_ptr.
 f) The command attribute of the transaction object shall be set by the initiator to indicate the kind ofDMI access being requested, and shall not be modified by any interconnect component or target. Forthe base protocol, the permitted values are TLM_READ_COMMAND for read access, andTLM_WRITE_COMMAND for write access.
 g) For the base protocol, the command attribute is forbidden from having the valueTLM_IGNORE_COMMAND. However, this value may be used by other protocols.
 h) The address attribute of the transaction object shall be set by the initiator to indicate the address forwhich direct memory access is being requested.
 i) An interconnect component passing the DMI transaction object along the forward path shoulddecode and where necessary modify the address attribute of the transaction exactly as it would forthe corresponding transport interface of the same socket. For example, an interconnect componentmay need to mask the address (reducing the number of significant bits) according to the addresswidth of the target and its location in the system memory map.
 j) An interconnect component need not pass on the get_direct_mem_ptr call in the event that itdetects an addressing error.
 k) In the case of the base protocol, if the generic payload option attribute is TLM_MIN_PAYLOAD,the initiator is not obliged to set any other attributes of the generic payload aside from command andaddress, and the target and any interconnect components may ignore all other attributes. Inparticular, the response status attribute and the DMI allowed attribute may be ignored. If the targetsets the value of the generic payload option attribute to TLM_FULL_PAYLOAD_ACCEPTED, thetarget shall set the response status attribute and the initiator should check the response status asdescribed in 14.8. The DMI allowed attribute is only intended for use with the transport and debugtransport interfaces.
 l) The initiator may re-use a transaction object from one DMI call to the next and across calls to DMI,the transport interfaces, and the debug transport interface.
 m) If an application needs to add further attributes to a DMI transaction object for use by the targetwhen determining the kind of DMI access being requested, the recommended approach is to addextensions to the generic payload rather than substituting an unrelated transaction class. Forexample, the DMI transaction might include a CPU ID to allow the target to service DMI requestsdifferently depending on the kind of CPU making the request. In the case that such extensions arenon-ignorable, this will require the definition of a new protocol traits class.
 11.2.5 tlm_dmi class
 a) A DMI descriptor is an object of class tlm_dmi. DMI descriptors shall be constructed by initiators,but their members may be set by interconnect components or targets.
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 b) A DMI descriptor shall have the following attributes: the DMI pointer attribute, the granted accesstype attribute, the start address attribute, the end address attribute, the read latency attribute, and thewrite latency attribute. The default values of these attributes shall be as follows: DMI pointerattribute = 0, access type = DMI_ACCESS_NONE, start address = 0, end address = the maximumvalue of type sc_dt::uint64, read latency = SC_ZERO_TIME, and write latency =SC_ZERO_TIME.
 c) Method init shall initialize the members of the DMI descriptor to their default values.
 d) A DMI descriptor shall be in its default state whenever it is passed as an argument toget_direct_mem_ptr by the initiator. If DMI descriptor objects are pooled, the initiator shall resetthe DMI descriptor to its default state before passing it as an argument to get_direct_mem_ptr.Method init may be called for this purpose.
 e) Since an interconnect component is not permitted to modify the DMI descriptor as it is passed ontoward the target, the DMI descriptor shall be in its initial state when it is received by the target.
 f) The method set_dmi_ptr shall set the DMI pointer attribute to the value passed as an argument. Themethod get_dmi_ptr shall return the current value of the DMI pointer attribute.
 g) The DMI pointer attribute shall be set by the target to point to the storage location corresponding tothe value of the start address attribute. This shall be less than or equal to the address requested in thecall to get_direct_mem_ptr. The initial value shall be 0.
 h) The storage in the DMI region is represented with type unsigned char*. The storage shall have thesame organization as the data array of the generic payload. If a target is unable to return a pointer toa memory region with that organization, the target is unable to support DMI andget_direct_mem_ptr should return the value false. For a full description of how memoryorganization and endianness are handled in TLM-2.0, see 14.18.
 i) An interconnect component is permitted to modify the DMI pointer attribute on the return path fromthe get_direct_mem_ptr function call in order to restrict the region to which DMI access is beinggranted.
 j) The method set_granted_access shall set the granted access type attribute to the value passed as anargument. The method get_granted_access shall return the current value of the granted access typeattribute. The initial value shall be DMI_ACCESS_NONE.
 k) The methods allow_none, allow_read, allow_write, and allow_read_write shall set the grantedaccess type attribute to the value DMI_ACCESS_NONE, DMI_ACCESS_READ,DMI_ACCESS_WRITE, or DMI_ACCESS_READ_WRITE, respectively.
 l) The method is_none_allowed shall return true if and only if the granted access type attribute has thevalue DMI_ACCESS_NONE. The method is_read_allowed shall return true if and only if thegranted access type attribute has the value DMI_ACCESS_READ orDMI_ACCESS_READ_WRITE. The method is_write_allowed shall return true if and only if thegranted access type attribute has the value DMI_ACCESS_WRITE orDMI_ACCESS_READ_WRITE. The method is_read_write_allowed shall return true if and onlyif the granted access type attribute has the value DMI_ACCESS_READ_WRITE.
 m) The target shall set the granted access type attribute to the type of access being granted or beingdenied. A target is permitted to respond to a request for read access by granting (or denying) read orread/write access, and to a request for write access by granting (or denying) write or read/writeaccess. An interconnect component is permitted to restrict the granted access type by overwriting avalue of DMI_ACCESS_READ_WRITE with DMI_ACCESS_READ or DMI_ACCESS_WRITEon the return path from the get_direct_mem_ptr function call.
 n) A target wishing to deny read and write access to the DMI region should set the granted access typeto DMI_ACCESS_READ_WRITE, not to DMI_ACCESS_NONE.
 Example:
 bool get_direct_mem_ptr( TRANS& trans, tlm::tlm_dmi& dmi_data )
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 {// Deny DMI access to entire memory regiondmi_data.allow_read_write();dmi_data.set_start_address( 0x0 );dmi_data.set_end_address( (sc_dt::uint64)-1 );return false;
 }
 o) The target should set the granted access type to DMI_ACCESS_NONE to indicate that it is notgranting (or denying) read, write, or read/write access to the initiator, but it is granting (or denying)some other kind of access as requested by an extension to the DMI transaction object. This valueshould only be used in cases where an extension to the DMI transaction object makes the pre-defined access types read, write, and read/write unnecessary or meaningless. This value should notbe used in the case of the base protocol.
 p) The initiator is responsible for using only those modes of DMI access that have been granted by thetarget (and possibly modified by the interconnect) using the granted access type attribute (or in casesother than the base protocol, granted using extensions to the generic payload or using other DMItransaction types).
 q) The methods set_start_address and set_end_address shall set the start and end address attributes,respectively, to the values passed as arguments. The methods get_start_address andget_end_address shall return the current values of the start and end address attributes, respectively.
 r) The start and end address attributes shall be set by the target (or modified by the interconnect) topoint to the addresses of the first and the last bytes in the DMI region. The DMI region is eitherbeing granted or being denied, as determined by the value returned from the get_direct_mem_ptrmethod (true or false). A target wishing to deny access to its entire memory region may set the startaddress to 0 and the end address to the maximum value of type sc_dt::uint64.
 s) A target can only grant or deny a single contiguous memory region for each get_direct_mem_ptrcall. A target can set the DMI region to a single address by having the start and end addressattributes be equal or can set the DMI region to be arbitrarily large.
 t) Having been granted DMI access of a given type to a given region, an initiator may perform accessof the given type anywhere in that region until it is invalidated. In other words, access is notrestricted to the address given in the DMI request.
 u) Any interconnect components that pass on the get_direct_mem_ptr call are obliged to transformthe start and end address attributes as they do the address argument. Any transformations on theaddresses in the DMI descriptor shall occur as the descriptor is passed along the return path from theget_direct_mem_ptr function call. For example, the target may set the start address attribute to arelative address within the memory map known to that target, in which case the interconnectcomponent is obliged to transform the relative address back to an absolute address in the systemmemory map. The initial values shall be 0 and the maximum value of type sc_dt::uint64,respectively.
 v) An interconnect component is permitted to modify the start and end address attributes in order torestrict the region to which DMI access is being granted, or expand the range to which DMI access isbeing denied.
 w) If get_direct_mem_ptr returns the value true, the DMI region indicated by the start and endaddress attributes is a region for which DMI access is allowed. On the other hand, ifget_direct_mem_ptr return the value false, it is a region for which DMI access is disallowed.
 x) A target or interconnect component receiving two or more calls to get_direct_mem_ptr may returntwo or more overlapping allowed DMI regions or two or more overlapping disallowed DMI regions.
 y) A target or interconnect component shall not return overlapping DMI regions where one region isallowed, and the other is disallowed for the same access type, for example, both read or read/write orboth write or read/write, without making an intervening call to invalidate_direct_mem_ptr toinvalidate the first region.
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 z) In other words, the definition of the DMI regions shall not be dependent on the order in which theywere created unless the first region is invalidated by an intervening call toinvalidate_direct_mem_ptr. Specifically, the creation of a disallowed DMI region shall not bepermitted to punch a hole in an existing allowed DMI region for the same access type, or vice versa.
 aa) A target may disallow DMI access to the entire address space (start address attribute = 0, endaddress attribute = maximum value), perhaps because the target does not support DMI access at all,in which case an interconnect component should clip this disallowed region down to the part of thememory map occupied by the target. Otherwise, if an interconnect component fails to clip theaddress range, then an initiator would be misled into thinking that DMI was disallowed across theentire system address space.
 ab) The methods set_read_latency and set_write_latency shall set the read and write latency attributes,respectively, to the values passed as arguments. The methods get_read_latency andget_write_latency shall return the current values of the read and write latency attributes,respectively.
 ac) The read and write latency attributes shall be set to the average latency per byte for read and writememory transactions, respectively. In other words, the initiator performing the direct memoryoperation shall calculate the actual latency by multiplying the read or write latency from the DMIdescriptor by the number of bytes that would have been transferred by the equivalent transporttransaction. The initial values shall be SC_ZERO_TIME. Both interconnect components and thetarget may increase the value of either latency such that the latency accumulates as the DMIdescriptor is passed back from target to initiator on return from the get_direct_mem_ptr method.One or both latencies will be valid, depending on the value of the granted access type attribute.
 ad) The initiator is responsible for respecting the latencies whenever it accesses memory using the directmemory pointer. If the initiator chooses to ignore the latencies, this may result in timinginaccuracies.
 11.2.6 invalidate_direct_mem_ptr method
 a) The invalidate_direct_mem_ptr method shall only be called by a target or an interconnectcomponent.
 b) A target is obliged to call invalidate_direct_mem_ptr before any change that would modify thevalidity or the access type of any existing DMI region. For example, before restricting the addressrange of an existing DMI region, before changing the access type from read/write to read, or beforere-mapping the address space.
 c) The start_range and end_range arguments shall be the first and last addresses of the address rangefor which DMI access is to be invalidated.
 d) An initiator receiving an incoming call to invalidate_direct_mem_ptr shall immediately invalidateand discard any DMI region (previously received from a call to get_direct_mem_ptr) that overlapswith the given address range.
 e) In the case of a partial overlap, that is, only part of an existing DMI region is invalidated, an initiatormay adjust the boundaries of the existing region or may invalidate the entire region.
 f) Each DMI region shall remain valid until it is explicitly invalidated by a target using a call toinvalidate_direct_mem_ptr. Each initiator may maintain a table of valid DMI regions and maycontinue to use each region until it is invalidated.
 g) Any interconnect components are obliged to pass on the invalidate_direct_mem_ptr call along thebackward path from target to initiator, decoding and where necessary modifying the addressarguments as they would for the corresponding transport interface. Because the transport interfacetransforms the address on the forward path and DMI on the backward path, the transport and DMItransformations should be the inverse of one another.
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 h) Given a single invalidate_direct_mem_ptr call from a target, an interconnect component maymake multiple invalidate_direct_mem_ptr calls to initiators. Since there may be multiple initiatorseach getting direct memory pointers to the same target, a safe implementation is for an interconnectcomponent to call invalidate_direct_mem_ptr for every initiator.
 i) An interconnect component can invalidate all direct memory pointers in an initiator by settingstart_range to 0 and end_range to the maximum value of the type sc_dt::uint64.
 j) The implementation of any TLM-2.0 core interface method may call invalidate_direct_mem_ptr.
 k) The implementation of invalidate_direct_mem_ptr shall not call get_direct_mem_ptr, directly orindirectly.
 l) The implementation of invalidate_direct_mem_ptr shall not call wait, directly or indirectly.
 11.2.7 DMI versus transport
 a) By definition, the direct memory interface provides a direct interface between initiator and targetthat bypasses any interconnect components. The transport interfaces, on the other hand, cannotbypass interconnect components.
 b) Care must be taken to ensure correct behavior when an interconnect component retains state or hasside effects, such as buffered interconnects or interconnects modeling cache memory. The transportinterfaces may access and update the state of the interconnect component, whereas the directmemory interface will bypass the interconnect component. The safest alternative is for suchinterconnect components always to deny DMI access.
 c) It is possible for an initiator to switch back and forth between calling the transport interfaces andusing a direct memory pointer. It is also possible that one initiator may use DMI, while anotherinitiator is using the transport interfaces. Care must be taken to ensure correct behavior, particularlyconsidering that transport calls may carry a timing annotation. This is the responsibility of theapplication. For example, a given target could support DMI and transport simultaneously or couldinvalidate every DMI pointer whenever transport is called.
 11.2.8 DMI and temporal decoupling
 a) A DMI region can only be invalidated by means of a target or interconnect component making a callto invalidate_direct_mem_ptr.
 b) An initiator is responsible for checking that a DMI region is still valid before using the associatedDMI pointer, subject to the following considerations.
 c) The co-routine semantics of SystemC guarantee that once an initiator has started running, no otherSystemC process will be able to run until the initiator yields. In particular, no other SystemC processwould be able to invalidate a DMI pointer (although the current process might). As a consequence, atemporally decoupled initiator does not necessarily need to check repeatedly that a given DMIregion is still valid each time it uses the associated DMI pointer.
 d) It is possible that an interface method call made from an initiator may cause another component tocall invalidate_direct_mem_ptr, thus invalidating a DMI region being used by that initiator. Thiscould be true of a temporally decoupled initiator that runs without yielding.
 e) While an initiator is running without interacting with any other components and without yielding,any valid DMI region will remain valid.
 f) It is possible that after a temporally decoupled initiator using DMI has yielded, another temporallydecoupled initiator may cause that same DMI region to be invalidated within the current timequantum. This reflects the fundamental inaccuracy intrinsic to temporal decoupling in general butdoes not represent a violation of the rules given in this clause.
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 11.2.9 Optimization using a DMI hint
 a) The DMI hint, otherwise known as the DMI allowed attribute, is a mechanism to optimizesimulation speed by avoiding the need to poll repeatedly for DMI access. Instead of callingget_direct_mem_ptr to check for the availability of a DMI pointer, an initiator can check the DMIallowed attribute of a normal transaction passed through the transport interface.
 b) The generic payload provides a DMI allowed attribute. User-defined transactions could implement asimilar mechanism, in which case the target should set the value of the DMI allowed attributeappropriately.
 c) Use of the DMI allowed attribute is optional. An initiator is free to ignore the DMI allowed attributeof the generic payload.
 d) For an initiator wishing to take advantage of the DMI allowed attribute, the recommended sequenceof actions is as follows:
 1) The initiator should check the address against its cache of valid DMI regions.
 2) If there is no existing DMI pointer, the initiator should perform a normal transaction throughthe transport interface.
 3) Following that, the initiator should check the DMI allowed attribute of the transaction.
 4) If the attribute indicates DMI is allowed, the initiator should call get_direct_mem_ptr.
 5) The initiator should modify its cache of valid DMI regions according to the values returnedfrom the call.
 11.3 Debug transport interface
 11.3.1 Introduction
 The debug transport interface provides a means to read and write to storage in a target, over the sameforward path from initiator to target as is used by the transport interface, but without any of the delays, waits,event notifications, or side effects associated with a regular transaction. In other words, the debug transportinterface is non-intrusive. Because the debug transport interface follows the same path as the transportinterface, the implementation of the debug transport interface can perform the same address translation asfor regular transactions.
 For example, the debug transport interface could permit a software debugger attached to an ISS to peek orpoke an address in the memory of the simulated system from the point of view of the simulated CPU. Thedebug transport interface could also allow an initiator to take a snapshot of system memory contents duringsimulation for diagnostic purposes, or to initialize some area of system memory at the end of elaboration.
 The default debug transaction type is tlm_generic_payload, where only the command, address, data length,and data pointer attributes of the transaction object are used. Debug transactions follow the same approachto extension as the transport interface; that is, a debug transaction may contain ignorable extensions, but anynon-ignorable or mandatory extension requires the definition of a new protocol traits class (see 7.2.2).
 11.3.2 Class definition
 namespace tlm {
 template <typename TRANS = tlm_generic_payload>class tlm_transport_dbg_if : public virtual sc_core::sc_interface{public: virtual unsigned int transport_dbg(TRANS& trans) = 0;
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 };
 } // namespace tlm
 11.3.3 TRANS template argument and tlm_generic_payload class
 a) The tlm_transport_dbg_if template shall be parameterized with the type of a debug transactionclass.
 b) The debug transaction class shall contain attributes to indicate to the target the command, address,data length, and date pointer for the debug access. In the case of the base protocol, these shall be thecorresponding attributes of the generic payload.
 c) The default value of the TRANS template argument shall be the class tlm_generic_payload.
 d) For maximal interoperability, the debug transaction class should be tlm_generic_payload. The useof non-ignorable extensions or other transaction types will restrict interoperability.
 e) If an application needs to add further attributes to a debug transaction, the recommended approach isto add extensions to the generic payload rather than substituting an unrelated transaction class. In thecase that such extensions are non-ignorable or mandatory, this will require the definition of a newprotocol traits class.
 11.3.4 Rules
 a) Calls to transport_dbg shall follow the same forward path as the transport interface used for normaltransactions.
 b) The trans argument shall pass a reference to a debug transaction object.
 c) The initiator shall be responsible for constructing and managing the debug transaction object, andfor setting the appropriate attributes of the object before passing it as an argument totransport_dbg.
 d) The command attribute of the transaction object shall be set by the initiator to indicate the kind ofdebug access being requested, and shall not be modified by any interconnect component or target.For the base protocol, the permitted values are TLM_READ_COMMAND for read access to thetarget, TLM_WRITE_COMMAND for write access to the target, andTLM_IGNORE_COMMAND.
 e) On receipt of a transaction with the command attribute equal to TLM_IGNORE_COMMAND, thetarget should not execute a read or a write, but may use the value of any attribute in the genericpayload, including any extensions, in executing an extended debug transaction.
 f) As is the case for the transport interface, the use of any non-ignorable or mandatory generic payloadextension with the debug transport interface requires the definition of a new protocol traits class.
 g) The address attribute shall be set by the initiator to the first address in the region to be read orwritten.
 h) An interconnect component passing the debug transaction object along the forward path shoulddecode and where necessary modify the address attribute of the transaction object exactly as itwould for the corresponding transport interface of the same socket. For example, an interconnectcomponent may need to mask the address (reducing the number of significant bits) according to theaddress width of the target and its location in the system memory map.
 i) An interconnect component need not pass on the transport_dbg call in the event that it detects anaddressing error.
 j) The address attribute may be modified several times if a debug payload is forwarded through severalinterconnect components. When the debug payload is returned to the initiator, the original value ofthe address attribute may have been overwritten.
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 k) The data length attribute shall be set by the initiator to the number of bytes to be read or written andshall not be modified by any interconnect component or target. The data length attribute may be 0, inwhich case the target shall not read or write any bytes, and the data pointer attribute may be null.
 l) The data pointer attribute shall be set by the initiator to the address of an array from which values areto be copied to the target (for a write), or to which values are to be copied from the target (for aread), and shall not be modified by any interconnect component or target. This array shall beallocated by the initiator and shall not be deleted before the return from transport_dbg. The size ofthe array shall be at least equal to the value of the data length attribute. If the data length attribute is0, the data pointer attribute may be the null pointer and the array need not be allocated.
 m) The implementation of transport_dbg in the target shall read or write the given number of bytesusing the given address (after address translation through the interconnect), if it is able. In the caseof a write command, the target shall not modify the contents of the data array.
 n) The data array shall have the same organization as the data array of the generic payload when usedwith the transport interface. The implementation of transport_dbg shall be responsible forconverting between the organization of the local data storage within the target and the genericpayload organization.
 o) In the case of the base protocol, if the generic payload option attribute is TLM_MIN_PAYLOAD,the initiator is not obliged to set any other attributes of the generic payload aside from command,address, data length and data pointer, and the target and any interconnect components may ignore allother attributes. In particular, the response status attribute may be ignored.
 p) In the case of the base protocol, if the initiator sets the value of the generic payload option attributeto TLM_FULL_PAYLOAD, the initiator shall set the values of the byte enable pointer, byte enablelength, and streaming width attributes, and shall set the DMI allowed and response status attributesto their default values as described in 14.8.
 q) In the case of the base protocol, if the target sets the value of the generic payload option attribute toTLM_FULL_PAYLOAD_ACCEPTED, the target shall act on the values of the byte enable pointer,byte enable length, and streaming width attributes, and shall set the DMI allowed and responsestatus attributes as described in 14.8.
 r) The initiator may re-use a transaction object from one call to the next and across calls to the debugtransport interface, the transport interfaces, and DMI.
 s) transport_dbg shall return a count of the number of bytes actually read or written, which may beless than the value of the data length attribute. In the case of the base protocol, if the initiator sets thevalue of the generic payload option attribute to TLM_FULL_PAYLOAD, the count shall includeboth enabled and disabled bytes. If the target is not able to perform the operation, it shall return avalue of 0. In the case of TLM_IGNORE_COMMAND, the target is free to choose the valuereturned from transport_dbg.
 t) Directly or indirectly, transport_dbg shall not call wait, and should not cause any state changes inany interconnect component or in the target aside from the immediate effect of executing a debugwrite command.
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 12. TLM-2.0 global quantum
 12.1 Introduction
 Temporal decoupling permits SystemC processes to run ahead of simulation time for an amount of timeknown as the time quantum and is associated with the loosely-timed coding style. Temporal decoupling per-mits a significant simulation speed improvement by reducing the number of context switches and events.The use of a time quantum is not strictly necessary in the presence of explicit synchronization between tem-porally decoupled processes, in which case processes may run arbitrarily far ahead to the point when thenext synchronization point is reached. However, any processes that do require a time quantum should usethe global quantum.
 When using temporal decoupling, the delays annotated to the b_transport and nb_transport methods are tobe interpreted as local time offsets defined relative to the current simulation time as returned bysc_time_stamp(), also known as the quantum boundary. The global quantum is the default time intervalbetween successive quantum boundaries. The value of the global time quantum is maintained by thesingleton class tlm_global_quantum. It is recommended that each process should use the global timequantum, but a process is permitted to calculate its own local time quantum.
 For a general description of temporal decoupling, see 10.3.2.
 For a description of timing annotation, see 11.1.3.
 The utility class tlm_quantumkeeper provides a set of methods for managing and interacting with the timequantum. For a description of how to use a quantum keeper, see 16.2.
 12.2 Header file
 The class definition for the global quantum shall be in the header file tlm.
 12.3 Class definition
 namespace tlm {
 class tlm_global_quantum
 {
 public:
 static tlm_global_quantum& instance();
 virtual ~tlm_global_quantum();
 void set( const sc_core::sc_time& );
 const sc_core::sc_time& get() const;
 sc_core::sc_time compute_local_quantum();
 protected:
 tlm_global_quantum();
 };
 } // namespace tlm
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 12.4 Class tlm_global_quantum
 a) There is a unique global quantum maintained by the class tlm_global_quantum. This should beconsidered the default time quantum. The intent is that all temporally decoupled initiators shouldsynchronize on integer multiples of the global quantum, or more frequently where required.
 b) It is possible for each initiator to use a different time quantum but more typical for all initiators touse the global quantum. An initiator that only requires infrequent synchronization could conceivablyhave a longer time quantum than the rest, but it is usually the shortest time quantum that has thebiggest negative impact on simulation speed.
 c) The method instance shall return a reference to the singleton global quantum object.
 d) The method set shall set the value of the global quantum to the value passed as an argument.
 e) The method get shall return the value of the global quantum.
 f) The method compute_local_quantum shall calculate and return the value of the local quantumbased on the unique global quantum. The local quantum shall be calculated by subtracting the valueof sc_time_stamp from the next larger integer multiple of the global quantum. The local quantumshall equal the global quantum in the case where compute_local_quantum is called at a simulationtime that is an integer multiple of the global quantum. Otherwise, the local quantum shall be lessthan the global quantum.
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 13. Combined TLM-2.0 interfaces and sockets
 13.1 Combined interfaces
 13.1.1 Introduction
 The combined forward and backward transport interfaces group the core TLM-2.0 interfaces for use by theinitiator and target sockets. Note that the combined interfaces include the transport, DMI, and debugtransport interfaces, but they do not include any TLM-1 core interfaces. The forward interface providesmethod calls on the forward path from initiator socket to target socket, and the backward interface on thebackward path from target socket to initiator socket. Neither the blocking transport interface nor the debugtransport interface require a backward calling path.
 It would be technically possible to define new socket class templates unrelated to the standard initiator andtarget sockets and then to instantiate those class templates using the combined interfaces as templatearguments, but for the sake of interoperability, this is not recommended. On the other hand, deriving newsocket classes from the standard sockets is recommended for convenience.
 The combined interface templates are parameterized with a protocol traits class that defines the types usedby the forward and backward interfaces, namely, the payload type and the phase type. A protocol traits classis associated with a specific protocol. The default protocol type is the class tlm_base_protocol_types (see15.2).
 13.1.2 Class definition
 namespace tlm {
 // The default protocol traits class:struct tlm_base_protocol_types{
 typedef tlm_generic_payload tlm_payload_type;typedef tlm_phase tlm_phase_type;
 };
 // The combined forward interface:template< typename TYPES = tlm_base_protocol_types >class tlm_fw_transport_if
 : public virtual tlm_fw_nonblocking_transport_if<typename TYPES::tlm_payload_type ,typename TYPES::tlm_phase_type>
 , public virtual tlm_blocking_transport_if< typename TYPES::tlm_payload_type>, public virtual tlm_fw_direct_mem_if < typename TYPES::tlm_payload_type>, public virtual tlm_transport_dbg_if< typename TYPES::tlm_payload_type>
 {};
 // The combined backward interface:template < typename TYPES = tlm_base_protocol_types >class tlm_bw_transport_if
 : public virtual tlm_bw_nonblocking_transport_if< typename TYPES::tlm_payload_type ,typename TYPES::tlm_phase_type >
 , public virtual tlm_bw_direct_mem_if{};
 } // namespace tlm
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 13.2 Initiator and target sockets
 13.2.1 Introduction
 A socket combines a port with an export. An initiator socket has a port for the forward path and an export forthe backward path, while a target socket has an export for the forward path and a port for the backward path.The sockets also overload the SystemC port binding operators to bind both the port and export to the exportand port in the opposing socket. When binding sockets hierarchically, parent to child or child to parent, it isimportant to carefully consider the binding order.
 Both the initiator and target sockets are coded using a C++ inheritance hierarchy. Only the most derivedclasses tlm_initiator_socket and tlm_target_socket are typically used directly by applications. These twosockets are parameterized with a protocol traits class that defines the types used by the forward andbackward interfaces. Sockets can only be bound together if they have the identical protocol type. The defaultprotocol type is the class tlm_base_protocol_types. If an application defines a new protocol, it shouldinstantiate combined interface templates with a new protocol traits class, whether or not the new protocol isbased on the generic payload.
 The initiator and target sockets provide the following benefits:
 a) They group the transport, direct memory, and debug transport interfaces for both the forward andbackward paths together into a single object.
 b) They provide methods to bind port and export of both the forward and backward paths in a singlecall.
 c) They offer strong type checking when binding sockets parameterized with incompatible protocoltypes.
 d) They include a bus width parameter that may be used to interpret the transaction.
 The socket classes tlm_initiator_socket and tlm_target_socket belong to the interoperability layer of theTLM-2.0 standard. In addition, there is a family of derived socket classes provided in the utilitiesnamespace, collectively known as convenience sockets.
 13.2.2 Class definition
 namespace tlm {
 // Abstract base class for initiator socketstemplate <
 unsigned int BUSWIDTH = 32,typename FW_IF = tlm_fw_transport_if<>,typename BW_IF = tlm_bw_transport_if<>
 >class tlm_base_initiator_socket_b{public:
 virtual ~tlm_base_initiator_socket_b() {}
 virtual sc_core::sc_port_b<FW_IF> & get_base_port() = 0;virtual const sc_core::sc_port_b<FW_IF> & get_base_port() const = 0;
 virtual BW_IF & get_base_interface() = 0;virtual const BW_IF & get_base_interface() const = 0;
 virtual sc_core::sc_export<BW_IF> & get_base_export() = 0;
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 virtual const sc_core::sc_export<BW_IF> & get_base_export() const = 0;};
 // Abstract base class for target socketstemplate <
 unsigned int BUSWIDTH = 32,typename FW_IF = tlm_fw_transport_if<>,typename BW_IF = tlm_bw_transport_if<>
 >class tlm_base_target_socket_b{public:
 virtual ~tlm_base_target_socket_b();
 virtual sc_core::sc_port_b<BW_IF> & get_base_port() = 0;virtual const sc_core::sc_port_b<BW_IF> & get_base_port() const = 0;
 virtual sc_core::sc_export<FW_IF> & get_base_export() = 0;virtual const sc_core::sc_export <FW_IF> & get_base_export() const = 0;
 virtual FW_IF & get_base_interface() = 0;virtual const FW_IF & get_base_interface() const = 0;
 };
 // Base class for initiator sockets, providing binding methodstemplate <
 unsigned int BUSWIDTH = 32,typename FW_IF = tlm_fw_transport_if<>,typename BW_IF = tlm_bw_transport_if<>,int N = 1,
 sc_core::sc_port_policy POL = sc_core::SC_ONE_OR_MORE_BOUND>class tlm_base_initiator_socket : public tlm_base_initiator_socket_b<BUSWIDTH, FW_IF, BW_IF>,
 public sc_core::sc_port<FW_IF, N, POL>{public:
 typedef FW_IF fw_interface_type;typedef BW_IF bw_interface_type;typedef sc_core::sc_port<fw_interface_type, N, POL> port_type;typedef sc_core::sc_export<bw_interface_type> export_type;typedef tlm_base_target_socket_b<BUSWIDTH, fw_interface_type, bw_interface_type>
 base_initiator_socket_type;typedef tlm_base_initiator_socket_b<BUSWIDTH, fw_interface_type, bw_interface_type>
 base_type;
 tlm_base_initiator_socket();explicit tlm_base_initiator_socket(const char* name);virtual const char* kind() const;
 unsigned int get_bus_width() const;
 virtual void bind(base_target_socket_type& s);
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 void operator() (base_target_socket_type& s);virtual void bind(base_type& s);void operator() (base_type& s);virtual void bind(bw_interface_type& ifs);void operator() (bw_interface_type& s);
 // Implementation of pure virtual functions of base classvirtual sc_core::sc_port_b<FW_IF> & get_base_port() { return *this; }virtual const sc_core::sc_port_b<FW_IF> & get_base_port() const { return *this; }
 virtual BW_IF & get_base_interface() { return m_export; }virtual const BW_IF & get_base_interface() const { return m_export; }
 virtual sc_core::sc_export<BW_IF> & get_base_export() { return m_export; }virtual const sc_core::sc_export<BW_IF> & get_base_export() const { return m_export; }
 protected:export_type m_export;
 };
 // Base class for target sockets, providing binding methodstemplate <
 unsigned int BUSWIDTH = 32,typename FW_IF = tlm_fw_transport_if<>,typename BW_IF = tlm_bw_transport_if<>,int N = 1,sc_core::sc_port_policy POL = sc_core::SC_ONE_OR_MORE_BOUND
 >class tlm_base_target_socket : public tlm_base_target_socket_b<BUSWIDTH, FW_IF, BW_IF>, public sc_core::sc_export<FW_IF>{public:
 typedef FW_IF fw_interface_type;typedef BW_IF bw_interface_type;typedef sc_core::sc_port<bw_interface_type, N, POL> port_type;typedef sc_core::sc_export<fw_interface_type> export_type;typedef tlm_base_initiator_socket_b<BUSWIDTH, fw_interface_type, bw_interface_type>
 base_initiator_socket_type;typedef tlm_base_target_socket_b<BUSWIDTH, fw_interface_type, bw_interface_type>
 base_type;
 tlm_base_target_socket();explicit tlm_base_target_socket(const char* name);virtual const char* kind() const;
 unsigned int get_bus_width() const;
 virtual void bind(base_initiator_socket_type& s);void operator() (base_initiator_socket_type& s);virtual void bind(base_type& s);void operator() (base_type& s);virtual void bind(fw_interface_type& ifs);void operator() (fw_interface_type& s);

Page 483
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 459Copyright © 2012 IEEE. All rights reserved.
 int size() const;bw_interface_type* operator-> ();bw_interface_type* operator[] (int i);
 // Implementation of pure virtual functions of base classvirtual sc_core::sc_port_b<BW_IF> & get_base_port() { return m_port; }virtual const sc_core::sc_port_b<BW_IF> & get_base_port() const { return *this; }
 virtual FW_IF & get_base_interface() { return *this; }virtual const FW_IF & get_base_interface() const { return *this; }
 virtual sc_core::sc_export<FW_IF> & get_base_export() { return *this; }virtual const sc_core::sc_export<FW_IF> & get_base_export() const { return *this; }
 protected:port_type m_port;
 };
 // Principal initiator socket, parameterized with protocol traits classtemplate <
 unsigned int BUSWIDTH = 32,typename TYPES = tlm_base_protocol_types,int N = 1,sc_core::sc_port_policy POL = sc_core::SC_ONE_OR_MORE_BOUND
 > class tlm_initiator_socket : public tlm_base_initiator_socket <
 BUSWIDTH, tlm_fw_transport_if<TYPES>, tlm_bw_transport_if<TYPES>, N, POL>{public:
 tlm_initiator_socket();explicit tlm_initiator_socket(const char* name);virtual const char* kind() const;
 };
 // Principal target socket, parameterized with protocol traits classtemplate <
 unsigned int BUSWIDTH = 32,typename TYPES = tlm_base_protocol_types,int N = 1,sc_core::sc_port_policy POL = sc_core::SC_ONE_OR_MORE_BOUND
 >class tlm_target_socket : public tlm_base_target_socket <
 BUSWIDTH, tlm_fw_transport_if<TYPES>, tlm_bw_transport_if<TYPES>, N, POL>{public:
 tlm_target_socket();explicit tlm_target_socket(const char* name);virtual const char* kind() const;
 };
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 } // namespace tlm
 13.2.3 Classes tlm_base_initiator_socket_b and tlm_base_target_socket_b
 a) The abstract base classes tlm_base_initiator_socket_b and tlm_base_target_socket_b declarepure virtual functions that should be overridden in any derived class to return the port, export, andinterface objects associated with the socket.
 b) These sockets are not typically used directly by applications.
 13.2.4 Classes tlm_base_initiator_socket and tlm_base_target_socket
 a) For class tlm_base_initiator_socket, the constructor with a name argument shall pass the characterstring argument to the constructor belonging to the base class sc_port to set the string name of theinstance in the module hierarchy, and shall also pass the same character string to set the string nameof the corresponding sc_export on the backward path, adding the suffix "_export" and callingsc_gen_unique_name to avoid name clashes. For example, the call tlm_initiator_socket("foo")would set the port name to "foo" and the export name to "foo_export". In the case of the defaultconstructor, the names shall be created by callingsc_gen_unique_name("tlm_base_initiator_socket") for the port, andsc_gen_unique_name("tlm_base_initiator_socket_export") for the export.
 b) For class tlm_base_target_socket, the constructor with a name argument shall pass the characterstring argument to the constructor belonging to the base class sc_export to set the string name of theinstance in the module hierarchy, and shall also pass the same character string to set the string nameof the corresponding sc_port on the backward path, adding the suffix "_port" and callingsc_gen_unique_name to avoid name clashes. For example, the call tlm_target_socket("foo")would set the export name to "foo" and the port name to "foo_port". In the case of the default con-structor, the names shall be created by calling sc_gen_unique_name("tlm_base_target_socket")for the export, and sc_gen_unique_name("tlm_base_target_socket_port") for the port.
 c) The method kind shall return the class name as a C string, that is, "tlm_base_initiator_socket" or"tlm_base_target_socket", respectively.
 d) The method get_bus_width shall return the value of the BUSWIDTH template argument.
 e) Template argument BUSWIDTH shall determine the word length for each individual data wordtransferred through the socket, expressed as the number of bits in each word. For a burst transfer,BUSWIDTH shall determine the number of bits in each beat of the burst. The precise interpretationof this attribute shall depend on the transaction type. For the meaning of BUSWIDTH with thegeneric payload, see 14.12.
 f) When binding socket-to-socket, the two sockets shall have identical values for the BUSWIDTHtemplate argument. Executable code in the initiator or target may get and act on the BUSWIDTH.
 g) Each of the methods bind and operator() that take a socket as an argument shall bind the socketinstance to which the method belongs to the socket instance passed as an argument to the method.
 h) Each of the methods bind and operator() that take an interface as an argument shall bind the exportof the socket instance to which the method belongs to the channel instance passed as an argument tothe method. (A channel is the SystemC term for a class that implements an interface.)
 i) In each case, the implementation of operator() shall achieve its effect by calling the correspondingvirtual method bind.
 j) When binding initiator socket to target socket, the bind method and operator() shall each bind theport of the initiator socket to the export of the target socket, and the port of the target socket to theexport of the initiator socket. This is for use when binding socket-to-socket at the same level in thehierarchy.
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 k) An initiator socket can be bound to a target socket by calling the bind method or operator() of eithersocket, with precisely the same effect. In either case, the forward path lies in the direction from theinitiator socket to the target socket.
 l) When binding initiator socket to initiator socket or target socket to target socket, the bind methodand operator() shall each bind the port of one socket to the port of the other socket, and the export ofone socket to the export of the other socket. This is for use in hierarchical binding, that is, whenbinding a socket on a child module to a socket on a parent module, or a socket on a parent module toa socket on a child module, passing transactions up or down the module hierarchy.
 m) For hierarchical binding, it is necessary to bind sockets in the correct order. When binding initiatorsocket to initiator socket, the socket of the child must be bound to the socket of the parent. Whenbinding target socket to target socket, the socket of the parent must be bound to the socket of thechild. This rule is consistent with the fact the tlm_base_initiator_socket is derived from sc_port,and tlm_base_target_socket from sc_export. Port must be bound to port going up the hierarchy,port-to-export across the top, and export-to-export going down the hierarchy.
 n) In order for two sockets of classes tlm_base_initiator_socket and tlm_base_target_socket to bebound together, they must share the same forward and backward interface types and bus widths.
 o) The method size of the target socket shall call method size of the port in the target socket (on thebackward path), and shall return the value returned by size of the port.
 p) The method operator-> of the target socket shall call method operator-> of the port in the targetsocket (on the backward path), and shall return the value returned by operator-> of the port.
 q) The method operator[] of the target socket shall call method operator[] of the port in the targetsocket (on the backward path) with the same argument, and shall return the value returned byoperator[] of the port.
 r) Class tlm_base_initiator_socket and class tlm_base_target_socket each act as multi-sockets; thatis, a single initiator socket may be bound to multiple target sockets, and a single target socket maybe bound to multiple initiator sockets. The two class templates have template parameters specifyingthe number of bindings and the port binding policy, which are used within the class implementationto parameterize the associated sc_port template instantiation.
 s) If an object of class tlm_base_initiator_socket or tlm_base_target_socket is bound multipletimes, then the method operator[] can be used to address the corresponding object to which thesocket is bound. The index value is determined by the order in which the methods bind oroperator() were called to bind the sockets. However, any incoming interface method calls receivedby such a socket will be anonymous in the sense that there is no mechanism provided to identify thecaller. On the other hand, such a mechanism is provided by the convenience sockets (see 16.1.4).
 t) For example, consider a socket bound to two separate targets. The calls socket[0]->nb_transport_fw(...) and socket[1]->nb_transport_fw() would address the two targets, but thereis no way to identify the caller of in incoming nb_transport_bw() method from one of those twotargets.
 u) The implementations of the virtual methods get_base_port and get_base_export shall return theport and export objects of the socket, respectively. The implementation of the virtual methodget_base_interface shall return the export object in the case of the initiator port, or the socket objectitself in the case of the target socket.
 13.2.5 Classes tlm_initiator_socket and tlm_target_socket
 a) The socket tlm_initiator_socket and tlm_target_socket take a protocol traits class as a templateparameter. These sockets (or convenience sockets derived from them) should typically be used by anapplication rather than the base sockets.
 b) The constructors of the classes tlm_initiator_socket and tlm_target_socket shall call thecorresponding constructors of their respective base classes, passing the char* argument where itexists.
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 c) In order for two sockets of classes tlm_initiator_socket and tlm_target_socket to be boundtogether, they must share the same protocol traits class (default tlm_base_protocol_types) and buswidth. Strong type checking between sockets can be achieved by defining a new protocol traits classfor each distinct protocol, whether or not that protocol is based on the generic payload.
 d) The method kind shall return the class name as a C string, that is, "tlm_initiator_socket" or"tlm_target_socket", respectively.
 Example:
 #include <systemc>#include "tlm.h"using namespace sc_core;using namespace std;
 struct Initiator: sc_module, tlm::tlm_bw_transport_if<> // Initiator implements the bw interface{
 tlm::tlm_initiator_socket<32> init_socket; // Protocol types default to base protocol
 SC_CTOR(Initiator) : init_socket("init_socket") {SC_THREAD(thread);init_socket.bind( *this ); // Initiator socket bound to the initiator itself
 }
 void thread() { // Process generates one dummy transactiontlm::tlm_generic_payload trans;sc_time delay = SC_ZERO_TIME;init_socket->b_transport(trans, delay);
 }
 virtual tlm::tlm_sync_enum nb_transport_bw(tlm::tlm_generic_payload& trans,tlm::tlm_phase& phase,sc_core::sc_time& t) {return tlm::TLM_COMPLETED; // Dummy implementation
 }
 virtual void invalidate_direct_mem_ptr(sc_dt::uint64 start_range, sc_dt::uint64 end_range){ } // Dummy implementation
 };
 struct Target: sc_module, tlm::tlm_fw_transport_if<> // Target implements the fw interface{
 tlm::tlm_target_socket<32> targ_socket; // Protocol types default to base protocol
 SC_CTOR(Target) : targ_socket("targ_socket") {targ_socket.bind( *this ); // Target socket bound to the target itself
 }
 virtual tlm::tlm_sync_enum nb_transport_fw(tlm::tlm_generic_payload& trans, tlm::tlm_phase& phase, sc_core::sc_time& t) {
 return tlm::TLM_COMPLETED; // Dummy implementation}
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 virtual void b_transport( tlm::tlm_generic_payload& trans, sc_time& delay ){ } // Dummy implementation
 virtual bool get_direct_mem_ptr(tlm::tlm_generic_payload& trans, tlm::tlm_dmi& dmi_data){ return false; } // Dummy implementation
 virtual unsigned int transport_dbg(tlm::tlm_generic_payload& trans){ return 0; } // Dummy implementation
 };
 SC_MODULE(Top1) // Showing a simple non-hierarchical binding of initiator to target{
 Initiator *init;Target *targ;
 SC_CTOR(Top1) {init = new Initiator("init");targ = new Target("targ");init->init_socket.bind(targ->targ_socket); // Bind initiator socket to target socket
 }};
 struct Parent_of_initiator: sc_module // Showing hierarchical socket binding{
 tlm::tlm_initiator_socket<32> init_socket;
 Initiator* initiator;
 SC_CTOR(Parent_of_initiator) : init_socket("init_socket") {initiator = new Initiator("initiator");initiator->init_socket.bind( init_socket ); // Bind initiator socket to parent initiator socket
 }};
 struct Parent_of_target: sc_module{
 tlm::tlm_target_socket<32> targ_socket;
 Target* target;
 SC_CTOR(Parent_of_target) : targ_socket("targ_socket") {target = new Target("target");targ_socket.bind( target->targ_socket ); // Bind parent target socket to target socket
 }};
 SC_MODULE(Top2){
 Parent_of_initiator *init;Parent_of_target *targ;
 SC_CTOR(Top2) {init = new Parent_of_initiator("init");targ = new Parent_of_target("targ");
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 init->init_socket.bind(targ->targ_socket); // Bind initiator socket to target socket at top level}
 };
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 14. TLM-2.0 generic payload
 14.1 Introduction
 The generic payload is the class type offered by the TLM-2.0 standard for transaction objects passed throughthe core interfaces. The generic payload is closely related to the base protocol, which itself defines furtherrules to ensure interoperability when using the generic payload (see 15.2).
 The generic payload is intended to improve the interoperability of memory-mapped bus models, which itdoes at two levels. First, the generic payload provides an off-the-shelf general-purpose payload thatguarantees immediate interoperability when creating abstract models of memory-mapped buses where theprecise details of the bus protocol are unimportant, while at the same time providing an extensionmechanism for ignorable attributes. Second, the generic payload can be used as the basis for creatingdetailed models of specific bus protocols, with the advantage of reducing the implementation cost andincreasing simulation speed when there is a need to bridge or adapt between different protocols, sometimesto the point where the bridge becomes trivial to write.
 The generic payload is specifically aimed at modeling memory-mapped buses. It includes some attributesfound in typical memory-mapped bus protocols such as command, address, data, byte enables, single wordtransfers, burst transfers, streaming, and response status. The generic payload may also be used as the basisfor modeling protocols other than memory-mapped buses.
 The generic payload does not include every attribute found in typical memory-mapped bus protocols, but itdoes include an extension mechanism so that applications can add their own specialized attributes.
 For specific protocols, whether bus-based or not, modeling and interoperability are the responsibility of theprotocol owners and are outside the scope of the Accellera Systems Initiative. It is up to the protocol ownersor subject matter experts to proliferate models or coding guidelines for their own particular protocol.However, the generic payload is still applicable here, because it provides a common starting point for modelcreation, and in many cases will reduce the cost of bridging between different protocols in a transaction-level model.
 It is recommended that the generic payload be used with the initiator and target sockets, which provide a buswidth parameter used when interpreting the data array of the generic payload as well as forward andbackward paths and a mechanism to enforce strong type checking between different protocols whether ornot they are based on the generic payload.
 The generic payload can be used with both the blocking and non-blocking transport interfaces. It can also beused with the direct memory and debug transport interfaces, in which case only a restricted set of attributesis used.
 14.2 Extensions and interoperability
 The goal of the generic payload is to enable interoperability between memory-mapped bus models, but allbuses are not created equal. Given two transaction-level models that use different protocols and that modelthose protocols at a detailed level, then just as in a physical system, an adapter or bridge must be insertedbetween those models to perform protocol conversion and allow them to communicate. On the other hand,many transaction level models produced early in the design flow do not care about the specific details of anyparticular protocol. For such models it is sufficient to copy a block of data starting at a given address, and forthose models, the generic payload can be used directly to give excellent interoperability.
 The generic payload extension mechanism permits any number of extensions of any type to be defined andadded to a transaction object. Each extension represents a new set of attributes, transported along with the
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 transaction object. Extensions can be created, added, written and read by initiators, interconnectcomponents, and targets alike. The extension mechanism itself does not impose any restrictions. Of course,undisciplined use of this extension mechanism would compromise interoperability, so disciplined use isstrongly encouraged. But the flexibility is there where you need it!
 The use of the extension mechanism represents a trade-off between increased coding convenience whenbinding sockets, and decreased compile-time type checking. If the undisciplined use of generic payloadextensions were allowed, each application would be obliged to detect any incompatibility betweenextensions by including explicit run-time checks in each interconnect component and target, and therewould be no mechanism to enforce the existence of a given extension. The TLM-2.0 standard prescribesspecific coding guidelines to avoid these pitfalls.
 There are three, and only three, recommended alternatives for the transaction template argument TRANS ofthe blocking and non-blocking transport interfaces and the template argument TYPES of the combinedinterfaces:
 a) Use the generic payload directly, with ignorable extensions, and obey the rules of the base protocol.Such a model is said to be TLM-2.0 base-protocol-compliant (see 9.1).
 b) Define a new protocol traits class containing a typedef for tlm_generic_payload. Such a model issaid to be TLM-2.0 custom-protocol-compliant (see 9.1).
 c) Define a new protocol traits class and a new transaction type. Such a model may use isolatedfeatures of the TLM-2.0 class library but is neither TLM-2.0 base-protocol-compliant nor TLM-2.0custom-protocol-compliant (see 9.1).
 These three alternatives are defined below in order of decreasing interoperability.
 It should be emphasized that although deriving a new class from the generic payload is possible, it is not therecommended approach for interoperability
 It should also be emphasized that these three options may be mixed in a single system model. In particular,there is value in mixing the first two options since the extension mechanism has been designed to permitefficient interoperability.
 14.2.1 Use the generic payload directly, with ignorable extensions
 a) In this case, the transaction type is tlm_generic_payload, the phase type is tlm_phase, and theprotocol traits class for the combined interfaces is tlm_base_protocol_types. These are the defaultvalues for the TRANS argument of the transport interfaces and TYPES argument of the combinedinterfaces, respectively. Any model that uses the standard initiator and target sockets with the baseprotocol will be interoperable with any other such model, provided that those models respect thesemantics of the generic payload and the base protocol (see 15.2).
 b) In this case, any generic payload extension or extended phase shall be ignorable. Ignorable meansthat any component other than the component that added the extension is permitted to behave as ifthe extension were absent (see 14.21.1.1).
 c) If an extension is ignorable, then by definition compile-time checking to enforce support for thatextension in a target is not wanted, and indeed, the ignorable extension mechanism does not supportcompile-time checking.
 d) The generic payload intrinsically supports minor variations in protocol. As a general principle, atarget is recommended to support every feature of the generic payload. But, for example, a particularcomponent may or may not support byte enables. A target that is unable to support a particularfeature of the generic payload is obliged to generate the standard error response. This should bethought of as being part of the specification of the generic payload.
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 14.2.2 Define a new protocol traits class containing a typedef for tlm_generic_payload
 a) In this case, the transaction type is tlm_generic_payload and the phase type tlm_phase, but theprotocol traits class used to specialize the socket is a new application-defined class, not the defaulttlm_base_protocol_types. This ensures that the extended generic payload is treated as a distincttype and provides compile-time type checking when the initiator and target sockets are bound.
 b) The new protocol type may set its own rules, and these rules may extend or contradict any of therules of the base protocol, including the generic payload memory management rules (see 14.5) andthe rules for the modifiability of attributes (see 14.7). However, for the sake of consistency andinteroperability, it is recommended to follow the rules and coding style of the base protocol as far aspossible (see 15.2).
 c) The generic payload extension mechanism may be used for ignorable, non-ignorable, or mandatoryextensions with no restrictions. The semantics of any extensions should be thoroughly documentedwith the new protocol traits class.
 d) Because the transaction type is tlm_generic_payload, the transaction can be transported throughinterconnect components and targets that use the generic payload type, and can be cloned in itsentirety, including all extensions. This provides a good starting point for building interoperablecomponents and for creating adapters or bridges between different protocols, but the user shouldconsider the semantics of the extended generic payload very carefully.
 e) It is usual to use one and the same protocol traits class along the entire length of the path followed bya transaction from an initiator through zero or more interconnect components to a target. However, itmay be possible to model an adapter or bus bridge as an interconnect component that takes incomingtransactions of one protocol type and converts them to outgoing transactions of another protocoltype. It is also possible to create a transaction bridge, which acts as a target for incomingtransactions and as an initiator for outgoing transactions.
 f) When passing a generic payload transaction between sockets specialized using different protocoltraits classes, the user is obliged to consider the semantics of each extension very carefully to ensurethat the transaction can be transported through components that are aware of the generic payload butnot the extensions. There is no general rule. Some extensions can be transported throughcomponents ignorant of the extension without mishap, for example, an attribute specifying thesecurity level of the data. Other extensions will require explicit adaption or might not be supportableat all, for example, an attribute specifying that the interconnect is to be locked.
 14.2.3 Define a new protocol traits class and a new transaction type
 a) In this case, the transaction type may be unrelated to the generic payload.
 b) A new protocol traits class will need to be defined to parameterize the combined interfaces and thesockets.
 c) This choice may be justified when the new transaction type is significantly different from thegeneric payload or represents a very specific protocol.
 d) If the intention is to use the generic payload for maximal interoperability, the recommendedapproach is to use the generic payload as described in one of the previous two clauses rather than touse it in the definition of a new class.
 14.3 Generic payload attributes and methods
 The generic payload class contains a set of private attributes, and a set of public access functions to get andset the values of those attributes. The exact implementation of those access functions is implementation-defined.
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 The majority of the attributes are set by the initiator and shall not be modified by any interconnectcomponent or target. Only the address, DMI allowed, response status and extension attributes may bemodified by an interconnect component or by the target. In the case of a read command, the target may alsomodify the data array.
 14.4 Class definition
 namespace tlm {
 class tlm_generic_payload;
 class tlm_mm_interface {public:
 virtual void free(tlm_generic_payload*) = 0;virtual ~tlm_mm_interface() {}
 };
 unsigned int max_num_extensions();
 class tlm_extension_base{public:
 virtual tlm_extension_base* clone() const = 0;virtual void free() { delete this; }virtual void copy_from(tlm_extension_base const &) = 0;
 protected:virtual ~tlm_extension_base() {}
 };
 template <typename T>class tlm_extension : public tlm_extension_base{public:
 virtual tlm_extension_base* clone() const = 0;virtual void copy_from(tlm_extension_base const &) = 0;virtual ~tlm_extension() {}const static unsigned int ID;
 };
 enum tlm_gp_option {TLM_MIN_PAYLOAD,TLM_FULL_PAYLOAD,TLM_FULL_PAYLOAD_ACCEPTED
 };
 enum tlm_command {TLM_READ_COMMAND,TLM_WRITE_COMMAND,TLM_IGNORE_COMMAND
 };
 enum tlm_response_status {TLM_OK_RESPONSE = 1,

Page 493
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 469Copyright © 2012 IEEE. All rights reserved.
 TLM_INCOMPLETE_RESPONSE = 0,TLM_GENERIC_ERROR_RESPONSE = –1,TLM_ADDRESS_ERROR_RESPONSE = –2,TLM_COMMAND_ERROR_RESPONSE = –3,TLM_BURST_ERROR_RESPONSE = –4,TLM_BYTE_ENABLE_ERROR_RESPONSE = –5
 };
 #define TLM_BYTE_DISABLED 0x0#define TLM_BYTE_ENABLED 0xff
 class tlm_generic_payload {public:
 // Constructors and destructortlm_generic_payload();explicit tlm_generic_payload( tlm_mm_interface* );virtual ~tlm_generic_payload();
 private:// Disable copy constructor and assignment operatortlm_generic_payload( const tlm_generic_payload& );tlm_generic_payload& operator= ( const tlm_generic_payload& );
 public:// Memory managementvoid set_mm( tlm_mm_interface* );bool has_mm() const;void acquire();void release();int get_ref_count() const; void reset();void deep_copy_from( const tlm_generic_payload & );void ( const tlm_generic_payload & , bool use_byte_enable_on_read = true );void update_extensions_from( const tlm_generic_payload & );void free_all_extensions();
 // Access methods tlm_gp_option get_gp_option() const;void set_gp_option( const tlm_gp_option );
 tlm_command get_command() const;void set_command( const tlm_command );bool is_read();void set_read();bool is_write();void set_write();
 sc_dt::uint64 get_address() const;void set_address( const sc_dt::uint64 );
 unsigned char* get_data_ptr() const;void set_data_ptr( unsigned char* );
 unsigned int get_data_length() const;
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 void set_data_length( const unsigned int );
 unsigned int get_streaming_width() const;void set_streaming_width( const unsigned int );
 unsigned char* get_byte_enable_ptr() const;void set_byte_enable_ptr( unsigned char* );unsigned int get_byte_enable_length() const;void set_byte_enable_length( const unsigned int );
 // DMI hintvoid set_dmi_allowed( bool );bool is_dmi_allowed() const;
 tlm_response_status get_response_status() const;void set_response_status( const tlm_response_status );std::string get_response_string();bool is_response_ok();bool is_response_error();
 // Extension mechanismtemplate <typename T> T* set_extension( T* );tlm_extension_base* set_extension( unsigned int , tlm_extension_base* );
 template <typename T> T* set_auto_extension( T* );tlm_extension_base* set_auto_extension( unsigned int , tlm_extension_base* );
 template <typename T> void get_extension( T*& ) const;template <typename T> T* get_extension() const;tlm_extension_base* get_extension( unsigned int ) const;
 template <typename T> void clear_extension( const T* );template <typename T> void clear_extension();
 template <typename T> void release_extension( T* );template <typename T> void release_extension();
 void resize_extensions();};
 } // namespace tlm
 14.5 Generic payload memory management
 a) The initiator shall be responsible for setting the data pointer and byte enable pointer attributes toexisting storage, which could be static, automatic (stack), or dynamically allocated (new) storage.The initiator shall not delete this storage before the lifetime of the transaction is complete. Thegeneric payload destructor does not delete these two arrays.
 b) This clause should be read in conjunction with the rules on generic payload extensions (see 14.21).
 c) The generic payload supports two distinct approaches to memory management; reference countingwith an explicit memory manager and ad hoc memory management by the initiator. The twoapproaches can be combined. Any memory management approach should manage both thetransaction object itself and any extensions to the transaction object.
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 d) The construction and destruction of objects of type tlm_generic_payload is expected to beexpensive in terms of CPU time due to the implementation of the extension array. As a consequence,repeated construction and destruction of generic payload objects should be avoided. There are tworecommended strategies; either use a memory manager that implements a pool of transactionobjects, or if using ad hoc memory management, reuse the very same generic payload object acrosssuccessive calls to b_transport (effectively a transaction pool with a size of one). In particular,having a generic payload object constructed and destructed once per call to transport would beprohibitively slow and should be avoided.
 e) A memory manager is a user-defined class that implements at least the free method of the abstractbase class tlm_mm_interface. The intent is that a memory manager would provide a method toallocate a generic payload transaction object from a pool of transactions, would implement the freemethod to return a transaction object to that same pool, and would implement a destructor to deletethe entire pool. The free method is called by the release method of class tlm_generic_payloadwhen the reference count of a transaction object reaches 0. The free method of classtlm_mm_interface would typically call the reset method of class tlm_generic_payload in order todelete any extensions marked for automatic deletion.
 f) The methods set_mm, acquire, release, get_ref_count, and reset of the generic payload shall onlyused in the presence of a memory manager. By default, a generic payload object does not have amemory manager set.
 g) Ad hoc memory management by the initiator without a memory manager requires the initiator toallocate memory for the transaction object before the TLM-2.0 core interface call, and delete or poolthe transaction object and any extension objects after the call.
 h) When the generic payload is used with the blocking transport interface, the direct memory interfaceor the debug transport interface, either approach may be used. Ad hoc memory management by theinitiator is sufficient. In the absence of a memory manager, the b_transport, get_direct_mem_ptr,or transport_dbg method should assume that the transaction object and any extensions will beinvalidated or deleted on return.
 i) When the generic payload is used with the non-blocking transport interface, a memory managershall be used. Any transaction object passed as an argument to nb_transport shall have a memorymanager already set. This applies whether the caller is the initiator, an interconnect component, or atarget.
 j) A blocking-to-non-blocking transport adapter shall set a memory manager for a given transaction ifnone existed already, in which case it shall remove that same memory manager from the transactionbefore returning control to the caller. A memory manager cannot be removed until the referencecount has returned to 0, so the implementation will necessarily require that the method free of thememory manager does not delete the transaction object. The simple_target_socket provides anexample of such an adapter.
 k) When using a memory manager, the transaction object and any extension objects shall be allocatedfrom the heap (ultimately by calling new or malloc).
 l) When using ad hoc memory management, the transaction object and any extensions may beallocated from the heap or from the stack. When using stack allocation, particular care needs to betaken with the memory management of extension objects in order to avoid memory leaks andsegmentation faults.
 m) The method set_mm shall set the memory manager of the generic payload object to the objectwhose address is passed as an argument. The argument may be null, in which case any existingmemory manager would be removed from the transaction object, but not itself deleted. set_mmshall not be called for a transaction object that already has a memory manager and a reference countgreater than 0.
 n) The method has_mm shall return true if and only if a memory manager has been set. When calledfrom the body of an nb_transport method, has_mm should return true.
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 o) When called from the body of the b_transport, get_direct_mem_ptr, or transport_dbg methods,has_mm may return true or false. An interconnect component may call has_mm and take theappropriate action depending on whether or not a transaction has a memory manager. Otherwise, itshall assume all the obligations of a transaction with a memory manager (for example, heapallocation), but shall not call any of the methods that require the presence of a memory manager (forexample, acquire).
 p) Each generic payload object has a reference count. The default value of the reference count is 0.
 q) The method acquire shall increment the value of the reference count. If acquire is called in theabsence of a memory manager, a run-time error will occur.
 r) The method release shall decrement the value of the reference count, and if this leaves the valueequal to 0, shall call the method free of the memory manager object, passing the address of thetransaction object as an argument. If release is called in the absence of a memory manager, a run-time error will occur.
 s) The method get_ref_count shall return the value of the reference count. In the absence of a memorymanager, the value returned would be 0.
 t) In the presence of a memory manager, each initiator should call the acquire method of eachtransaction object before first passing that object as an argument to an interface method call, andshould call the release method of that transaction object when the object is no longer required.
 u) In the presence of a memory manager, each interconnect component and target should call theacquire method whenever they need to extend the lifetime of a transaction object beyond the currentinterface method call, and call the release method when the object is no longer required.
 v) In the presence of a memory manager, a component may call the release method from any interfacemethod call or process. Thus, a component cannot assume a transaction object is still valid aftermaking an interface method call or after yielding control unless it has previously called the acquiremethod. For example, an initiator may call release from its implementation of nb_transport_bw, ora target from its implementation of nb_transport_fw.
 w) If an interconnect component or a target wishes to extend the lifetime of a transaction objectindefinitely for analysis purposes, it should make a clone of the transaction object rather than usingthe reference counting mechanism. In other words, the reference count should not be used to extendthe lifetime of a transaction object beyond the normal phases of the protocol.
 x) In the presence of a memory manager, a transaction object shall not be reused to represent a newtransaction or reused with a different interface until the reference count indicates that no componentother than the initiator itself still has a reference to the transaction object. That is, assuming theinitiator has called acquire for the transaction object, until the reference count equals 1. This ruleapplies when reusing transactions with the same interface or across the transport, direct memory,and debug transport interfaces. When reusing transaction objects to represent different transactioninstances, it is best practice not to reuse the object until the reference count equals 0, that is, until theobject has been freed.
 y) The method reset shall delete any extensions marked for automatic deletion, and shall set thecorresponding extension pointers to null. Each extension shall be deleted by calling the method freeof the extension object, which could conceivably be overloaded if a user wished to provide explicitmemory management for extension objects. The method reset shall set the value of the optionattribute to TLM_MIN_PAYLOAD. The method reset should typically be called from the methodfree of class tlm_mm_interface in order to delete extensions at the end of the lifetime of atransaction.
 z) An extension object added by calling set_extension may be deleted by calling release_extension.Calling clear_extension would only clear the extension pointer, not delete the extension objectitself. This latter behavior would be required in the case that transaction objects are stack-allocatedwithout a memory manager, and extension objects pooled.
 aa) In the absence of a memory manager, whichever component allocates or sets a given extensionshould also delete or clear that same extension before returning control from b_transport,
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 get_direct_mem_ptr, or transport_dbg. For example, an interconnect component that implementsb_transport and calls set_mm to add a memory manager to a transaction object shall not returnfrom b_transport until it has removed from the transaction object all extensions added by itself(and assuming that any downstream components will already have removed any extensions addedby themselves, by virtue of this very same rule).
 ab) In the presence of a memory manager, extensions can be added by calling set_auto_extension, andthus deleted or pooled automatically by the memory manager. Alternatively, extensions added bycalling set_extension and not explicitly cleared are so-called sticky extensions, meaning that theywill not be automatically deleted when the transaction reference count reaches 0 but may remainassociated with the transaction object even when it is pooled. Sticky extensions are a particularlyefficient way to manage extension objects because the extension object need not be deleted andreconstructed between transport calls. Sticky extensions rely on transaction objects being pooled (orreused singly).
 ac) If it is unknown whether or not a memory manager is present, extensions should be added by callingset_extension and deleted by calling release_extension. This calling sequence is safe in thepresence or absence of a memory manager. This circumstance can only occur within an interconnectcomponent or target that chooses not to call has_mm. (Within an initiator, it is always knownwhether or not a memory manager is present, and a call to has_mm will always reveal whether ornot a memory manager is present.)
 ad) The method free_all_extensions shall delete all extensions, including but not limited to thosemarked for automatic deletion, and shall set the corresponding extension pointers to null. Eachextension shall be deleted by calling the method free of the extension object. The free method couldconceivably be overloaded if a user wished to provide explicit memory management for extensionobjects.
 ae) free_all_extensions would be useful when removing the extensions from a pooled transactionobject that does not use a memory manager. With a memory manager, extensions marked forautomatic deletion would indeed have been deleted automatically, while sticky extensions would notneed to be deleted.
 af) The method deep_copy_from shall modify the attributes and extensions of the current transactionobject by copying those of another transaction object, which is passed as an argument to the method.The option, command, address, data length, byte enable length, streaming width, response status,and DMI allowed attributes shall be copied. The data and byte enable arrays shall be deep copied ifand only if the corresponding pointers in both transactions are non-null. The application isresponsible for ensuring that the arrays in the current transaction are sufficiently large. If anextension on the other transaction already exists on the current transaction, it shall be copied bycalling the copy_from method of the extension class. Otherwise, a new extension object shall becreated by calling the clone method of the extension class, and set on the current transaction. In thecase of cloning, the new extension shall be marked for automatic deletion if and only if a memorymanager is present for the current transaction.
 ag) In other words, in the presence of a memory manager deep_copy_from will mark for automaticdeletion any new extensions that were not already on the current object. Without a memorymanager, extensions cannot be marked for auto-deletion.
 ah) The method update_original_from shall modify certain attributes and extensions of the currenttransaction object by copying those of another transaction object, which is passed as an argument tothe method. The intent is that update_original_from should be called to pass back the response fora transaction created using deep_copy_from. The response status and DMI allowed attributes of thecurrent transaction object shall be modified. The data array shall be deep copied if and only if thecommand attribute of the current transaction is TLM_READ_COMMAND and the data pointers inthe two transactions are both non-null and are unequal. The byte enable array shall be used to maskthe copy operation, as per the read command, if and only if the byte enable pointer is non-null andthe use_byte_enable_on_read argument is true. Otherwise, the entire data array shall be deep
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 copied. The extensions of the current transaction object shall be updated as per theupdate_extensions_from method.
 ai) The method update_extensions_from shall modify the extensions of the current transaction objectby copying from another transaction object only those extensions that were already present on thecurrent object. The extensions shall be copied by calling the copy_from method of the extensionclass.
 aj) The typical use case for deep_copy_from, update_original_from, and update_extensions_fromis within a transaction bridge where they are used to deep copy an incoming request, send the copyout through an initiator socket, then on receiving back the response copy the appropriate attributesand extensions back to the original transaction object. The transaction bridge may choose to deepcopy the arrays or merely to copy the pointers.
 ak) These obligations apply to the generic payload. In principle, similar obligations might apply totransaction types unrelated to the generic payload
 14.6 Constructors, assignment, and destructor
 a) The default constructor shall set the generic payload attributes to their default values, as defined inthe following clauses.
 b) The constructor tlm_generic_payload( tlm_mm_interface*) shall set the generic payloadattributes to their default values, and shall set the memory manager of the generic payload object tothe object whose address is passed as an argument. This is equivalent to calling the defaultconstructor and then immediately calling set_mm.
 c) The copy constructor and assignment operators are disabled.
 d) The virtual destructor ~tlm_generic_payload shall delete all extensions, including but not limitedto those marked for automatic deletion. Each extension shall be deleted by calling the method freeof the extension object. The destructor shall not delete the data array or the byte enable array.
 14.7 Default values and modifiability of attributes
 The default values and modifiability of the generic payload attributes and arrays for the base protocol aresummarized in Table 54 and Table 55:
 a) It is the responsibility of the initiator to set the values of the generic payload attributes prior topassing the transaction object through an interface method call according to the rules of the coreinterface being used. In the case of the transport interfaces, every generic payload attribute shall beset with the exception of the extension pointers. The DMI and debug transport interfaces have theirown rules, described in 11.2.4 and 11.3.4, respectively. The option attribute can be used todetermine whether the DMI and debug transport interfaces use a minimal or a full set of genericplayload attributes. Care should be taken to ensure the attributes are set correctly in the case wheretransaction objects are pooled and reused.
 b) In the case that a transaction object is returned to a pool or otherwise reused, these modifiabilityrules cease to apply at the end of the lifetime of that transaction instance. In the presence of amemory manager, this is the point at which the reference count reaches 0 or, otherwise, on returnfrom the interface method call. The modifiability rules would apply afresh if the transaction objectwas reused for a new transaction.
 c) After passing the transaction object as an argument to an interface method call (b_transport,nb_transport_fw, get_direct_mem_ptr, or transport_dbg), the only generic payload attributesthat the initiator is permitted to modify during the lifetime of the transaction are the extensionpointers.
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 d) An interconnect component is permitted to modify the address attribute, but only before passing thetransaction concerned as an argument to any TLM-2.0 core interface method on the forward path.Once an interconnect component has passed a reference to the transaction to a downstreamcomponent, it is not permitted to modify the address attribute of that transaction object againthroughout the entire lifetime of the transaction.
 e) As a consequence of the previous rule, the address attribute is valid immediately on entering any ofthe forward path interface method calls b_transport, get_direct_mem_ptr, or transport_dbg. Inthe case of nb_transport_fw, the address attribute is valid immediately on entering the function butonly when the phase is BEGIN_REQ. Following the return from any forward path TLM-2.0interface method call, the address attribute will have the value set by the interconnect componentlying furthest downstream, and so should be regarded as being undefined for the purposes oftransaction routing.
 f) The interconnect and target are not permitted to modify the data array in the case of a writecommand, but the target alone is permitted to modify the data array in the case of a read command.
 g) For a given transaction object, the target is permitted to modify the DMI allowed attribute, theresponse status attribute, and (for a read command) the data array at any time between having firstreceived the transaction object and the time at which it passes a response in the upstream direction.
 Table 54— Default values and modifiability of attributes
 Attribute Default value Modifiable by interconnect?
 Modifiable by target?
 Option TLM_MIN_PAYLOAD No Yes
 Command TLM_IGNORE_COMMAND No No
 Address 0 Yes No
 Data pointer 0 No No
 Data length 0 No No
 Byte enable pointer 0 No No
 Byte enable length 0 No No
 Streaming width 0 No No
 DMI allowed false Yes Yes
 Response status TLM_INCOMPLETE_RESPONSE No Yes
 Extension pointers 0 Yes Yes
 Table 55—Modifiability of generic payload arrays
 Arrays Default value Modifiable by interconnect?
 Modifiable by target?
 Data array - No Read command only
 Byte enable array - No No
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 A target is not permitted to modify these attributes after having sent a response in the upstreamdirection. A target sends a response in this sense whenever it returns control from the b_transport,get_direct_mem_ptr or transport_dbg methods, whenever it passes the BEGIN_RESP phase asan argument to nb_transport, or whenever it returns the value TLM_COMPLETED fromnb_transport.
 h) If the DMI allowed attribute is false, an interconnect component is not permitted to modify the DMIallowed attribute. But if the target sets the DMI allowed attribute to true, an interconnect componentis permitted to reset the DMI allowed attribute to false as it passes the response in an upstreamdirection. In other words, an interconnect component is permitted to clear the DMI allowed attribute,despite the DMI allowed attribute having been set by the target.
 i) The initiator is permitted to assume it is seeing the values of the DMI allowed attribute, the responsestatus attribute, and (for a read command) the data array as modified by the target only after it hasreceived the response.
 j) If the above rules permit a component to modify the value of a transaction attribute within aparticular window of time, that attribute may be modified at any time during that window and anynumber of times during that window. Any other component shall only read the value of the attributeas it is left at the end of the time window (with the exception of extensions).
 k) The roles of initiator, interconnect, and target may change dynamically. For example, although aninterconnect component is not permitted to modify the response status attribute, that samecomponent could modify the response status attribute by taking on the role of target for a giventransaction. In its role as a target, the component would be forbidden from passing that particulartransaction any further downstream.
 l) In the case where the generic payload is used as the transaction type for the direct memory anddebug transport interfaces, the modifiability rules given in this section shall apply to the appropriateattributes, that is, the command and address attributes in the case of direct memory, and thecommand, address, data pointer and data length attributes in the case of debug transport.
 14.8 Option attribute
 a) The option attribute is used to determine whether the DMI and debug transport interfaces use aminimal or a full set of generic payload attributes. The minimal set is supported for backwardcompatibility with previous versions of the TLM-2.0 standard. New components may choose to usethe minimal or the full set of attributes.
 b) The method set_gp_option shall set the option attribute to the value passed as an argument. Themethod get_gp_option shall return the current value of the option attribute.
 c) The default value of the option attribute shall be TLM_MIN_PAYLOAD.
 d) With one exception, initiator, interconnect, and target components may ignore the option attribute.This applies both to legacy components developed before the publication of this standard and to newcomponents developed after the publication of this standard. The one exception is when an initiatorreceives a transaction with the option attribute having the valueTLM_FULL_PAYLOAD_ACCEPTED.
 e) When sending a generic payload transaction through the direct memory interface, an initiator thatrequires the target to set the response status attribute shall set the option attribute toTLM_FULL_PAYLOAD, in which case the initiator shall set the values of the byte enable pointer,byte enable length, streaming width, DMI allowed, and response status attributes to their defaultvalues (as given in Table 54).
 f) When sending a generic payload transaction through the debug transport interface, an initiator thatrequires the target to use the byte enable pointer, byte enable length, or streaming width attributes orthat requires the target to set the DMI allowed or response status attributes shall set the optionattribute to TLM_FULL_PAYLOAD, in which case the initiator shall set the DMI allowed andresponse status attributes to their default values (as given in Table 54).
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 g) When a generic payload transaction is sent through the blocking or the non-blocking transportinterface, the option attribute shall be set to TLM_MIN_PAYLOAD and shall not be modified byany component.
 h) If the option attribute has the value TLM_MIN_PAYLOAD, the value of the option attribute shallnot be modified by any interconnect or target component.
 i) In the case of the direct memory interface, if the option attribute is TLM_MIN_PAYLOAD, thetarget may ignore the values of all attributes except the command and address attributes.
 j) In the case of the direct memory interface, if the option attribute is TLM_FULL_PAYLOAD, thetarget may set the value to TLM_FULL_PAYLOAD_ACCEPTED, in which case the initiator andthe target shall set and act on the value of the response status attribute according to the rules given in14.17.
 k) In the case of the debug transport interface, if the option attribute is TLM_MIN_PAYLOAD, thetarget may ignore the values of the byte enable pointer, byte enable length, streaming width, DMIallowed, and response status attributes.
 l) In the case of the debug transport interface, if the option attribute is TLM_FULL_PAYLOAD, thetarget may set the value to TLM_FULL_PAYLOAD_ACCEPTED, in which case the initiator andthe target shall set and act on the values of the byte enable pointer, byte enable length, streamingwidth, DMI allowed, and response status attributes according to the rules given in 14.13, 14.14,14.15, 14.16, and 14.17, respectively.
 m) If the target chooses not to set the option attribute to TLM_FULL_PAYLOAD_ACCEPTED, thetarget shall ignore the values of the byte enable pointer, byte enable length, and streaming widthattributes and shall not set the DMI allowed or response status attributes.
 n) If the initiator sets the option attribute to TLM_FULL_PAYLOAD and the target does not set theoption attribute to TLM_FULL_PAYLOAD_ACCEPTED, the initiator shall assume that the targethas acted as if the option attribute were set to TLM_MIN_PAYLOAD. In this situation, it is possiblethat the target may have wrongly interpreted the generic payload attributes; for example, the targetmay have ignored the byte enable attributes for a debug transport transaction.
 o) An interconnect component shall not modify the value of the option attribute. (A component thatgenerally acts as an interconnect component may act as a target component in order to return anerror response, in which case it may set the value of the option attribute toTLM_FULL_PAYLOAD_ACCEPTED.)
 p) An initiator that sets the option attribute to TLM_FULL_PAYLOAD shall ensure that the optionattribute is set back to TLM_MIN_PAYLOAD at the end of the lifetime of the transaction object. Inthe presence of a memory manager, the method reset of class tlm_generic_payload shall set theoption attribute to TLM_MIN_PAYLOAD. In the absence of a memory manager, the initiator isobliged to reset the option attribute explicitly.
 q) The value of the option attribute shall apply only to the current transaction instance, and impliesnothing about the behavior of an initiator, interconnect, or target with respect to other transactions orto other interfaces. For example, a given initiator may set TLM_MIN_PAYLOAD andTLM_FULL_PAYLOAD in two consecutive debug transport transactions, or may setTLM_MIN_PAYLOAD in a debug transport transaction and TLM_FULL_PAYLOAD in a DMItransaction. A target may set TLM_FULL_PAYLOAD_ACCEPTED for one transaction but not forthe next. Each component should inspect each transaction individually rather than building a map ofthe initiators and targets and their capabilities.
 14.9 Command attribute
 a) The method set_command shall set the command attribute to the value passed as an argument. Themethod get_command shall return the current value of the command attribute.

Page 502
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 478Copyright © 2012 IEEE. All rights reserved.
 b) The methods set_read and set_write shall set the command attribute to TLM_READ_COMMANDand TLM_WRITE_COMMAND, respectively. The methods is_read and is_write shall return trueif and only if the current value of the command attribute is TLM_READ_COMMAND andTLM_WRITE_COMMAND, respectively.
 c) A read command is a generic payload transaction with the command attribute equal toTLM_READ_COMMAND. A write command is a generic payload transaction with the commandattribute equal to TLM_WRITE_COMMAND. An ignore command is a generic payload transactionwith the command attribute equal to TLM_IGNORE_COMMAND.
 d) On receipt of a read command, the target shall copy the contents of a local array in the target to thearray pointed to be the data pointer attribute, honoring all the semantics of the generic payload asdefined by this standard.
 e) On receipt of a write command, the target shall copy the contents of the array pointed to by the datapointer attribute to a local array in the target, honoring all the semantics of the generic payload asdefined by this standard.
 f) If the target is unable to execute a read or write command, it shall generate a standard error response.The recommended response status is TLM_COMMAND_ERROR_RESPONSE.
 g) An ignore command is a null command. The intent is that an ignore command may be used as avehicle for transporting generic payload extensions without the need to execute a read or a writecommand, although the rules concerning extensions are the same for all three commands.
 h) On receipt of an ignore command, the target shall not execute a write command or a read command.In particular, it shall not modify the value of the local array that would be modified by a writecommand, or modify the value of the array pointed to by the data pointer attribute. The target may,however, use the value of any attribute in the generic payload, including any extensions.
 i) On receipt of an ignore command, a component that usually acts as an interconnect component mayeither forward the transaction onward toward the target (that is, act as an interconnect), or mayreturn an error response (that is, act as a target). A component that routes read and write commandsdifferently would be expected to return an error response.
 j) A target is deemed to have executed an ignore command successfully if it has received thetransaction and has checked the values of the generic payload attributes to its own satisfaction (see14.17).
 k) The command attribute shall be set by the initiator, and shall not be overwritten by any interconnectcomponent or target.
 l) The default value of the command attribute shall be TLM_IGNORE_COMMAND.
 14.10 Address attribute
 a) The method set_address shall set the address attribute to the value passed as an argument. Themethod get_address shall return the current value of the address attribute.
 b) For a read command or a write command, the target shall interpret the current value of the addressattribute as the start address in the system memory map of the contiguous block of data being read orwritten. This address may or may not correspond to the first byte in the array pointed to by the datapointer attribute, depending on the endianness of the host computer.
 c) The address associated with any given byte in the data array is dependent on the address attribute,the array index, the streaming width attribute, the endianness of the host computer, and the width ofthe socket (see 14.18).
 d) The value of the address attribute need not be word-aligned (although address calculations can beconsiderably simplified if the address attribute is a multiple of the local socket width expressed inbytes).
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 e) If the target is unable to execute the transaction with the given address attribute (because the addressis out-of-range, for example), it shall generate a standard error response. The recommendedresponse status is TLM_ADDRESS_ERROR_RESPONSE.
 f) The address attribute shall be set by the initiator but may be overwritten by one or more interconnectcomponents. This may be necessary if an interconnect component performs address translation, forexample, to translate an absolute address in the system memory map to a relative address in thememory map known to the target. Once the address attribute has been overwritten in this way, theold value is lost (unless it was explicitly saved somewhere).
 g) The default value of the address attribute shall be 0.
 14.11 Data pointer attribute
 a) The method set_data_ptr shall set the data pointer attribute to the value passed as an argument. Themethod get_data_ptr shall return the current value of the data pointer attribute. Note that the datapointer attribute is a pointer to the data array, and these methods set or get the value of the pointer,not the contents of the array.
 b) For a read command or a write command, the target shall copy data to or from the data array,respectively, honoring the semantics of the remaining attributes of the generic payload.
 c) The initiator is responsible for allocating storage for the data and byte enable arrays. The storagemay represent the final source or destination of the data in the initiator, such as a register file orcache memory, or may represent a temporary buffer used to transfer data to and from the transactionlevel interface.
 d) In general, the organization of the generic payload data array is independent of the organization oflocal storage within the initiator and the target. However, the generic payload has been designed sothat data can be copied to and from the target with a single call to memcpy in most circumstances.This assumes that the target uses the same storage organization as the generic payload. Thisassumption is made for simulation efficiency but does not restrict the expressive power of thegeneric payload: the target is free to transform the data in any way it wishes as it copies the data toand from the data array.
 e) For a read command or a write command, it is an error to call the transport interface with atransaction object having a null data pointer attribute.
 f) In the case of TLM_IGNORE_COMMAND, the data pointer may point to a data array or may benull.
 g) If the data pointer is not null, the length of the data array shall be greater than or equal to the value ofthe data length attribute, in bytes.
 h) The data pointer attribute shall be set by the initiator, and shall not be overwritten by anyinterconnect component or target.
 i) For a write command or TLM_IGNORE_COMMAND, the contents of the data array shall be set bythe initiator, and shall not be overwritten by any interconnect component or target
 j) For a read command, the contents of the data array may be overwritten by the target (honoring thesemantics of the byte enable) but by no other component and only before the target sends a response.A target sends a response in this sense whenever it returns control from the b_transport,get_direct_mem_ptr, or transport_dbg methods, whenever it passes the BEGIN_RESP phase asan argument to nb_transport, or whenever it returns the value TLM_COMPLETED fromnb_transport.
 k) The default value of the data pointer attribute shall be 0, the null pointer.
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 14.12 Data length attribute
 a) The method set_data_length shall set the data length attribute to the value passed as an argument.The method get_data_length shall return the current value of the data length attribute.
 b) For a read command or a write command, the target shall interpret the data length attribute as thenumber of bytes to be copied to or from the data array, inclusive of any bytes disabled by the byteenable attribute.
 c) The data length attribute shall be set by the initiator, and shall not be overwritten by any interconnectcomponent or target.
 d) For a read command or a write command, the data length attribute shall not be set to 0. In order totransfer zero bytes, the command attribute should be set to TLM_IGNORE_COMMAND.
 e) In the case of TLM_IGNORE_COMMAND, if the data pointer is null, the value of the data lengthattribute is undefined.
 f) When using the standard socket classes of the interoperability layer (or classes derived from these)for burst transfers, the word length for each transfer shall be determined by the BUSWIDTHtemplate parameter of the socket. BUSWIDTH is independent of the data length attribute.BUSWIDTH shall be expressed in bits. If the data length is less than or equal to the BUSWIDTH /8, the transaction is effectively modeling a single-word transfer, and if greater, the transaction iseffectively modeling a burst. A single transaction can be passed through sockets of different buswidths. The BUSWIDTH may be used to calculate the latency of the transfer.
 g) The target may or may not support transactions with data length greater than the word length of thetarget, whether the word length is given by the BUSWIDTH template parameter or by some othervalue.
 h) If the target is unable to execute the transaction with the given data length, it shall generate astandard error response, and it shall not modify the contents of the data array. The recommendedresponse status is TLM_BURST_ERROR_RESPONSE.
 i) The default value of the data length attribute shall be 0, which is an invalid value unless the datapointer is null. Hence, unless the data pointer is null, the data length attribute shall be set explicitlybefore the transaction object is passed through an interface method call.
 14.13 Byte enable pointer attribute
 a) The method set_byte_enable_ptr shall set the pointer to the byte enable array to the value passed asan argument. The method get_byte_enable_ptr shall return the current value of the byte enablepointer attribute.
 b) The elements in the byte enable array shall be interpreted as follows. A value of 0 shall indicate thatthat corresponding byte is disabled, and a value of 0xff shall indicate that the corresponding byte isenabled. The meaning of all other values shall be undefined. The value 0xff has been chosen so thatthe byte enable array can be used directly as a mask. The two macros TLM_BYTE_DISABLED andTLM_BYTE_ENABLED are provided for convenience.
 c) Byte enables may be used to create burst transfers where the address increment between each beat isgreater than the number of significant bytes transferred on each beat, or to place words in selectedbyte lanes of a bus. At a more abstract level, byte enables may be used to create "lacy bursts" wherethe data array of the generic payload has an arbitrary pattern of holes punched in it.
 d) The byte enable mask may be defined by a small pattern applied repeatedly or by a large patterncovering the whole data array (see 14.18).
 e) The number of elements in the byte enable array shall be given by the byte enable length attribute.
 f) The byte enable pointer may be set to 0, the null pointer, in which case byte enables shall not be usedfor the current transaction, and the byte enable length shall be ignored.
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 g) If byte enables are used, the byte enable pointer attribute shall be set by the initiator, the storage forthe byte enable array shall be allocated by the initiator, the contents of the byte enable array shall beset by the initiator, and neither the byte enable pointer nor the contents of the byte enable array shallbe overwritten by any interconnect component or target.
 h) If the byte enable pointer is non-null, the target shall either implement the semantics of the byteenable as defined below or shall generate a standard error response. The recommended responsestatus is TLM_BYTE_ENABLE_ERROR_RESPONSE.
 i) In the case of a write command, any interconnect component or target should ignore the values ofany disabled bytes in the data array. It is recommended that disabled bytes have no effect on thebehavior of any interconnect component or target. The initiator may set those bytes to any valuessince they are going to be ignored.
 j) In the case of a write command, when a target is doing a byte-by-byte copy from the transaction dataarray to a local array, the target should not modify the values of bytes in the local arraycorresponding to disabled bytes in the generic payload.
 k) In the case of a read command, any interconnect component or target should not modify the valuesof disabled bytes in the data array. The initiator can assume that disabled bytes will not be modifiedby any interconnect component or target.
 l) In the case of a read command, when a target is doing a byte-by-byte copy from a local array to thetransaction data array, the target should ignore the values of bytes in the local array corresponding todisabled bytes in the generic payload.
 m) If the application needs to violate these semantics for byte enables, or to violate any other semanticsof the generic payload as defined in this document, the recommended approach would be to create anew protocol traits class (see 14.2.2).
 n) The default value of the byte enable pointer attribute shall be 0, the null pointer.
 14.14 Byte enable length attribute
 a) The method set_byte_enable_length shall set the byte enable length attribute to the value passed asan argument. The method get_byte_enable_length shall return the current value of the byte enablelength attribute.
 b) For a read command or a write command, the target shall interpret the byte enable length attribute asthe number of elements in the byte enable array.
 c) The byte enable length attribute shall be set by the initiator, and shall not be overwritten by anyinterconnect component or target.
 d) The byte enable to be applied to a given element of the data array shall be calculated using theformula byte_enable_array_index = data_array_index % byte_enable_length. In other words,the byte enable array is applied repeatedly to the data array.
 e) The byte enable length attribute may be greater than the data length attribute, in which case anysuperfluous byte enables should not affect the behavior of a read or write command, but could beused by extensions.
 f) If the byte enable pointer is 0, the null pointer, then the value of the byte enable length attribute shallbe ignored by any interconnect component or target. If the byte enable pointer is non-0, the byteenable length shall be non-0.
 g) If the target is unable to execute the transaction with the given byte enable length, it shall generate astandard error response. The recommended response status isTLM_BYTE_ENABLE_ERROR_RESPONSE.
 h) The default value of the byte enable length attribute shall be 0.
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 14.15 Streaming width attribute
 a) The method set_streaming_width shall set the streaming width attribute to the value passed as anargument. The method get_streaming_width shall return the current value of the streaming widthattribute.
 b) For a read command or a write command, the target shall interpret and act on the current value of thestreaming width attribute
 c) Streaming affects the way a component should interpret the data array. A stream consists of asequence of data transfers occurring on successive notional beats, each beat having the same startaddress as given by the generic payload address attribute. The streaming width attribute shalldetermine the width of the stream, that is, the number of bytes transferred on each beat. In otherwords, streaming affects the local address associated with each byte in the data array. In all otherrespects, the organization of the data array is unaffected by streaming.
 d) The bytes within the data array have a corresponding sequence of local addresses within thecomponent accessing the generic payload transaction. The lowest address is given by the value ofthe address attribute. The highest address is given by the formula address_attribute +streaming_width – 1. The address to or from which each byte is being copied in the target shall beset to the value of the address attribute at the start of each beat.
 e) With respect to the interpretation of the data array, a single transaction with a streaming width shallbe functionally equivalent to a sequence of transactions each having the same address as the originaltransaction, each having a data length attribute equal to the streaming width of the original, and eachwith a data array that is a different subset of the original data array on each beat. This subseteffectively steps down the original data array maintaining the sequence of bytes.
 f) A streaming width of 0 shall be invalid. If a streaming transfer is not required, the streaming widthattribute should be set to a value greater than or equal to the value of the data length attribute.
 g) The value of the streaming width attribute shall have no affect on the length of the data array or thenumber of bytes stored in the data array.
 h) Width conversion issues may arise when the streaming width is different from the width of thesocket (when measured as a number of bytes) (see 14.18).
 i) If the target is unable to execute the transaction with the given streaming width, it shall generate astandard error response. The recommended response status is TLM_BURST_ERROR_RESPONSE.
 j) Streaming may be used in conjunction with byte enables, in which case the streaming width wouldtypically be equal to the byte enable length. It would also make sense to have the streaming width amultiple of the byte enable length. Having the byte enable length a multiple of the streaming widthwould imply that different bytes were enabled on each beat.
 k) The streaming width attribute shall be set by the initiator, and shall not be overwritten by anyinterconnect component or target.
 l) The default value of the streaming width attribute shall be 0.
 14.16 DMI allowed attribute
 a) The method set_dmi_allowed shall set the DMI allowed attribute to the value passed as anargument. The method is_dmi_allowed shall return the current value of the DMI allowed attribute.
 b) The DMI allowed attribute provides a hint to an initiator that it may try to obtain a direct memorypointer. The target should set this attribute to true if the transaction at hand could have been donethrough DMI (see 11.2.9).
 c) The default value of the DMI allowed attribute shall be false.
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 14.17 Response status attribute
 a) The method set_response_status shall set the response status attribute to the value passed as anargument. The method get_response_status shall return the current value of the response statusattribute.
 b) The method is_response_ok shall return true if and only if the current value of the response statusattribute is TLM_OK_RESPONSE. The method is_response_error shall return true if and only ifthe current value of the response status attribute is not equal to TLM_OK_RESPONSE.
 c) The method get_response_string shall return the current value of the response status attribute as atext string.
 d) As a general principle, a target is recommended to support every feature of the generic payload, butin the case that it does not, it shall generate the standard error response (see 14.17.1).
 e) The response status attribute shall be set to TLM_INCOMPLETE_RESPONSE by the initiator, andmay or may not be overwritten by the target. The response status attribute shall not be overwrittenby an interconnect component. The value TLM_INCOMPLETE_RESPONSE should be used toindicate that the component acting as the target did not attempt to execute the command, as might bethe case if the response was returned from a component that usually acts as an interconnectcomponent. But note that such a component would be allowed to set the response status attribute toany error response, because it is acting as a target.
 f) If the target is able to execute the command successfully, it shall set the response status attribute toTLM_OK_RESPONSE. Otherwise, the target may set the response status to any of the six errorresponses listed in Table 56. The target should choose the appropriate error response depending onthe cause of the error.
 g) If a target detects an error but is unable to select a specific error response, it may set the responsestatus to TLM_GENERIC_ERROR_RESPONSE.
 h) The default value of the response status attribute shall be TLM_INCOMPLETE_RESPONSE.
 i) In the case of TLM_IGNORE_COMMAND, a target that has received the transaction and wouldhave been in a position to execute a read or write command should return TLM_OK_RESPONSE.Otherwise, the target may choose, at its discretion, to set an error response using the same criteria itwould have applied for a read or write command. For example, a target that does not support byteenables would be permitted (but not obliged) to returnTLM_BYTE_ENABLE_ERROR_RESPONSE.
 Table 56—Error responses
 Error response Interpretation
 TLM_INCOMPLETE_RESPONSE Target did not attempt to execute the command
 TLM_ADDRESS_ERROR_RESPONSE Target was unable to act on the address attribute, or address out-of-range
 TLM_COMMAND_ERROR_RESPONSE Target was unable to execute the command
 TLM_BURST_ERROR_RESPONSE Target was unable to act on the data length or streaming width
 TLM_BYTE_ENABLE_ERROR_RESPONSE Target was unable to act on the byte enable
 TLM_GENERIC_ERROR_RESPONSE Any other error
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 j) The presence of a generic payload extension or extended phase may cause a target to return adifferent response status, provided that the rules concerning ignorable extensions are honored. Inother words, within the base protocol it is allowable that an extension may cause a command to fail,but it is also allowable that the target may ignore the extension and thus have the command succeed.
 k) The target shall be responsible for setting the response status attribute at the appropriate point in thelifetime of the transaction. In the case of the blocking transport interface, this means beforereturning control from b_transport. In the case of the non-blocking transport interface and the baseprotocol, this means before sending the BEGIN_RESP phase or returning a value ofTLM_COMPLETED.
 l) It is recommended that the initiator should always check the response status attribute on receiving atransition to the BEGIN_RESP phase or after the completion of the transaction. An initiator maychoose to ignore the response status if it is known in advance that the value will beTLM_OK_RESPONSE, perhaps because it is known in advance that the initiator is only connectedto targets that always return TLM_OK_RESPONSE, but in general this will not be the case. In otherwords, the initiator ignores the response status at its own risk.
 m) A target has some latitude when selecting an error response. For example, if the command andaddress attributes are in error, a target may be justified in setting any ofTLM_ADDRESS_ERROR_RESPONSE, TLM_COMMAND_ERROR_RESPONSE, orTLM_GENERIC_ERROR_RESPONSE. When using the response status to determine its behavioran initiator should not rely on the distinction between the six categories of error response alone,although an initiator may use the response status to determine the content of diagnostic messagesprinted for the benefit of the user.
 14.17.1 The standard error response
 When a target receives a generic payload transaction, the target should perform one and only one of thefollowing actions:
 a) Execute the command represented by the transaction, honoring the semantics of the generic payloadattributes, and honoring the publicly documented semantics of the component being modeled, andset the response status to TLM_OK_RESPONSE.
 b) Set the response status attribute of the generic payload to one of the five error responses as describedabove.
 c) Generate a report using the standard SystemC report handler with any of the four standard SystemCseverity levels indicating that the command has failed or been ignored, and set the response status toTLM_OK_RESPONSE.
 It is recommended that the target should perform exactly one of these actions, but an implementation is notobliged or permitted to enforce this recommendation.
 It is recommended that a target for a transaction type other than the generic payload should follow this sameprinciple; that is, execute the command as expected, or generate an error response using an attribute of thetransaction, or generate a SystemC report. However, the details of the semantics and the error responsemechanism for such a transaction are outside the scope of this standard.
 The conditions for satisfying point a) are determined by the expected behavior of the target component aswould be visible to a user of that component. The attributes of the generic payload have defined semanticsthat correspond to conventional usage in the context of memory-mapped buses but that do not necessarilyassume that the target behaves as a random-access memory. There are many subtle corner cases. Forexample:
 a) A target may have a memory-mapped register that supports both read and write commands, but thewrite command is non-sticky; that is, write modifies the state of the target, but a write followed by

Page 509
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 485Copyright © 2012 IEEE. All rights reserved.
 read will not return the data just written but some other value determined by the state of the target. Ifthis is the normal expected behavior of the component, it is covered by point a).
 b) A target may implement the write command to set a bit while totally ignoring the value of the dataattribute. If this is the normal expected behavior of the target, it is covered by point a).
 c) A read-only memory may ignore the write command without signalling an error to the initiator usingthe response status attribute. Since the write command is not changing the state of the target but isbeing ignored altogether, the target should at least generate a SystemC report with severitySC_INFO or SC_WARNING.
 d) A target should not under any circumstances implement the write command by performing a read, orvice versa. That would be a fundamental violation of the semantics of the generic payload.
 e) A target may implement the read command according to the intent of the generic payload but withadditional side-effects. This is covered by point a).
 f) A target with a set of memory-mapped registers forming an addressable register file receives a writecommand with an out-of-range address. The target should either set the response status attribute ofthe transaction to TLM_ADDRESS_ERROR_RESPONSE or generate a SystemC report.
 g) A passive simulation bus monitor target receives a transaction with an address that is outside thephysical range of the bus being modeled. The target may log the erroneous transaction for post-processing under point a) and not generate an error response under points b) or c). Alternatively, thetarget may generate a report under point c).
 In other words, the distinction between points a), b), and c) is ultimately a pragmatic judgement to be madeon a case-by-case basis, but the definitive rule for the generic payload is that a target should always performexactly one of these actions.
 Example:
 // Showing generic payload with command, address, data, and response status
 // The initiatorvoid thread() {
 tlm::tlm_generic_payload trans; // Construct default generic payloadsc_time delay;
 trans.set_command(tlm::TLM_WRITE_COMMAND); // A write commandtrans.set_data_length(4); // Write 4 bytestrans.set_byte_enable_ptr(0); // Byte enables unusedtrans.set_streaming_width(4); // Streaming unused
 for (int i = 0; i < RUN_LENGTH; i += 4) { // Generate a series of transactionsint word = i;trans.set_address(i); // Set the addresstrans.set_data_ptr( (unsigned char*)(&word) ); // Write data from local variable 'word'trans.set_dmi_allowed(false); // Clear the DMI hinttrans.set_response_status( tlm::TLM_INCOMPLETE_RESPONSE );// Clear the response status
 init_socket->b_transport(trans, delay);
 if (trans.is_response_error() ) // Check return value of b_transportSC_REPORT_ERROR("TLM-2.0", trans.get_response_string().c_str());
 ...}...
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 // The targetvirtual void b_transport( tlm::tlm_generic_payload& trans, sc_core::sc_time& t){
 tlm::tlm_command cmd = trans.get_command();sc_dt::uint64 adr = trans.get_address();unsigned char* ptr = trans.get_data_ptr();unsigned int len = trans.get_data_length();unsigned char* byt = trans.get_byte_enable_ptr();unsigned int wid = trans.get_streaming_width();
 if (adr+len > m_length) { // Check for storage address overflowtrans.set_response_status( tlm::TLM_ADDRESS_ERROR_RESPONSE );return;
 }if (byt) { // Target unable to support byte enable attribute
 trans.set_response_status( tlm::TLM_BYTE_ENABLE_ERROR_RESPONSE );return;
 }if (wid < len) { // Target unable to support streaming width attribute
 trans.set_response_status( tlm::TLM_BURST_ERROR_RESPONSE );return;
 }
 if (cmd == tlm::TLM_WRITE_COMMAND) // Execute commandmemcpy(&m_storage[adr], ptr, len);
 else if (cmd == tlm::TLM_READ_COMMAND)memcpy(ptr, &m_storage[adr], len);
 trans.set_response_status( tlm::TLM_OK_RESPONSE ); // Successful completion }
 // Showing generic payload with byte enables
 // The initiatorvoid thread() {
 tlm::tlm_generic_payload trans;sc_time delay;
 static word_t byte_enable_mask = 0x0000fffful; // MSB..LSB regardless of host-endianness
 trans.set_command(tlm::TLM_WRITE_COMMAND);trans.set_data_length(4);trans.set_byte_enable_ptr( reinterpret_cast<unsigned char*>( &byte_enable_mask ) );trans.set_byte_enable_length(4);trans.set_streaming_width(4);...
 ...// The targetvirtual void b_transport(
 tlm::tlm_generic_payload& trans, sc_core::sc_time& t){
 tlm::tlm_command cmd = trans.get_command();sc_dt::uint64 adr = trans.get_address();
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 unsigned char* ptr = trans.get_data_ptr();unsigned int len = trans.get_data_length();unsigned char* byt = trans.get_byte_enable_ptr();unsigned int bel = trans.get_byte_enable_length();unsigned int wid = trans.get_streaming_width();
 if (cmd == tlm::TLM_WRITE_COMMAND) {if (byt) {
 for (unsigned int i = 0; i < len; i++) // Byte enable applied repeatedly up data arrayif ( byt[i % bel] == TLM_BYTE_ENABLED )
 m_storage[adr+i] = ptr[i]; // Byte enable [i] corresponds to data ptr [i]}else
 memcpy(&m_storage[adr], ptr, len); // No byte enables} else if (cmd == tlm::TLM_READ_COMMAND) {
 if (byt) { // Target does not support read with byte enablestrans.set_response_status( tlm::TLM_BYTE_ENABLE_ERROR_RESPONSE );return;
 }else
 memcpy(ptr, &m_storage[adr], len);}trans.set_response_status( tlm::TLM_OK_RESPONSE );
 }
 14.18 Endianness
 14.18.1 Introduction
 When using the generic payload to transfer data between initiator and target, both the endianness of the hostmachine (host endianness) and the endianness of the initiator and target being modeled (modeledendianness) are relevant. This clause defines rules to ensure interoperability between initiators and targetsusing the generic payload, so is specifically concerned with the organization of the generic payload dataarray and byte enable array. However, the rules given here may have an impact on some of the choices madein modeling endianness beyond the immediate scope of the generic payload.
 A general principle in the TLM-2.0 approach to endianness is that the organization of the generic payloaddata array depends only on information known locally within each initiator, interconnect component, ortarget. In particular, it depends on the width of the local socket through which the transaction is sent orreceived, the endianness of the host computer, and the endianness of the component being modeled.
 The organization of the generic payload and the approach to endianness has been chosen to maximizesimulation efficiency in certain common system scenarios, particularly mixed-endian systems. The rulesgiven below dictate the organization of the generic payload, and this is independent of the organization ofthe system being modeled. For example, a “word” within the generic payload need not necessarilycorrespond in internal representation with any “word” within the modeled architecture.
 At a macroscopic level, the main principle is that the generic payload assumes components in a mixed-endian system to be wired up MSB to MSB (most-significant byte) and LSB to LSB (least-significant byte).In other words, if a word is transferred between components of differing endianness, the MSB ... LSBrelationship is preserved, but the local address of each byte as seen within each component will necessarilychange using the transformation generally called address swizzling. This is true within both the modeledsystem and the TLM-2.0 model. On the other hand, if a mixed-endian system is wired such that the local
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 addresses are invariant within each component (that is, each byte has the same local address when seen fromany component), then an explicit byte swap would need to be inserted in the TLM-2.0 model.
 In order to achieve interoperability with respect to the endianness of the generic payload arrays, it is onlynecessary to obey the rules given in this clause. A set of helper functions is provided to assist with theorganization of the data array (see 14.20).
 14.18.2 Rules
 a) In the following rules, the generic payload data array is denoted as data and the generic payloadbyte enable array as be.
 b) When using the standard socket classes of the interoperability layer (or classes derived from these),the contents of the data and byte enable arrays shall be interpreted using the BUSWIDTH templateparameter of the socket through which the transaction is sent or received locally. The effective wordlength shall be calculated as (BUSWIDTH + 7)/8 bytes and in the following rules is denoted as W.
 c) This quantity W defines the length of a word within the data array, each word being the amount ofdata that could be transferred through the local socket on a single beat. The data array may contain asingle word, a part-word, or several contiguous words or part-words. Only the first and last words inthe data array may be part-words. This description refers to the internal organization of the genericpayload, not to the organization of the architecture being modeled.
 d) If a given generic payload transaction object is passed through sockets of different widths, the dataarray word length would appear different when calculated from the point of view of differentsockets (see the description of width conversion below).
 e) The order of the bytes within each word of the data array shall be host-endian. That is, on a little-endian host processor, within any given word data[n] shall be less significant than data[n+1], andon a big-endian host processor, data[n] shall be the more significant than data[n+1].
 f) The word boundaries in the data array shall be address-aligned; that is, they shall fall on addressesthat are integer multiples of the word length W. However, neither the address attribute nor the datalength attribute are required to be multiples of the word length. Hence the possibility that the firstand last words in the data array could be part-words.
 g) The order of the words within the data array shall be determined by their addresses in the memorymap of the modeled system. For array index values less than the value of the streaming widthattribute, the local addresses of successive words shall be in increasing order, and (excluding anyleading part-word) shall equal address_attribute – (address_attribute % W) + NW, where N is anon-negative integer, and % indicates remainder on division.
 h) In other words, using the notation {a,b,c,d} to list the elements of the data array in increasing orderof array index, and using LSBN to denote the least significant byte of the Nth word, on a little-endian host bytes are stored in the order {..., MSB0, LSB1, ..., MSB1, LSB2, ...}, and on a big-endianhost {... LSB0, MSB1, ... LSB1, MSB2, ...}, where the number of bytes in each full word is given byW, and the total number of bytes is given by the data_length attribute.
 i) The above rules effectively mean that initiators and targets are connected LSB-to-LSB, MSB-to-MSB. The rules have been chosen to give optimal simulation speed in the case where the majority ofinitiators and targets are modeled using host endianness whatever their native endianness, alsoknown as “arithmetic mode”.
 j) It is strongly recommended that applications should be independent of host endianness, that is,should model the same behavior when run on a host of either endianness. This may require the useof helper functions or conditional compilation.
 k) If an initiator or target is modeled using its native endianness and that is different from hostendianness, it will be necessary to swap the order of bytes within a word when transferring data to orfrom the generic payload data array. Helper functions are provided for this purpose.
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 l) For example, consider the following SystemC code fragment, which uses the literal value0xAABBCCDD to initialize the generic payload data array:
 int data = 0xAABBCCDD;trans.set_data_ptr( reinterpret_cast<unsigned char*>( &data ) );trans.set_data_length(4);trans.set_address(0);socket->b_transport(trans, delay);
 m) The C++ compiler will interpret the literal 0xAABBCCDD in host-endian form. In either case, theMSB has value 0xAA and the LSB has value 0xDD. Assuming this is the intent, the code fragmentis valid and is independent of host endianness. However, the array index of the four bytes will differdepending on host endianness. On a little-endian host, data[0] = 0xDD, and on a big-endian host,data[0] = 0xAA. The correspondence between local addresses in the modeled system and arrayindexes will differ depending whether modeled endianness and host endianness are equal:
 Little-endian model and little-endian host: data[0] is 0xDD and local address 0Big-endian model and little-endian host: data[0] is 0xDD and local address 3Little-endian model and big-endian host: data[0] is 0xAA and local address 3Big-endian model and big-endian host: data[0] is 0xAA and local address 0
 n) Code such as the fragment shown above would not be portable to a host computer that uses neitherlittle nor big endianness. In such a case, the code would have to be re-written to access the genericpayload data array using byte addressing only.
 o) When a little-endian and a big-endian model interpret a given generic payload transaction, then bydefinition they will agree on which is the MSB and LSB of a word, but they will each use differentlocal addresses to access the bytes of the word.
 p) Neither the data length attribute nor the address attribute are required to be integer multiples of W.However, having address and data length aligned with word boundaries and having W be a power of2 considerably simplifies access to the data array. Just to emphasize the point, it would be perfectlyin order for a generic payload transaction to have an address and data length that indicated threebytes in the middle of a 48-bit socket. If a particular target is unable to support a given addressattribute or data length, it should generate a standard error response (see 14.17).
 q) For example, on a little-endian host and with W = 4, address = 1, and data_length = 4, the firstword would contain three bytes at addresses 1...3, and the second word 1 byte at address 4.
 r) Single byte and part-word transfers may be expressed using non-aligned addressing. For example,given W = 8, address = 5, and data = {1,2}, the two bytes with local addresses 5 and 6 are accessedin an order dependent on endianness.
 s) Part-word and non-aligned transfers can always be expressed using integer multiples of W togetherwith byte enables. This implies that a given transaction may have several equally valid genericpayload representations. For example, given a little-endian host and a little-endian initiator:
 address = 2, W = 4, data = {1} is equivalent toaddress = 0, W = 4, data = {x, x, 1, x}, and be = {0, 0, 0xff, 0}address = 2, W = 4, data = {1,2,3,4} is equivalent to address = 0, W = 4, data = {x, x, 1, 2, 3, 4, x, x}, and be = {0, 0, 0xff, 0xff, 0xff, 0xff, 0, 0}.
 t) For part-word access, the necessity to use byte enables is dependent on endianness. For example,given the intent to access the whole of the first word and the LSB of the second word, given a little-endian host this might be expressed as
 address = 0, W = 4, data = {1,2,3,4,5}
 Given a big-endian host, the equivalent would beaddress = 0, W = 4, data = {4,3,2,1,x,x,x,5}, be = {0xff, 0xff, 0xff, 0xff, 0, 0, 0, 0xff }.
 u) When two sockets are bound together, they necessarily have the same BUSWIDTH. However, atransaction may be forwarded from a target socket to an initiator socket of a different bus width. In
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 this case, width conversion of the generic payload transaction must be considered (Figure 27). Anywidth conversion has its own intrinsic endianness, depending on whether the least- or most-significant byte of the wider socket is picked out first.
 Figure 27—Width conversion
 v) When the endianness chosen for a width conversion matches the host endianness, the widthconversion is effectively free, meaning that a single transaction object can be forwarded fromsocket-to-socket without modification. Otherwise, two separate generic payload transaction objectswould be required. In Figure 27, the width conversion between the 4-byte socket and the 2-bytesocket uses host-endianness, moving the less-significant bytes to lower addresses while retaining thehost-endian byte order within each word. The initiator and target both access the same sequence ofbytes in the data array, but their local addressing schemes are quite different.
 w) If a width conversion is performed from a narrower socket to a wider socket, the choice has to bemade as to whether or not to perform address alignment on the outgoing transaction. Performingaddress alignment will always necessitate the construction of a new generic payload transactionobject.
 x) Similar width conversion issues arise when the streaming width attribute is non-zero but differentfrom W. A choice has to be made as to the order in which to read off the bytes down the data arraydepending on host endianness and the desired endianness of the width conversion.
 14.19 Helper functions to determine host endianness
 14.19.1 Introduction
 A set of helper functions is provided to determine the endianness of the host computer. These are intendedfor use when creating or interpreting the generic payload data array.
 14.19.2 Definition
 namespace tlm {
 enum tlm_endianness {
 W = 4bytes
 W = 2bytesBig-endian Little-endianInterconnect
 componentInitiator Target
 LSB
 MSBLSB
 MSB
 32107654
 LSBMSB
 01234567
 Localaddress
 Localaddress
 Word
 Word
 Word
 Word
 Word
 Word
 Genericpayloaddata array
 Genericpayloaddata array
 Little-endianwidthconversion
 Little-endian host
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 TLM_UNKNOWN_ENDIAN, TLM_LITTLE_ENDIAN, TLM_BIG_ENDIAN };
 inline tlm_endianness get_host_endianness(void);inline bool host_has_little_endianness(void); inline bool has_host_endianness(tlm_endianness endianness);
 } // namespace tlm
 14.19.3 Rules
 a) The function get_host_endianness shall return the endianness of the host.
 b) The function host_has_little_endianness shall return the value true if and only if the host is little-endian.
 c) The function has_host_endianness shall return the value true if and only if the endianness of thehost is the same as that indicated by the argument.
 d) If the host is neither little- nor big-endian, the value returned from the above three functions shall beundefined.
 14.20 Helper functions for endianness conversion
 14.20.1 Introduction
 The rules governing the organization of the generic payload data array are well-defined, and in many simplecases, writing host-independent C++ code to create and interpret the data array is a straightforward task.However, the rules do depend on the relationship between the endianness of the modeled component andhost endianness, so creating host-independent code can become quite complex in cases involving non-aligned addressing and data word widths that differ from the socket width. A set of helper functions isprovided to assist with this task.
 With respect to endianness, interoperability depends only on the endianness rules being followed. Use of thehelper functions is not necessary for interoperability.
 The motivation behind the endianness conversion functions is to permit the C++ code that creates a genericpayload transaction for an initiator to be written once with little regard for host endianness, and then to havethe transaction converted to match host endianness with a single function call. Each conversion functiontakes an existing generic payload transaction and modifies that transaction in-place. The conversionfunctions are organized in pairs, a to_hostendian function and a from_hostendian function, which shouldalways be used together. The to_hostendian function should be called by an initiator before sending atransaction through a transport interface, and from_hostendian on receiving back the response.
 Four pairs of functions are provided, the _generic pair being the most general and powerful, and the _word,_aligned and _single functions being variants that can only handle restricted cases. The transformationperformed by the _generic functions is relatively computationally expensive, so the other functions shouldbe preferred for efficiency wherever possible.
 The conversion functions provide sufficient flexibility to handle many common cases, including botharithmetic mode and byte order mode. Arithmetic mode is where a component stores data words in host-endian format for efficiency when performing arithmetic operations, regardless of the endianness of thecomponent being modeled. Byte order mode is where a component stores bytes in an array in ascendingaddress order, disregarding host endianness. The use of arithmetic mode is recommended for simulationspeed. Byte order mode may necessitate byte swapping when copying data to and from the generic payloaddata array.
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 The conversion functions use the concept of a data word. The data word is independent of both the TLM-2.0socket width and the word width of the generic payload data array. The data word is intended to represent aregister that stores bytes in host-endian order within the component model (regardless of the endianness ofthe component being modeled). If the data word width is different to the socket width, the hostendianfunctions may have to perform an endianness conversion. If the data word is just one byte wide, thehostendian functions will effectively perform a conversion from and to byte order mode.
 In summary, the approach to be taken with the hostendian conversion functions is to write the initiator codeas if the endianness of the host computer matched the endianness of the component being modeled, whilekeeping the bytes within each data word in actual host-endian order. For data words wider than the hostmachine word length, use an array in host-endian order. Then if host endianness differs from modeledendianness, simply call the hostendian conversion functions.
 14.20.2 Definition
 namespace tlm {
 template<class DATAWORD>inline void tlm_to_hostendian_generic(tlm_generic_payload *, unsigned int );template<class DATAWORD>inline void tlm_from_hostendian_generic(tlm_generic_payload *, unsigned int );
 template<class DATAWORD>inline void tlm_to_hostendian_word(tlm_generic_payload *, unsigned int);template<class DATAWORD>inline void tlm_from_hostendian_word(tlm_generic_payload *, unsigned int);
 template<class DATAWORD>inline void tlm_to_hostendian_aligned(tlm_generic_payload *, unsigned int);template<class DATAWORD>inline void tlm_from_hostendian_aligned(tlm_generic_payload *, unsigned int);
 template<class DATAWORD>inline void tlm_to_hostendian_single(tlm_generic_payload *, unsigned int);template<class DATAWORD>inline void tlm_from_hostendian_single(tlm_generic_payload *, unsigned int);
 inline void tlm_from_hostendian(tlm_generic_payload *);
 } // namespace tlm
 14.20.3 Rules
 a) The first argument to a function of the form to_hostendian should be a pointer to a generic payloadtransaction object that would be valid if it were sent through a transport interface. The functionshould only be called after constructing and initializing the transaction object and before passing itto an interface method call.
 b) The first argument to a function of the form from_hostendian shall be a pointer to a generic payloadtransaction object previously passed to to_hostendian. The function should only be called when theinitiator receives a response for the given transaction or the transaction is complete. Since thefunction may modify the transaction and its arrays, it should only be called at the end of the lifetimeof the transaction object.
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 c) If a to_hostendian function is called for a given transaction, the corresponding from_hostendianfunction should also be called with the same template and function arguments. Alternatively, thefunction tlm_from_hostendian(tlm_generic_payload *) can be called for the given transaction.This function uses additional context information stored with the transaction object (as an ignorableextension) to recover the template and function argument values, but is marginally slower inexecution.
 d) The second argument to a hostendian function should be the width of the local socket through whichthe transaction is passed, expressed in bytes. This is equivalent to the word length of the genericpayload data array with respect to the local socket. This shall be a power of 2.
 e) The template argument to a hostendian function should be a type representing the internal initiatordata word for the endianness conversion. The expression sizeof(DATAWORD) is used to determinethe width of the data word in bytes, and the assignment operator of type DATAWORD is usedduring copying. sizeof(DATAWORD) shall be a power of 2.
 f) The implementation of to_hostendian adds an extension to the generic payload transaction object tostore context information. This means that to_hostendian can only be called once before callingfrom_hostendian.
 g) The following constraints are common to every pair of hostendian functions. The term integermultiple means 1 x , 2 x , 3 x , ... and so forth:
 Socket width shall be a power of 2
 Data word width shall be a power of 2
 The streaming width attribute shall be an integer multiple of the data word width
 The data length attribute shall be an integer multiple of the streaming width attribute
 h) The hostendian_generic functions are not subject to any further specific constraints. In particular,they support byte enables, streaming, and non-aligned addresses and word widths.
 i) The remaining pairs of functions, namely hostendian_word, hostendian_aligned, andhostendian_single, all share the following additional constraints:
 Data word width shall be no greater than socket width, and as a consequence, socket widthshall be a power-of-2 multiple of data word width.
 The streaming width attribute shall equal the data length attribute. That is, streaming is notsupported.
 Byte enable granularity shall be no finer than data word width. That is, the bytes in a given dataword shall be either all enabled or all disabled.
 If byte enables are present, the byte enable length attribute shall equal the data length attribute.
 j) The hostendian_aligned functions alone are subject to the following additional constraints:
 The address attribute shall be an integer multiple of the socket width.
 The data length attribute shall be an integer multiple of the socket width.
 k) The hostendian_single functions alone are subject to the following additional constraints:
 The data length attribute shall equal the data word width.
 The data array shall not cross a data word boundary and, as a consequence, shall not cross asocket boundary.
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 14.21 Generic payload extensions
 14.21.1 Introduction
 The extension mechanism is an integral part of the generic payload, and is not intended to be used separatelyfrom the generic payload. Its purpose is to permit attributes to be added to the generic payload. Extensionscan be ignorable or non-ignorable, mandatory or non-mandatory.
 14.21.1.1 Ignorable extensions
 Being ignorable means that any component other than the component that added the extension is permittedto behave as if the extension were absent. As a consequence, the component that added the ignorableextension cannot rely on any other component reacting in any way to the presence of the extension, and acomponent receiving an ignorable extension cannot rely on other components having recognized thatextension. This definition applies to generic payload extensions and to extended phases alike.
 A component shall not fail and shall not generate an error response because of the absence of an ignorableextension. In this sense, ignorable extensions are also non-mandatory extensions. A component may fail orgenerate an error response because of the presence of an ignorable extension but also has the choice ofignoring the extension.
 In general, an ignorable extension can be thought of as one for which there exists an obvious and safe defaultvalue such that any interconnect component or target can behave normally in the absence of the givenextension by assuming the default value. An example might be the privilege level associated with atransaction, where the default is the lowest level.
 Ignorable extensions may be used to transport auxiliary, side-band, or simulation-related information ormeta-data. For example, a unique transaction identifier, the wall-time when the transaction was created, or adiagnostic filename.
 Ignorable extensions are permitted by the base protocol.
 14.21.1.2 Non-ignorable and mandatory extensions
 A non-ignorable extension is an extension that every component receiving the transaction is obliged to acton if present. A mandatory extension is an extension that is required to be present. Non-ignorable andmandatory extensions may be used when specializing the generic payload to model the details of a specificprotocol. Non-ignorable and mandatory extensions require the definition of a new protocol traits class.
 14.21.2 Rationale
 The rationale behind the extension mechanism is twofold. First, to permit TLM-2.0 sockets that carryvariations on the core attribute set of the generic payload to be specialized with the same protocol traitsclass, thus allowing them to be bound together directly with no need for adaption or bridging. Second, topermit easy adaption between different protocols where both are based on the same generic payload andextension mechanism. Without the extension mechanism, the addition of any new attribute to the genericpayload would require the definition of a new transaction class, leading to the need for multiple adapters.The extension mechanism allows variations to be introduced into the generic payload, thus reducing theamount of coding work that needs to be done to traverse sockets that carry different protocols.
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 14.21.3 Extension pointers, objects and transaction bridges
 An extension is an object of a type derived from the class tlm_extension. The generic payload contains anarray of pointers to extension objects. Every generic payload object is capable of carrying a single instanceof every type of extension.
 The array-of-pointers to extensions has a slot for every registered extension. The set_extension methodsimply overwrites a pointer and, in principle, can be called from an initiator, interconnect component, ortarget. This provides a very a flexible low-level mechanism, but it is open to misuse. The ownership anddeletion of extension objects has to be well understood and carefully considered by the user.
 When creating a transaction bridge between two separate generic payload transactions, it is theresponsibility of the bridge to copy any extensions, if required, from the incoming transaction object to theoutgoing transaction object, and to own and manage the outgoing transaction and its extensions. The sameholds for the data array and byte enable array. The methods deep_copy_from and update_original_fromare provided so that a transaction bridge can perform a deep copy of a transaction object, including the dataand byte enable arrays and the extension objects. If the bridge adds further extensions to the outgoingtransaction, those extensions would be owned by the bridge.
 The management of extensions is described more fully in 14.5.
 14.21.4 Rules
 a) An extension can be added by an initiator, interconnect, or target component. In particular, thecreation of extensions is not restricted to initiators.
 b) Any number of extensions may be added to each instance of the generic payload.
 c) In the case of an ignorable extension, any component (excepting the component that added theextension) is allowed to ignore the extension, and ignorable extensions are not mandatoryextensions. Having a component fail because of either the absence of an ignorable extension or theabsence of a response to an ignorable extension would destroy interoperability.
 d) There is no built-in mechanism to enforce the presence of a given extension, nor is there amechanism to ensure that an extension is ignorable.
 e) The semantics of each extension shall be application-defined. There are no pre-defined extensions.
 f) An extension shall be created by deriving a user-defined class from the class tlm_extension, passingthe name of the user-defined class itself as a template argument to tlm_extension, then creating anobject of that class. The user-defined extension class may include members that represent extendedattributes of the generic payload.
 g) The virtual method free of the class tlm_extension_base shall delete the extension object. Thismethod may be overridden to implement user-defined memory management of extension, but this isnot necessary.
 h) The pure virtual function clone of class tlm_extension shall be defined in the user-definedextension class to clone the extension object, including any extended attributes. This clone methodis intended for use in conjunction with generic payload memory management. It shall create a copyof any extension object such that the copy can survive the destruction of the original object with novisible side-effects.
 i) The pure virtual function copy_from of class tlm_extension shall be defined in the user-definedextension class to modify the current extension object by copying the attributes of another extensionobject.
 j) The act of instantiating the class template tlm_extension shall cause the public data member ID tobe initialized, and this shall have the effect of registering the given extension with the genericpayload object and assigning a unique ID to the extension. The ID shall be unique across the whole
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 executing program. That is, each instantiation of the class template tlm_extension shall have adistinct ID, whereas all extension objects of a given type shall share the same ID.
 k) The generic payload shall behave as if it stored pointers to the extensions in a re-sizable array, wherethe ID of the extension gives the index of the extension pointer in the array. Registering theextension with the generic payload shall reserve an array index for that extension. Each genericpayload object shall contain an array capable of storing pointers to every extension registered in thecurrently executing program.
 l) The pointers in the extension array shall be null when the transaction is constructed.
 m) Each generic payload object can store a pointer to at most one object of any given extension type(but to many objects of different extensions types). (There exists a utility classinstance_specific_extension, which enables a generic payload object to reference several extensionobjects of the same type (see 16.4).)
 n) The function max_num_extensions shall return the number of extension types, that is, the size ofthe extension array. As a consequence, the extension types shall be numbered from 0 tomax_num_extensions()-1.
 o) The methods set_extension, set_auto_extension, get_extension, clear_extension, andrelease_extension are provided in several forms, each of which identify the extension to beaccessed in different ways: using a function template, using an extension pointer argument, or usingan ID argument. The functions with an ID argument are intended for specialist programming taskssuch as when cloning a generic payload object, and not for general use in applications.
 p) The method set_extension(T*) shall replace the pointer to the extension object of type T in thearray-of-pointers with the value of the argument. The argument shall be a pointer to a registeredextension. The return value of the function shall be the previous value of the pointer in the genericpayload that was replaced by this call, which may be a null pointer. The methodset_auto_extension(T*) shall behave similarly, except that the extension shall be marked forautomatic deletion.
 q) The method set_extension(unsigned int, tlm_extension_base*) shall replace the pointer to theextension object in the array-of-pointers at the array index given by the first argument with the valueof the second argument. The given index shall have been registered as an extension ID; otherwise,the behavior of the function is undefined. The return value of the function shall be the previous valueof the pointer at the given array index, which may be a null pointer. The methodset_auto_extension(unsigned int, tlm_extension_base*) shall behave similarly, except that theextension shall be marked for automatic deletion
 r) In the presence of a memory manager, a call to set_auto_extension for a given extension isequivalent to a call to set_extension immediatedly followed by a call to release_extension for thatsame extension. In the absence of a memory manager, a call to set_auto_extension will cause a run-time error.
 s) If an extension is marked for automatic deletion, the given extension object should be deleted orpooled by the implementation of the method free of a user-defined memory manager. Method freeis called by method release of class tlm_generic_payload when the reference count of thetransaction object reaches 0. The extension object may be deleted by calling method reset of classtlm_generic_payload or by calling method free of the extension object itself.
 t) If the generic payload object already contained a non-null pointer to an extension of the type beingset, then the old pointer is overwritten.
 u) The method functions get_extension(T*&) and T* get_extension() shall each return a pointer tothe extension object of the given type, if it exists, or a null pointer if it does not exist. The type Tshall be a pointer to an object of a type derived from tlm_extension. It is not an error to attempt toretrieve a non-existent extension using this function template.
 v) The method get_extension(unsigned int) shall return a pointer to the extension object with the IDgiven by the argument. The given index shall have been registered as an extension ID; otherwise, the
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 behavior of the function is undefined. If the pointer at the given index does not point to an extensionobject, the function shall return a null pointer.
 w) The methods clear_extension(const T*) and clear_extension() shall remove the given extensionfrom the generic payload object, that is, shall set the corresponding pointer in the extension array tonull. The extension may be specified either by passing a pointer to an extension object as anargument or by using the function template parameter type, for example,clear_extension<ext_type>(). If present, the argument shall be a pointer to an object of a typederived from tlm_extension. Method clear_extension shall not delete the extension object.
 x) The methods release_extension(T*) and release_extension() shall mark the extension forautomatic deletion if the transaction object has a memory manager or otherwise shall delete thegiven extension by calling the method free of the extension object and setting the correspondingpointer in the extension array to null. The extension may be specified either by passing a pointer toan extension object as an argument, or by using the function template parameter type, for example,release_extension<ext_type>(). If present, the argument shall be a pointer to an object of a typederived from tlm_extension.
 y) Note that the behavior of method release_extension depends on whether or not the transactionobject has a memory manager. With a memory manager, the extension is merely marked forautomatic deletion, and continues to be accessible. In the absence of a memory manager, not only isthe extension pointer cleared but also the extension object itself is deleted. Care should be taken notto release a non-existent extension object because doing so will result in a run-time error.
 z) The methods clear_extension and release_extension shall not be called for extensions marked forautomatic deletion, for example, an extension set using set_auto_extension or already releasedusing release_extension. Doing so may result in a run-time error.
 aa) Each generic payload transaction should allocate sufficient space to store pointers to everyregistered extension. This can be achieved in one of two ways, either by constructing the transactionobject after C++ static initialization or by calling the method resize_extensions after staticinitialization but before using the transaction object for the first time. In the former case, it is theresponsibility of the generic payload constructor to set the size of the extension array. In the lattercase, it is the responsibility of the application to call resize_extensions before accessing theextensions for the first time.
 ab) The method resize_extensions shall increase the size of the extensions array in the generic payloadto accommodate every registered extension.
 Example:
 // Showing an ignorable extension
 // User-defined extension classstruct ID_extension: tlm::tlm_extension<ID_extension>{
 ID_extension() : transaction_id(0) {}
 virtual tlm_extension_base* clone() const { // Must override pure virtual clone methodID_extension* t = new ID_extension;t->transaction_id = this->transaction_id;return t;
 }// Must override pure virtual copy_from method
 virtual void copy_from(tlm_extension_base const &ext) {transaction_id = static_cast<ID_extension const &>(ext).transaction_id;
 }unsigned int transaction_id;
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 };
 // The initiatorstruct Initiator: sc_module{ ...
 void thread() {tlm::tlm_generic_payload trans;...ID_extension* id_extension = new ID_extension;trans.set_extension( id_extension ); // Add the extension to the transaction
 for (int i = 0; i < RUN_LENGTH; i += 4) {...++ id_extension->transaction_id; // Increment the id for each new transaction...socket->b_transport(trans, delay);...
 // The targetvirtual void b_transport( tlm::tlm_generic_payload& trans, sc_core::sc_time& t){ ...
 ID_extension* id_extension;trans.get_extension( id_extension ); // Retrieve the extensionif (id_extension) { // Extension is not mandatory
 char txt[80];sprintf(txt, "Received transaction id %d", id_extension->transaction_id);SC_REPORT_INFO("TLM-2.0", txt);
 }...
 // Showing a new protocol traits class with a mandatory extension
 struct cmd_extension: tlm::tlm_extension<cmd_extension>{ // User-defined mandatory extension class
 cmd_extension(): increment(false) {}virtual tlm_extension_base* clone() const {
 cmd_extension* t = new cmd_extension;t->increment = this->increment;return t;
 }virtual void copy_from(tlm_extension_base const &ext) {
 increment = static_cast<cmd_extension const &>(ext).increment;}bool increment;
 };
 struct my_protocol_types // User-defined protocol traits class{ typedef tlm::tlm_generic_payload tlm_payload_type; typedef tlm::tlm_phase tlm_phase_type;};
 struct Initiator: sc_module{
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 tlm_utils::simple_initiator_socket<Initiator, 32, my_protocol_types> socket;
 ...
 void thread() {
 tlm::tlm_generic_payload trans;
 cmd_extension* extension = new cmd_extension;
 trans.set_extension( extension ); // Add the extension to the transaction
 ...
 trans.set_command(tlm::TLM_WRITE_COMMAND); // Execute a write command
 socket->b_transport(trans, delay);
 ...
 trans.set_command(tlm::TLM_IGNORE_COMMAND);
 extension->increment = true; // Execute an increment command
 socket->b_transport(trans, delay);
 ...
 ...
 // The target
 tlm_utils::simple_target_socket<Memory, 32, my_protocol_types> socket;
 virtual void b_transport( tlm::tlm_generic_payload& trans, sc_core::sc_time& t)
 {
 tlm::tlm_command cmd = trans.get_command();
 ...
 cmd_extension* extension;
 trans.get_extension( extension ); // Retrieve the command extension
 ...
 if (!extension) { // Check the extension exists
 trans.set_response_status( tlm::TLM_GENERIC_ERROR_RESPONSE );
 return;
 }
 if (extension->increment) {
 if (cmd != tlm::TLM_IGNORE_COMMAND) { // Detect clash with read or write
 trans.set_response_status( tlm::TLM_GENERIC_ERROR_RESPONSE );
 return;
 }
 ++ m_storage[adr]; // Execute an increment command
 memcpy(ptr, &m_storage[adr], len);
 }
 ...
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 15. TLM-2.0 base protocol and phases
 15.1 Phases
 15.1.1 Introduction
 Class tlm_phase is the default phase type used by the non-blocking transport interface class templates andthe base protocol. A tlm_phase object represents the phase with an unsigned int value. Class tlm_phase isassignment compatible with type unsigned int and with an enumeration having values corresponding to thefour phases of the base protocol, namely BEGIN_REQ, END_REQ, BEGIN_RESP, and END_RESP.Because type tlm_phase is a class rather than an enumeration, it is able to support an overloaded streamoperator to display the value of the phase as ASCII text.
 The set of four phases provided by tlm_phase_enum can be extended using the macroTLM_DECLARE_EXTENDED_PHASE. This macro creates a singleton class derived from tlm_phasewith a method get_phase that returns the corresponding object. That object can be used as a new phase.
 For maximal interoperability, an application should only use the four phases of tlm_phase_enum. If furtherphases are required in order to model the details of a specific protocol, the intent is thatTLM_DECLARE_EXTENDED_PHASE should be used since this retains assignment compatibility withtype tlm_phase.
 The principle of ignorable versus non-ignorable or mandatory extensions applies to phases in the same wayas to generic payload extensions. In other words, ignorable phases are permitted by the base protocol. Anignorable phase has to be ignorable by the recipient in the sense that the recipient can simply act as if it hadnot received the phase transition, and consequently, the sender has to be able to continue in the absence ofany response from the recipient. If a phase is not ignorable in this sense, a new protocol traits class should bedefined (see 14.2.2).
 15.1.2 Class definition
 namespace tlm {
 enum tlm_phase_enum { UNINITIALIZED_PHASE=0, BEGIN_REQ=1, END_REQ, BEGIN_RESP, END_RESP };
 class tlm_phase{public:
 tlm_phase();tlm_phase( unsigned int );tlm_phase( const tlm_phase_enum& );tlm_phase& operator= ( const tlm_phase_enum& );operator unsigned int() const;
 };
 inline std::ostream& operator<< ( std::ostream& , const tlm_phase& );
 #define TLM_DECLARE_EXTENDED_PHASE(name_arg) \class tlm_phase_##name_arg : public tlm::tlm_phase{ \public:\
 static const tlm_phase_##name_arg& get_phase();\implementation-defined \
 }; \
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 static const tlm_phase_##name_arg& name_arg=tlm_phase_##name_arg::get_phase() } // namespace tlm
 15.1.3 Rules
 a) The default constructor tlm_phase shall set the value of the phase to 0, corresponding to theenumeration literal UNINITIALIZED_PHASE.
 b) The methods tlm_phase( unsigned int), operator= and operator unsigned int shall get or set thevalue of the phase using the corresponding unsigned int or enum.
 c) The function operator<< shall write a character string corresponding to the name of the phase to thegiven output stream. For example, "BEGIN_REQ".
 d) The macro TLM_DECLARE_EXTENDED_PHASE(name_arg) shall create a new singleton classnamed tlm_phase_name_arg, derived from tlm_phase, and having a public method get_phase thatreturns a reference to the static object so created. The macro argument shall be used as the characterstring written by operator<< to denote the corresponding phase.
 e) The invocation of the macro TLM_DECLARE_EXTENDED_PHASE shall be terminated with asemicolon.
 f) The intent is that the object denoted by the static const name_arg represents the extended phase thatmay be passed as a phase argument to nb_transport.
 Example:
 TLM_DECLARE_EXTENDED_PHASE(ignore_me); // Declare two extended phasesTLM_DECLARE_EXTENDED_PHASE(internal_ph); // Only used within target
 struct Initiator: sc_module{ ...
 { ...phase = tlm::BEGIN_REQ;delay = sc_time(10, SC_NS);socket->nb_transport_fw( trans, phase, delay ); // Send phase BEGIN_REQ to target
 phase = ignore_me; // Set phase variable to the extended phasedelay = sc_time(12, SC_NS);socket->nb_transport_fw( trans, phase, delay ); // Send the extended phase 2ns later...
 struct Target: sc_module{
 ...SC_CTOR(Target): m_peq("m_peq", this, &Target::peq_cb) {} // Register callback with PEQ
 virtual tlm::tlm_sync_enum nb_transport_fw( tlm::tlm_generic_payload& trans,tlm::tlm_phase& phase, sc_time& delay ) {
 cout << "Phase = " << phase << endl; // use overloaded operator<< to print phasem_peq.notify(trans, phase, delay); // Move transaction to internal queuereturn tlm::TLM_ACCEPTED;
 }
 void peq_cb(tlm::tlm_generic_payload& trans, const tlm::tlm_phase& phase)
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 { // PEQ callbacksc_time delay;tlm::tlm_phase phase_out;if (phase == tlm::BEGIN_REQ) { // Received BEGIN_REQ from initiator
 phase_out = tlm::END_REQ;delay = sc_time(10, SC_NS);socket->nb_transport_bw(trans, phase_out, delay); // Send END_REQ back to initiator
 phase_out = internal_ph; // Use extended phase to signal internal eventdelay = sc_time(15, SC_NS);m_peq.notify(trans, phase_out, delay); // Put internal event into PEQ
 } else if (phase == internal_ph) // Received internal event{
 phase_out = tlm::BEGIN_RESP;delay = sc_time(10, SC_NS);socket->nb_transport_bw(trans, phase_out, delay); // Send BEGIN_RESP back to initiator
 }} // Ignore phase ignore_me from initiator
 tlm_utils::peq_with_cb_and_phase<Target, tlm::tlm_base_protocol_types> m_peq;};
 15.2 Base protocol
 15.2.1 Introduction
 The base protocol consists of a set of rules to ensure maximal interoperability between transaction levelmodels of components that interface to memory-mapped buses. The base protocol requires the use of theclasses of the TLM-2.0 interoperability layer listed here, together with the rules defined in this clause:
 a) The TLM-2.0 core transport, direct memory, and debug transport interfaces (see Clause 11).
 b) The socket classes tlm_initiator_socket and tlm_target_socket (or classes derived from these) (see13.2).
 c) The generic payload class tlm_generic_payload (see Clause 14).
 d) The phase class tlm_phase.
 The base protocol rules permit extensions to the generic payload and to the phases only if those extensionsare ignorable. Non-ignorable extensions require the definition of a new protocol traits class (see 14.2.1).
 The base protocol is represented by the pre-defined class tlm_base_protocol_types. However, this classcontains nothing but two type definitions. All components that use this class (as template argument to asocket) are obliged by convention to respect the rules of the base protocol.
 In cases where it is necessary to define a new protocol traits class (e.g., because the features of the baseprotocol are insufficient to model a particular protocol), the rules associated with the new protocol traitsclass override those of the base protocol. However, for consistency and interoperability, it is recommendedthat the rules and coding style associated with any new protocol traits class should follow those of the baseprotocol as far as possible (see 14.2.2).
 This section of the standard specifically concerns the base protocol, but nonetheless it may be used as aguide when modeling other protocols. Specific protocols represented by other protocol traits classes may
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 include additional phases and may adopt their own rules for timing annotation, transaction ordering, and so
 forth. In doing so, they may cease to be compatible with the base protocol.
 15.2.2 Class definition
 namespace tlm {
 struct tlm_base_protocol_types
 {
 typedef tlm_generic_payload tlm_payload_type;
 typedef tlm_phase tlm_phase_type;
 };
 } // namespace tlm
 15.2.3 Base protocol phase sequences
 a) The base protocol permits the use of the blocking transport interface, the non-blocking transportinterface, or both together. The blocking transport interface does not carry phase information. When
 used with the base protocol, the constraints governing the order of calls to nb_transport are stronger
 than those governing the order of calls to b_transport. Hence nb_transport is more for theapproximately-timed coding style, and b_transport is more for the loosely-timed coding style.
 b) The full sequence of phase transitions for a given transaction through a given socket is:
 BEGIN_REQ -> END_REQ -> BEGIN_RESP -> END_RESP
 c) BEGIN_REQ and END_RESP shall be sent through initiator sockets only, and END_REQ and
 BEGIN_RESP through target sockets only.
 d) In the case of the blocking transport interface, a transaction instance is associated with a single call
 to and return from b_transport. The correspondence between the call to b_transport andBEGIN_REQ, and the return from b_transport and BEGIN_RESP, is purely notional; b_transport
 has no associated phases.
 e) For the base protocol, each call to nb_transport and each return from nb_transport with a value of
 TLM_UPDATED shall cause a phase transition. In other words, two consecutive calls tonb_transport for the same transaction shall have different values for the phase argument. Ignorable
 phase extensions are permitted, in which case the insertion of an extended phase shall count as aphase transition for the purposes of this rule, even if the phase is ignored.
 f) The phase sequence can be cut short by having nb_transport return a value of TLM_COMPLETED
 but only in one of the following ways (Figure 28). An interconnect component or target may return
 TLM_COMPLETED when it receives BEGIN_REQ or END_RESP on the forward path. Aninterconnect component or initiator may return TLM_COMPLETED when it receives
 BEGIN_RESP on the backward path. A return value of TLM_COMPLETED indicates the end of
 the transaction with respect to a particular hop, in which case the phase argument should be ignored
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 by the caller (see 11.1.2.7). TLM_COMPLETED does not imply successful completion, so theinitiator should check the response status of the transaction for success or failure.
 Figure 28—Examples of early completion
 g) A transition to the phase END_RESP shall also indicate the end of the transaction with respect to aparticular hop, in which case the callee is not obliged to return a value of TLM_COMPLETED.
 h) When TLM_COMPLETED is returned in an upstream direction after having receivedBEGIN_REQ, this carries with it an implicit END_REQ and an implicit BEGIN_RESP. Hence, theinitiator should check the response status of the generic payload, and may send BEGIN_REQ for thenext transaction immediately.
 i) Since TLM_COMPLETED returned after having received BEGIN_REQ carries with it an implicitBEGIN_RESP, this situation is forbidden by the response exclusion rule if there is already aresponse in progress through a given socket. In this situation, the callee should have returnedTLM_ACCEPTED instead of TLM_COMPLETED and should wait for END_RESP before sendingthe next response upstream.
 j) Since TLM_COMPLETED returned after having received BEGIN_REQ indicates the end of thetransaction, an interconnect component or initiator is forbidden from then sending END_RESP forthat same transaction through that same socket.
 k) When TLM_COMPLETED is returned in a downstream direction by a component after havingreceived BEGIN_RESP, this carries with it an implicit END_RESP.
 l) If a component receives a BEGIN_RESP from a downstream component without having firstreceived an END_REQ for that same transaction, the initiator shall assume an implicit END_REQimmediately preceding the BEGIN_RESP. This is only the case for the same transaction; aBEGIN_RESP does not imply an END_REQ for any other transaction, and a target that receives aBEGIN_REQ cannot infer an END_RESP for the previous transaction.
 m) The above points hold regardless of the value of the timing annotation argument to nb_transport.
 n) A base protocol transaction is complete (with respect to a particular hop) whenTLM_COMPLETED is returned on either path, or when END_RESP is sent on the forward path orthe return path.
 Initiator Target
 Call
 Return
 -, BEGIN_REQ, 0ns
 TLM_COMPLETED, -, -
 Call
 Return TLM_ACCEPTED, -, -
 Call
 ReturnTLM_COMPLETED, -, -
 -, BEGIN_REQ, 0ns
 -, BEGIN_RESP, 0ns
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 o) In the case where END_RESP is sent on the forward path, the callee may return TLM_ACCEPTEDor TLM_COMPLETED. The transaction is complete in either case.
 p) A given transaction may complete at different times on different hops. A transaction object passed tonb_transport is obliged to have a memory manager, and the lifetime of the transaction object endswhen the reference count of the generic payload reaches zero. Any component that calls the acquiremethod of a generic payload transaction object should also call the release method at or before thecompletion of the transaction (see 14.5).
 q) If a component receives an illegal or out-of-order phase transition, this is an error on the part of thesender. The behavior of the recipient is undefined, meaning that a run-time error may be caused.
 15.2.4 Permitted phase transitions
 Taking all of the rules in the previous clause into account, the set of permitted phase transitions over a givenhop for the base protocol is shown in Table 57.
 Table 57—Permitted phase transitions
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 //rsp Forward BEGIN_REQ - Accepted req
 //rsp Forward BEGIN_REQ END_REQ Updated //req
 //rsp Forward BEGIN_REQ BEGIN_RESP
 Updated X rsp
 //rsp Forward BEGIN_REQ - Completed X X //rsp
 req Backward END_REQ - Accepted //req
 req Backward BEGIN_RESP - Accepted X rsp
 req Backward BEGIN_RESP END_RESP Updated X X //rsp
 req Backward BEGIN_RESP - Completed X X //rsp
 //req Backward BEGIN_RESP - Accepted X rsp
 //req Backward BEGIN_RESP END_RESP Updated X X //rsp
 //req Backward BEGIN_RESP - Completed X X //rsp
 rsp Forward END_RESP - Accepted X X //rsp
 rsp Forward END_RESP - Completed X X //rsp

Page 530
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 506Copyright © 2012 IEEE. All rights reserved.
 a) req, //req, rsp, //rsp stand for BEGIN_REQ, END_REQ, BEGIN_RESP, and END_RESP, respec-tively.
 b) These phase state transitions are independent of the value of the sc_time argument to nb_transport(the timing annotation). In other words, a call to nb_transport will cause the state transition shownin the table regardless of the value of the timing annotation. (The timing annotation may have theeffect of delaying the subsequent execution of the transaction.)
 c) The previous state column shows the state of a given hop before a call to nb_transport.
 d) The calling path column indicates whether the corresponding method is called on the forward path(nb_transport_fw) or backward path (nb_transport_bw).
 e) The phase argument on call column gives the value of the phase argument on the call tonb_transport. This will be the phase presented to the callee.
 f) The phase argument on return column gives the value of the phase argument on return fromnb_transport. The phase argument is only valid if the method returns TLM_UPDATED.
 g) The status on return column gives the return value of the nb_transport method, Accepted(TLM_ACCEPTED), Updated (TLM_UPDATED), or Completed (TLM_COMPLETED).
 h) The response valid column is checked if the response status attribute of the transaction is valid onreturn from the nb_transport method.
 i) The end-of-life column is checked if the transaction has reached the end of its lifetime with respectto this hop, that is, if no further nb_transport calls are permitted for the given transaction over thegiven hop.
 j) The next state column shows the state of a given hop after return from nb_transport.
 k) A phase transition can be caused either by the caller (indicated by a '-' in the phase argument onreturn column) or by the callee.
 l) Ignorable phase extensions may be inserted at any point between BEGIN_REQ and END_RESP.
 m) A valid response does not indicate successful completion. The transaction may or may not have beensuccessful.
 n) Figure 29 presents, in a graphical format, the nb_transport call sequences permitted by the baseprotocol over a given hop. A traversal of the graph from Start to End gives a permitted call sequencefor a single transaction instance. The rectangles show calls to nb_transport together with the valueof the phase argument, the rounded rectangles show the status and where appropriate the value of thephase argument on return. The larger shaded rectangles show phase transitions.
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 Figure 29—nb_transport call sequence for each base protocal transaction
 nb_transport_bw/END_REQ TLM_UPDATED/END_REQ
 nb_transport_bw/BEGIN_RESP
 TLM_ACCEPTED
 TLM_ACCEPTED
 TLM_UPDATED/BEGIN_RESP
 nb_transport_fw/BEGIN_REQ
 TLM_UPDATED/END_RESP
 TLM_ACCEPTED
 nb_transport_fw/END_RESP
 TLM_COMPLETED TLM_ACCEPTED
 End
 Start Return
 Phase Transition
 CallLegend:
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 15.2.5 Ignorable phases
 Extended phases may be used with the base protocol provided that they are ignorable phases. An ignorablephase may be ignored by its recipient.
 a) In general, the recommended way to add extended phases to the four phases of the base protocol isto define a new protocol traits class (see 14.2.2). Ignorable phases are a special and restricted case ofextended phases. The main purpose of ignorable phases is to permit extra timing points to be addedto the base protocol in order to increase the timing accuracy of the model. For example, an ignorablephase could mark the time of the start of the data transfer from initiator to target.
 b) In the case of a call to nb_transport, if it is the callee that is ignoring the phase, it shall return a valueof TLM_ACCEPTED. In the case that the callee returns TLM_UPDATED, the caller may ignorethe phase being passed on the return path but is not obliged to take any specific action to indicatethat the phase is being ignored.
 c) The nb_transport interface does not provide any way for the caller of nb_transport to distinguishbetween the case where the callee is ignoring the phase, and the case where the callee will respondlater on the opposite path. The callee shall return TLM_ACCEPTED in either case.
 d) The presence of an ignorable phase shall not change the order or the semantics of the four phasesBEGIN_REQ, END_REQ, BEGIN_RESP, and END_RESP of the base protocol, and is notpermitted to result in any of the rules of the base protocol being broken.
 e) An ignorable phase shall not occur before BEGIN_REQ or after END_RESP for a given transactionthrough a given socket. The presence of an ignorable phase before BEGIN_REQ or afterEND_RESP would violate the base protocol, and is an error.
 f) The presence of an ignorable phase shall not change the rules concerning the validity of the genericpayload attributes or the rules for modifying those attributes. For example, on receipt of an ignorablephase, an interconnect component is only permitted to modify the address attribute, DMI allowedattribute, and extensions (see 14.7).
 g) With the exception of transparent components as defined below, if the recipient of an ignorablephase does not recognize that phase (that is, the phase is being ignored), the recipient shall notpropagate that phase on the forward, the backward, or the return path. In other words, a componentis only permitted to pass a phase as an argument to an nb_transport call if it fully understands thesemantics of that phase.
 h) If the recipient of an ignorable phase does recognize that phase, provided that the base protocol isnot violated, the behavior of that component is otherwise outside the scope of the base protocol andis undefined by the base protocol. The recipient should obey the semantics of the extended protocolto which the phase belongs.
 i) By definition, a component that sends an ignorable phase cannot require or demand any kind ofresponse from the components to which that phase is sent other than the minimal response ofnb_transport returning a value of TLM_ACCEPTED. A phase that demands a response is notignorable, by definition, in which case the recommended approach is to define a new protocol traitsclass rather than using extensions to the base protocol. This prevents the binding of sockets thatrepresent incompatible protocols.
 j) On the other hand, a base-protocol-compliant component that does recognize an incoming extendedphase may respond by sending another extended phase on the opposite path according to the rules ofsome extended protocol agreed in advance. This possibility is permitted by the TLM-2.0 standard,provided that the rules of the base protocol are not broken. For example, such an extended protocolcould make use of generic payload extensions.
 k) It is possible to create so-called transparent interconnect components, which immediately anddirectly pass through any TLM-2.0 interface method calls between a target socket and an initiatorsocket contained within the same component. The sole intent of recognizing transparent componentsin this standard is to allow for checkers and monitors, which typically have one target socket, oneinitiator socket, and pass through all transactions in both directions without modification.
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 l) Within a transparent component, the implementation of any TLM-2.0 core interface method shallnot consume any simulation time, insert any delay, or call wait, but shall immediately make theidentical interface method call through the opposing socket (initiator socket to target socket or targetsocket to initiator socket), passing through all its arguments. Such an interface method shall notmodify the value of any argument, including the transaction object, the phase, and the delay, withthe one exception of generic payload extensions. The routing through such transparent componentsshall be fixed, and not depend on transaction attributes or phases.
 m) As a consequence of the above rules, a transparent component would pass through any extendedphase or ignorable phase in either direction.
 Example:
 Figure 30—Ignorable phases
 An example of an ignorable phase generated by an initiator would be a phase to mark the first beat of thedata transfer from the initiator in the case of a write command (Figure 30). An interconnect component ortarget that recognized this phase could distinguish between the time at which the command and addressbecome available and the start of the data transfer. A target that ignored this phase would have to use theBEGIN_REQ phase as its single timing reference for the availability of the command, address, and data.
 An example of an ignorable phase generated by a target would be a phase to mark a split transaction. Aninitiator that recognized this phase could send the next request immediately on receiving the split phase,knowing that the target would be ready to process it. An initiator that ignored the split phase might wait untilit had received a response to the first request before sending the second request.
 Initiator Target
 BEGIN_REQ
 END_REQ
 BEGIN_DATA (ignored)
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 END_RESP
 BEGIN_REQ(after RESP)
 END_REQ
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 END_REQ
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 Initiator Target
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 15.2.6 Base protocol timing parameters and flow control
 a) With four phases, it is possible to model the request accept delay (or minimum initiation intervalbetween sending successive transactions), the latency of the target, and the response accept delay.This kind of timing granularity is appropriate for the approximately-timed coding style (Figure 31).
 Figure 31—Approximately-timed timing parameters
 b) For a write command, the BEGIN_REQ phase marks the time when the data becomes available fortransfer from initiator through interconnect component to target. Notionally, the transition to theBEGIN_REQ phase corresponds to the start of the first beat of the data transfer. It is theresponsibility of the downstream component to calculate the transfer time, and to send END_REQback upstream when it is ready to receive the next transfer. It would be natural for the downstreamcomponent to delay the END_REQ until the end of the final beat of the data transfer, but it is notobliged to do so.
 c) For a read command, the BEGIN_RESP phase marks the time when the data becomes available fortransfer from target through interconnect component to initiator. Notionally, the transition to theBEGIN_RESP phase corresponds to the start of the first beat of the data transfer. It is theresponsibility of the upstream component to calculate the transfer time, and to send END_RESPback downstream when it is ready to receive the next transfer. It would be natural for the upstreamcomponent to delay the END_RESP until the end of the final beat of the data transfer, but it is notobliged to do so.
 d) For a read command, if a downstream component completes a transaction early by returningTLM_COMPLETED from nb_transport_fw, it is the responsibility of the upstream component toaccount for the data transfer time in some other way, if it wishes to do so (since it is not permitted tosend END_RESP).
 e) For the base protocol, an initiator or interconnect component shall not send a new transactionthrough a given socket with phase BEGIN_REQ until it has received END_REQ or BEGIN_RESPfrom the downstream component for the immediately preceding transaction or until the downstreamcomponent has completed the previous transaction by returning the value TLM_COMPLETEDfrom nb_transport_fw. This is known as the request exclusion rule.
 BEGIN_REQ
 END_REQ
 BEGIN_RESP
 END_RESP
 Initiator Target
 Request accept delay
 Latency of target
 Response accept delay
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 f) For the base protocol, a target or interconnect component shall not respond to a new transactionthrough a given socket with phase BEGIN_RESP until it has received END_RESP from theupstream component for the immediately preceding transaction or until a component has completedthe previous transaction over that hop by returning TLM_COMPLETED. This is known as theresponse exclusion rule.
 g) All the rules governing phase transitions, including the request and response exclusion rules, shallbe based on method call order alone, and shall not be affected by the value of the time argument (thetiming annotation).
 h) Successive transactions sent through a given socket using the non-blocking transport interface canbe pipelined. By responding to each BEGIN_REQ (or BEGIN_RESP) with an END_REQ (orEND_RESP), an interconnect component can permit any number of transaction objects to be inflight at the same time. By not responding immediately with END_REQ (or END_RESP), aninterconnect component can exercise flow control over the stream of transaction objects comingfrom an initiator (or target).
 i) This rule excluding the possibility of two outstanding requests or responses through a given socketshall only apply to the non-blocking transport interface, and shall have no direct effect on calls tob_transport (Figure 32 and Figure 33). (The rule may have an indirect effect on a call tob_transport in the case that b_transport itself calls nb_transport_fw.)
 j) For a given transaction, BEGIN_REQ shall always start from an initiator and be propagated throughzero or more interconnect components until it is received by a target. For a given transaction, aninterconnect component is not permitted to send BEGIN_REQ to a downstream component beforehaving received BEGIN_REQ from an upstream component.
 k) For a given transaction, BEGIN_RESP shall always start from a target and be propagated throughzero or more interconnect components until it is received by an initiator. For a given transaction, aninterconnect component is not permitted to send BEGIN_RESP to an upstream component beforehaving received BEGIN_RESP from a downstream component. This applies whetherBEGIN_RESP is explicit or is implied by TLM_COMPLETED.
 l) For a given transaction, an interconnect component may send END_REQ to an upstream componentbefore having received END_REQ from a downstream component. Similarly, an interconnectcomponent may send END_RESP to a downstream component before having received END_RESPfrom an upstream component. This applies whether END_REQ and END_RESP are explicit orimplicit.
 m) END_REQ and END_RESP are primarily for flow control between adjacent components. Thesetwo phases do not signal the validity of any standard generic payload attributes. Because these twophases are not propagated causally from end-to-end, they cannot reliably be used to signal thevalidity of extensions from initiator-to-target or target-to-initiator, but they can be used to signal thevalidity of extensions between two adjacent components.
 n) Whether or not an interconnect component is permitted to send an extended phase before havingreceived, the corresponding phase depends on the rules associated with the extended phase inquestion.
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 Figure 32—Causality with b_transport
 Figure 33—Causality with nb_transport
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 Example:
 The following pseudo-code illustrates the interaction between timing annotation and the request andresponse exclusion rules:
 void initiator_1_thread_process(){
 // The initiator sends a request to be executed at +1000nsphase = BEGIN_REQ; delay = sc_time(1000, SC_NS);status = socket->nb_transport_fw (T1, phase, delay);assert( status == TLM_UPDATED && phase == END_REQ && delay == sc_time(1010, SC_NS) );// END_REQ is returned immediately to be executed at +1010ns
 // Note that this is not a recommended coding style// With loosely-timed, the initiator would have called b_transport// With approximately-timed, the downstream component would have returned TLM_ACCEPTED// in order to synchronize, and the initiator would have been forced to wait for END_REQ
 // The initiator is allowed to send the next request immediately, to be executed at +1050nsphase = BEGIN_REQ; delay = sc_time(1050, SC_NS);status = socket->nb_transport_fw (T2, phase, delay);assert( status == TLM_UPDATED && phase == END_REQ && delay == sc_time(1060, SC_NS) );
 // The initiator is technically allowed to send the next request at an earlier local time of +500ns,// although the decreased timing annotation is not a recommended coding stylephase = BEGIN_REQ; delay = sc_time(500, SC_NS);status = socket->nb_transport_fw (T3, phase, delay);assert( status == TLM_UPDATED && phase == END_REQ && delay == sc_time(510, SC_NS) );
 // The initiator now yields control, allowing other initiators to resume and simulation time to advance wait(…);}
 void initiator_2_thread_process(){
 // Assume the calls below are appended to the transaction stream sent from the first initiator above
 // The second initiator sends a request to be executed at +10ns// The timing annotation as seen downstream has decreased from +510ns to +10ns// This is typical behavior for loosely-timed initiatorsphase = BEGIN_REQ; delay = sc_time(10, SC_NS);status = socket->nb_transport_fw (T4, phase, delay);assert( status == TLM_UPDATED && phase == END_REQ && delay == sc_time(30, SC_NS) );// END_REQ is returned immediately to be executed at +30ns
 // The initiator sends the next request to be executed at +20ns, which overlaps with the previous request // This is technically allowed because the current phase of the hop is END_REQ,
 // but is not recommendedphase = BEGIN_REQ; delay = sc_time(20, SC_NS);status = socket->nb_transport_fw (T5, phase, delay);assert( status == TLM_UPDATED && phase == END_REQ && delay == sc_time(40, SC_NS) );// END_REQ is returned immediately to be executed at +40ns
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 // The initiator sends the next request to be executed at +0ns, which is before the previous two requests// This is technically allowed because the current phase of the hop is END_REQ, // but is not recommendedphase = BEGIN_REQ; delay = sc_time(0, SC_NS);status = socket->nb_transport_fw (T6, phase, delay);assert( status == TLM_UPDATED && phase == END_REQ && delay == sc_time(60, SC_NS) );// END_REQ is returned immediately to be executed at +60ns, overlapping the two previous requests// This is technically allowed, but is not recommendedwait(…);
 }
 15.2.7 Base protocol rules concerning timing annotation
 a) These rules should be read in conjunction with 11.1.3.
 b) There are constraints on the way in which the implementations of b_transport and nb_transport arepermitted to modify the time argument t such that the effective local time sc_time_stamp() + t isnon-decreasing between function call and return (see 11.1.3.1).
 c) For successive calls to and returns from nb_transport through a given socket for a given transaction,the sequence of effective local times shall be non-decreasing. The effective local time is given by theexpression sc_time_stamp() + t, where t is the time argument to nb_transport. For this purpose,both calls to and returns from the function shall be considered as part of a single sequence. Thisapplies on the forward and backward paths alike. The intent is that time should not run backward fora given transaction.
 d) The preceding rule also applies between the call to and the return from b_transport. Again, see11.1.3.1.
 e) Moreover, for a given transaction object, as requests are propagated from initiator toward target andresponses are propagated from target back toward initiator, the sequence of effective local timesgiven by each successive transport method call and return shall be non-decreasing. Requestpropagation in this sense includes calls to b_transport and the BEGIN_REQ phase. Responsepropagation includes returns from b_transport, the BEGIN_RESP phase, andTLM_COMPLETED.
 f) The effective local time may be increased by increasing the value of the timing annotation (the timeargument), by advancing SystemC simulation time (b_transport only), or both.
 g) For different transaction objects, there is no obligation that the effective local times of calls tob_transport and nb_transport shall be non-decreasing. Nonetheless, each initiator process isgenerally recommended to call b_transport and/or nb_transport in non-decreasing effective localtime order. Otherwise, downstream components would infer that the out-of-order transactions hadoriginated from separate initiators and would be free to choose the order in which those particulartransactions were executed. However, transactions with out-of-order effective local times may arisewherever streams of transactions from different loosely-timed initiators converge.
 h) For a given socket, an initiator is allowed to pass the same transaction object at different timesthrough the blocking and non-blocking transport interfaces, the direct memory interface, and thedebug transport interface. Also, an initiator is permitted to re-use the same transaction object fordifferent transaction instances, all subject to the memory management rules of the generic payload(see 14.5).
 15.2.8 Base protocol rules concerning b_transport
 a) b_transport calls are re-entrant. The implementation of b_transport can call wait, and meanwhileanother call to b_transport can be made for a different transaction object from a different initiatorwith no constraint on the timing annotation.
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 b) In the case that there are multiple processes within the same initiator module, each process shall beregarded as being a separate initiator with respect to the transaction ordering rules. Specifically,there are no constraints on the ordering of b_transport calls made from different threads in thesame module, regardless of whether those calls are made through the same initiator socket orthrough different sockets.
 c) An interconnect or target can always deduce that multiple concurrent b_transport calls come fromdifferent initiator threads and from a different process to any concurrent nb_transport_fw calls, andtherefore that there are no constraints on the mutual order of those calls. With b_transport, onerequest is allowed to overtake another.
 d) It is forbidden to make a re-entrant call to b_transport for the same transaction object through thesame socket.
 Example:
 The following pseudo-code fragments show a re-entrant b_transport call:
 // Two initiator thread processes void thread1(){
 socket->b_transport( T1, sc_time(100, SC_NS) );}
 void thread2(){
 wait( 10, SC_NS );socket->b_transport( T2, sc_time(50, SC_NS) ); // T2 overtakes T1
 }
 // Implementation of b_transport in the targetvoid b_transport( TRANS& trans, sc_time& t ){
 wait( t );execute( trans ); // T1 executed at 100ns, T2 executed at 60nst = SC_ZERO_TIME;
 }
 15.2.9 Base protocol rules concerning request and response ordering
 The intent of the following rules is to ensure that when an initiator sends a series of pipelined requests to aparticular target, those requests will be executed at the target in the same order as they were sent from theinitiator. Because the generic payload transaction stores neither the identity of the initiator nor the identity ofthe target, the initiator can only be inferred from the identity of the incoming socket, and the target can onlybe inferred from the values of the address and command attributes. The execution order of requests sent tonon-overlapping addresses is not guaranteed.
 a) The base protocol permits incoming requests or responses arriving through different sockets to bemutually delayed, interleaved, or executed in any order. For example, an interconnect componentmay assign a higher priority to requests arriving through a particular target socket or having aparticular data length, allowing them to overtake lower priority requests. As another example, aninterconnect component may re-order responses arriving back through different initiator sockets tomatch the order in which the corresponding requests were originally received.
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 b) Request routing shall be deterministic and shall depend only on the address and command attributesof the transaction object. (These are the only attributes common to the transport, DMI, and debugtransport interfaces.) The address map shall not be modified while there are transactions in progress.
 c) If an initiator or interconnect component sends multiple concurrent requests with overlappingaddresses on the forward path, those requests shall be routed through the same initiator socket.Multiple concurrent requests means requests for which the corresponding responses have not yetbeen received from the target. Overlapping addresses means that at least one byte in the data arraysof the transaction objects shares the same address. Read and write requests to the same address maybe routed through different sockets provided they are not concurrent.
 d) If an interconnect component (or a target) receives multiple concurrent requests with overlappingaddresses through the same target socket by means of incoming calls to nb_transport_fw, thoserequests shall be sent forward (or executed, respectively) in the same order as they were received.The same order means the same interface method call order. (Note that if the interface method callorder and the effective local time order of a set of transactions were to differ, any componentreceiving those transactions would be permitted to execute them in any order, regardless of theaddress. Also note that this rule holds even if the requests in question originate from differentinitiators.)
 e) Note that the preceding rule does not apply for incoming b_transport calls, for which there are noconstraints on the order of multiple concurrent requests. On the other hand, if incomingnb_transport_fw calls are converted to outgoing b_transport calls, the b_transport calls must beserialized to enforce the ordering rules of the nb_transport calls.
 f) On the other hand, an interconnect component or target is permitted to re-order multiple concurrentrequests that were received through different target sockets, or are sent through different initiatorsockets, or whose addresses do not overlap, or for incoming b_transport calls.
 g) Responses may be re-ordered. There is no guarantee that responses will arrive back at an initiator inthe same order as the corresponding requests were sent.
 h) Note that it would be technically possible with the base protocol to use an ignorable extension thatallowed an interconnect component to re-order multiple concurrent requests, in which case theinitiator that added the extension must be able to tolerate out-of-order execution at the target. On theother hand, an extension that forced responses to arrive back in the same order as requests were sentwould not be an ignorable extension and, hence, would not be permitted by the base protocol.
 15.2.10 Base protocol rules for switching between b_transport and nb_transport
 a) Each thread within an initiator or an interconnect component is permitted to switch between callingb_transport and nb_transport_fw for different transaction objects. The intent is to permit aninitiator to make occasional switches between the loosely-timed and approximately-timed codingstyles. An initiator that interleaves calls to b_transport and nb_transport_fw should have lowexpectations with regard to timing accuracy.
 b) Every interconnect component and target is obliged to support both the blocking and non-blockingtransport interfaces, and to maintain any internal state information such that it is accessible fromboth interfaces. This applies to incoming interface method calls received through the same socket orthrough different sockets.
 c) A thread within an initiator or an interconnect component shall not call both b_transport andnb_transport_fw for the same transaction instance. Note that a thread may call both b_transportand nb_transport_fw for the same transaction object provided that object represents a differenttransaction instance on each occasion.
 d) It is recommended that a thread within an initiator or interconnect component should not callb_transport if there is still a transaction in progress from a previous nb_transport_fw call fromthat same thread, that is, when there is a previous transaction with a non-zero reference count.
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 Otherwise, a downstream component could wrongly deduce that the two transactions had come fromseparate initiators.
 e) The convenience socket simple_target_socket provides an example of how a base protocol targetcan support both the blocking and the non-blocking transport interfaces while only being required toimplement one of b_transport and nb_transport_fw (see 16.1.2).
 15.2.11 Other base protocol rules
 a) A given transaction object shall not be sent through multiple parallel sockets or along multipleparallel paths simultaneously. Each transaction instance shall take a unique well-defined paththrough a set of components and sockets that shall remain fixed for the lifetime of the transactioninstance and is common to the transport, direct memory, and debug transport interfaces. Of course,different transactions sent through a given socket may take different paths; that is, they may berouted differently. Also, note that a component may choose dynamically whether to act as aninterconnect component or as a target.
 b) An upstream component should not know and should not need to know whether it is connected to aninterconnect component or directly to a target. Similarly, a downstream component should not knowand should not need to know whether it is connected to an interconnect component or directly to aninitiator.
 c) For a write transaction (TLM_WRITE_COMMAND), a response status of TLM_OK_RESPONSEshall indicate that the write command has completed successfully at the target. The target is obligedto set the response status before returning from b_transport, before sending BEGIN_RESP alongthe backward or return path, or before returning TLM_COMPLETED. In other words, aninterconnect component is not permitted to signal the completion of a write transaction withouthaving had confirmation of successful completion from the target. The intent of this rule is toguarantee the coherency of the storage within the target simulation model.
 d) For a read transaction (TLM_READ_COMMAND), a response status of TLM_OK_RESPONSEshall indicate that the read command has completed and the generic payload data array has beenmodified by the target. The target is obliged to set the response status before returning fromb_transport, before sending BEGIN_RESP along the backward or return path, or before returningTLM_COMPLETED.
 15.2.12 Summary of base protocol transaction ordering rules
 Table 58 gives a summary of the transaction ordering rules for the base protocol. For a full description of therules, refer to the clauses above.
 The base protocol ordering rules are a union of the rules from three categories: rules of the core transportinterfaces concerning timing annotation, rules specific to the base protocol concerning causality and phases,and rules specific to the base protocol that ensure that pipelined requests are executed at the target in theorder expected by the initiator.
 15.2.13 Guidelines for creating base-protocol-compliant components
 This clause contains a set of guidelines for creating base protocol components. This is just a briefrestatement of some rules presented more fully elsewhere in this document, and is provided for convenience.
 15.2.13.1 Guidelines for creating a base protocol initiator
 a) Instantiate one initiator socket of class tlm_initiator_socket (or a derived class) for each connectionto a memory-mapped bus.
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 b) Allow the tlm_initiator_socket to take the default value tlm_base_protocol_types for the templateTYPES argument.
 c) Implement the methods nb_transport_bw and invalidate_direct_mem_ptr. (An initiator canavoid the need to implement these methods explicitly by instantiating the convenience socketsimple_initiator_socket.)
 d) Set every attribute of each generic payload transaction object before passing it as an argument tob_transport or nb_transport_fw, remembering in particular to reset the response status and DMIhint attributes before the call. (The byte enable length attribute need not be set in the case where thebyte enable pointer attribute is 0, and extensions need not be used.)
 e) When using the generic payload extension mechanism, ensure that any extensions are ignorable bythe target and any interconnect component.
 f) Obey the base protocol rules concerning phase sequencing, flow control, timing annotation, andtransaction ordering.
 g) On completion of the transaction (or after receiving BEGIN_RESP), check the value of the responsestatus attribute.
 Table 58—Base protocol transaction ordering rules
 Circumstance Ordering rule
 Effective local time order different from interface method call order
 Recipient may execute or route transactions in any order. Takes precedence over all other rules
 Successive transport method calls and returns for the same transaction through the same socket
 Effective local time order shall be non-decreasing
 Successive transport method calls from the same initiator process Effective local time order is recommended to be non-decreasing
 Successive transport method calls from the same initiator process Recommended not to call b_transport if previous nb_transport transaction is still alive
 Successive transport method calls for different transactions through the same socket
 No obligation on effective local time order, but recommended to be non-decreasing if incoming transaction stream was non-decreasing
 With nb_transport only, two requests or two responses outstanding through the same socket
 Forbidden
 Transactions incoming through different sockets No obligations on the order in which they are executed or routed on
 Multiple concurrent requests with overlapping addresses If routed forward, shall be sent through the same socket
 Multiple concurrent requests with overlapping addresses incoming through the same socket using nb_transport
 Shall be executed or routed forward in the same order as they were received
 Multiple concurrent requests incoming using b_transport No obligations on the order in which they are executed or routed forward
 Multiple concurrent responses No obligations on the order in which they are executed or routed back
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 15.2.13.2 Guidelines for creating an initiator that calls nb_transport
 a) Before passing a transaction as an argument to nb_transport_fw, set a memory manager for thetransaction object and call the acquire method of the transaction. Call the release method when thetransaction is complete.
 b) When calling nb_transport_fw, set the phase argument to BEGIN_REQ or END_RESP accordingto state of the transaction. Do not send BEGIN_REQ before having received (or inferred) theEND_REQ from the previous transaction.
 c) When making a series of calls to nb_transport_fw for a given transaction, ensure that the effectivelocal times (simulation time + timing annotation) form a non-decreasing sequence of values.
 d) Respond appropriately to the incoming phase values END_REQ and BEGIN_RESP whetherreceived on the backward path (a call to nb_transport_bw), the return path (TLM_UPDATEDreturned from nb_transport_fw), or implicitly (for example, TLM_COMPLETED returned fromnb_transport_fw). Incoming phase values of BEGIN_REQ and END_RESP would be illegal.Treat all other incoming phase values as being ignorable.
 15.2.13.3 Guidelines for creating a base protocol target
 a) Instantiate one target socket of class tlm_target_socket (or a derived class) for each connection to amemory-mapped bus.
 b) Allow the tlm_target_socket to take the default value tlm_base_protocol_types for the templateTYPES argument.
 c) Implement the methods b_transport, nb_transport_fw, get_direct_mem_ptr, andtransport_dbg. (A target can avoid the need to implement every method explicitly by using theconvenience socket simple_target_socket.)
 d) In the implementations of the methods b_transport and nb_transport_fw, inspect and act on thevalue of every attribute of the generic payload with the exception of the response status, the DMIhint, and any extensions. Rather than implementing the full functionality of the generic payload, atarget may choose to respond to a given attribute by generating an error response. Set the value ofthe response status attribute to indicate the success or failure of the transaction.
 e) Obey the base protocol rules concerning phase sequencing, flow control, timing annotation, andtransaction ordering.
 f) In the implementation of get_direct_mem_ptr, either return the value false, or inspect and act onthe values of the command and address attributes of the generic payload and set the return value andall the attributes of the DMI descriptor appropriately (class tlm_dmi).
 g) In the implementation of transport_dbg, either return the value 0, or inspect and act on the valuesof the command, address, data length, and data pointer attributes of the generic payload.
 h) For each interface, the target may inspect and act on any ignorable extensions in the genericpayload, but is not obliged to do so.
 15.2.13.4 Guidelines for creating a target that calls nb_transport
 a) When calling nb_transport_bw, set the phase argument to END_REQ or BEGIN_RESP accordingto state of the transaction. Do not send BEGIN_RESP before having received (or inferred)END_RESP from the previous transaction.
 b) When making a series of calls to nb_transport_bw for a given transaction, ensure that the effectivelocal times (simulation time + timing annotation) form a non-decreasing sequence of values.
 c) Respond appropriately to the incoming phase values BEGIN_REQ and END_RESP, whetherreceived on the forward path (a call to nb_transport_fw), the return path (TLM_UPDATEDreturned from nb_transport_bw), or implicitly (for example, TLM_COMPLETED returned from
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 nb_transport_bw). Incoming phase values of END_REQ and BEGIN_RESP would be illegal.Treat all other incoming phase values as being ignorable.
 d) In the implementation of nb_transport_fw, when needing to keep a pointer or reference to atransaction object beyond the return from the method, call the acquire method of the transaction.Call the release method when the transaction object is finished with.
 15.2.13.5 Guidelines for creating a base protocol interconnect component
 a) Instantiate one initiator or target socket of class tlm_initiator_socket or tlm_target_socket (orderived classes) for each connection to a memory-mapped bus.
 b) Allow each socket to take the default value tlm_base_protocol_types for the template TYPESargument.
 c) Implement the methods nb_transport_bw and invalidate_direct_mem_ptr for each initiatorsocket, and the methods b_transport, nb_transport_fw, get_direct_mem_ptr, andtransport_dbg for each target socket. (The need to implement every method explicitly can beavoided by using the convenience sockets.)
 d) Pass on incoming interface method calls as appropriate on both the forward and backward paths,honoring the request and response exclusion rules, the transaction ordering rules, and the rule that nofurther calls are allowed following TLM_COMPLETED. Do not pass on ignorable phases. Theimplementations of the get_direct_mem_ptr and transport_dbg methods may return the valuesfalse and 0, respectively, without forwarding the transaction object.
 e) In the implementation of the transport interfaces, the only generic payload attributes modifiable byan interconnect component are the address, DMI hint, and extensions. Do not modify any otherattributes. A component needing to modify any other attributes should construct a new transactionobject, and thereby become an initiator in its own right.
 f) Decode the generic payload address attribute on the forward path and modify the address attribute ifnecessary according to the location of the target in the system memory map. This applies to thetransport, direct memory, and debug transport interfaces.
 g) In the implementation of the transport interfaces, obey the base protocol rules concerning phasesequencing, flow control, timing annotation, and transaction ordering.
 h) In the implementation of get_direct_mem_ptr, do not modify the DMI descriptor attributes on theforward path. Do modify the DMI pointer, DMI start address and end address, and DMI accessattributes appropriately on the return path.
 i) In the implementation of invalidate_direct_mem_ptr, modify the address range arguments beforepassing the call along the backward path.
 j) In the implementation of nb_transport_fw, when needing to keep a pointer or reference to atransaction object beyond the return from the function, call the acquire method of the transaction.Call the release method when the transaction object is finished with.
 k) For each interface, the interconnect component may inspect and act on any ignorable extensions inthe generic payload but is not obliged to do so. If the transaction needs to be extended further, makesure any extensions are ignorable by the other components. Honor the generic payload memorymanagement rules for extensions.
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 16. TLM-2.0 utilities
 The utilities comprise a set of classes that are provided for convenience and to help ensure a consistentcoding style. The utilities do not belong to the interoperability layer, so use of the utilities is not arequirement for interoperability.
 16.1 Convenience sockets
 16.1.1 Introduction
 There is a family of convenience sockets, each socket implementing some additional functionality to makecomponent models easier to write. The convenience sockets are derived from the classestlm_initiator_socket and tlm_target_socket. They are not part of the TLM-2.0 interoperability layer butare to be found in the namespace tlm_utils.
 16.1.1.1 Summary of standard and convenience socket types
 The convenience sockets are summarized in Table 59.
 Register callbacks? The socket provides methods to register callbacks for incoming interface method calls,rather than having the socket be bound to an object that implements the corresponding interfaces.
 Multi-ports? The socket class template provides number-of-bindings and binding policy templatearguments such that a single initiator socket can be bound to multiple target sockets and vice versa.
 b - nb conversion? The target socket is able to convert incoming calls to b_transport intonb_transport_fw calls, and vice versa. A '-' indicates an initiator socket.
 Tagged? Incoming interface method calls are tagged with an id to indicate the socket through which theyarrived.
 Table 59—Socket types
 Class Register callbacks? Multi-ports? b / nb
 conversion? Tagged?
 tlm_initiator_socket no yes - no
 tlm_target_socket no yes no no
 simple_initiator_socket yes no - no
 simple_initiator_socket_tagged yes no - yes
 simple_target_socket yes no yes no
 simple_target_socket_tagged yes no yes yes
 passthrough_target_socket yes no no no
 passthrough_target_socket_tagged yes no no yes
 multi_passthrough_initiator_socket yes yes - yes
 multi_passthrough_target_socket yes yes no yes
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 16.1.1.2 Permitted socket bindings
 The bindings permitted between the standard and convenience socket types are summarized in Table 60.Each binding is of the form From( To) or From.bind( To ), where From and To are sockets of the given type.
 Table 60 is organized into four quarters as follows:
 Table 60—Permitted socket bindings
 To
 From
 tlm-init simple-init multi-init tlm-targ simple-targ multi-targ
 tlm-init 1 1 1 N:1
 simple-init 1 1 1 N:1
 multi-init 1 1:M 1:M N:M
 tlm-targ 1* 1* 1 1
 simple-targ 1* 1*
 multi-targ 1
 Hierarchical child-to-parent binding Initiator-to-target binding
 Reverse binding operators Hierarchical parent-to-child binding
 Key
 tlm-init tlm_initiator_socket
 simple-init simple_initiator_socket or passthrough_initiator_socket
 multi-init multi_passthrough_initiator_socket
 tlm-targ tlm_target_socket
 simple-targ simple_target_socket or simple_target_socket_tagged or passthrough_target_socket or passthrough_target_socket_tagged
 multi-targ multi_passthrough_target_socket
 1* The binding is from inititiator to target, despite the method call being in the direction target.bind(initiator)
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 16.1.2 Simple sockets
 16.1.2.1 Introduction
 The simple sockets are so-called because they are intended to be simple to use. They are derived from theinteroperability layer sockets tlm_initiator_socket and tlm_target_socket, so can be bound directly tosockets of those types.
 Instead of having to bind a socket to an object that implements the corresponding interface, each simplesocket provides methods for registering callback methods. Those callbacks are in turn called whenever anincoming interface method call arrives. Callback methods may be registered for each of the interfacessupported by the socket.
 The user of a simple socket may register a callback for every interface method but is not obliged to do so. Inparticular, for the simple target socket, the user need only register one of b_transport andnb_transport_fw, in which case incoming calls to the unregistered method will be converted automaticallyto calls to the registered method. This conversion process is non-trivial, and is dependent on the rules of thebase protocol being respected by the initiator and target. Hence, although the class templatesimple_target_socket takes the protocol type as a template parameter, there exists a dependency betweenthis class and the base protocol that is only exposed if the application makes use of the conversion betweenblocking and non-blocking transport calls. Specifically, class simple_target_socket uses the values of typetlm_phase_enum. An application requiring such a conversion for a protocol other than the base protocolwould be obliged to create a new convenience socket, possibly derived from simple_target_socket. Thepassthrough_target_socket is a variant of the simple_target_socket that does not support conversionbetween blocking and non-blocking calls.
 16.1.2.2 Class definition
 namespace tlm_utils {
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types
 >class simple_initiator_socket : public tlm::tlm_initiator_socket<BUSWIDTH, TYPES>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;
 simple_initiator_socket();explicit simple_initiator_socket( const char* n );
 void register_nb_transport_bw(MODULE* mod,sync_enum_type (MODULE::*cb)(transaction_type&, phase_type&, sc_core::sc_time&));
 void register_invalidate_direct_mem_ptr(MODULE* mod,void (MODULE::*cb)(sc_dt::uint64, sc_dt::uint64));
 };
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 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types
 >class simple_target_socket : public tlm::tlm_target_socket<BUSWIDTH, TYPES>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;
 simple_target_socket();explicit simple_target_socket( const char* n );
 tlm::tlm_bw_transport_if<TYPES> * operator ->();
 void register_nb_transport_fw(MODULE* mod,sync_enum_type (MODULE::*cb)(transaction_type&, phase_type&, sc_core::sc_time&));
 void register_b_transport(MODULE* mod,void (MODULE::*cb)(transaction_type&, sc_core::sc_time&));
 void register_transport_dbg(MODULE* mod,unsigned int (MODULE::*cb)(transaction_type&));
 void register_get_direct_mem_ptr(MODULE* mod,bool (MODULE::*cb)(transaction_type&, tlm::tlm_dmi&));
 };
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types
 >class passthrough_target_socket : public tlm::tlm_target_socket<BUSWIDTH, TYPES>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;
 passthrough_target_socket();explicit passthrough_target_socket( const char* n );
 void register_nb_transport_fw(MODULE* mod,sync_enum_type (MODULE::*cb)(transaction_type&, phase_type&, sc_core::sc_time&));
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 void register_b_transport(MODULE* mod,void (MODULE::*cb)(transaction_type&, sc_core::sc_time&));
 void register_transport_dbg(MODULE* mod,unsigned int (MODULE::*cb)(transaction_type&));
 void register_get_direct_mem_ptr(MODULE* mod,bool (MODULE::*cb)(transaction_type&, tlm::tlm_dmi&));
 };
 } // namespace tlm_utils
 16.1.2.3 Header file
 The class definitions for the simple sockets shall be in the header files tlm_utils/simple_initiator_socket.h,tlm_utils/simple_target_socket.h, and tlm_utils/passthrough_target_socket.h.
 16.1.2.4 Rules
 a) Each constructor shall call the constructor of the corresponding base class passing through the char*argument, if there is one. In the case of the default constructors, the char* argument of the base classconstructor shall be set to sc_gen_unique_name ( "simple_initiator_socket" ), sc_gen_unique_name( "simple_target_socket" ), or sc_gen_unique_name ( "passthrough_target_socket" ), respectively.
 b) A simple_initiator_socket can be bound to a simple_target_socket or apassthrough_target_socket by calling the bind method or operator() of either socket, withprecisely the same effect. In either case, the forward path lies in the direction from the initiatorsocket to the target socket.
 c) A simple_initiator_socket can be bound to a tlm_target_socket, and a tlm_initiator_socket canbe bound to a simple_target_socket or to a passthrough_target_socket.
 d) A simple_initiator_socket, simple_target_socket or passthrough_target_socket can onlyimplement incoming interface method calls by registering callbacks, not by being boundhierarchically to another socket on a child module. On the other hand, a simple_initiator_socket ofa child module can be bound hierarchically to a tlm_initiator_socket of a parent module, and atlm_target_socket of a parent module can be bound hierarchically to a simple_target_socket orpassthrough_target_socket of a child module.
 e) A target is not obliged to register a b_transport callback with a simple target socket provided it hasregistered an nb_transport_fw callback, in which case an incoming b_transport call willautomatically cause the target to call the method registered for nb_transport_fw. In this case, themethod registered for nb_transport_fw shall implement with the rules of the base protocol (see16.1.2.5).
 f) A target is not obliged to register an nb_transport_fw callback with a simple target socket providedit has registered a b_transport callback, in which case an incoming nb_transport_fw call willautomatically cause the target to call the method registered for b_transport and subsequently to callnb_transport_bw on the backward path.
 g) If a target does not register either a b_transport or an nb_transport_fw callback with a simpletarget socket, this will result in a run-time error if and only if the corresponding method is called.
 h) A target should register b_transport and nb_transport_fw callbacks with a passthrough targetsocket. Not doing so will result in a run-time error if and only if the corresponding method is called.
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 i) A target is not obliged to register a transport_dbg callback with a simple target socket or apassthrough target socket, in which case an incoming transport_dbg call shall return with a valueof 0.
 j) A target is not obliged to register a get_direct_mem_ptr callback with a simple target socket or apassthrough target socket, in which case an incoming get_direct_mem_ptr call shall return with avalue of false.
 k) An initiator should register an nb_transport_bw callback with a simple initiator socket. Not doingso will result in a run-time error if and only if the nb_transport_bw method is called.
 l) An initiator is not obliged to register an invalidate_direct_mem_ptr callback with a simple initiatorsocket, in which case an incoming invalidate_direct_mem_ptr call shall be ignored.
 16.1.2.5 Simple target socket b/nb conversion
 a) In the case that a b_transport or nb_transport_fw method is called through a socket of classsimple_target_socket but no corresponding callback is registered, the simple target socket will actas an adapter between the two interfaces. In this case, and in no other case, the implementation ofsimple_target_socket shall have an explicit dependency on the values of type tlm_phase_enum.
 b) When the simple target socket acts as an adapter, it shall honor the rules of the base protocol bothfrom the point of view of the initiator and from the point of view of the implementation of theb_transport or nb_transport_fw methods in the target (see 15.2).
 c) The socket shall pass through the given transaction object without modification and shall notconstruct a new transaction object.
 d) In the case that only the nb_transport_fw callback has been registered by the target, the initiator isnot permitted to call nb_transport_fw while there is an earlier b_transport call from the initiatorstill in progress. This is a limitation of the current implementation of the simple target socket.
 Figure 34—Simple target socket nb/b adapter
 Simulation time = 100ns
 Initiator Socket Target
 Simulation time = 105ns
 Simulation time = 115ns
 Call
 Return
 TLM_ACCEPTED
 TLM_COMPLETED
 nb_transport_fw(t,BEGIN_REQ,5ns)
 nb_transport_bw(t,BEGIN_RESP,0ns) Call
 Return
 Call
 Return
 b_transport(t,0ns)
 b_transport(t,10ns)
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 e) Figure 34 shows the case where an initiator calls nb_transport_fw, but the target only registers ab_transport callback with the simple target socket. The initiator sends BEGIN_REQ, to which thesocket returns TLM_ACCEPTED. The socket then calls b_transport, and on return sendsBEGIN_RESP back to the initiator, to which the initiator returns TLM_COMPLETED. Since it isnot permissible in SystemC to call a blocking method directly from a non-blocking method, thesocket is obliged to call b_transport from a separate internal thread process, not directly fromnb_transport_fw.
 f) Figure 34 shows just one possible scenario. On the final transition, the initiator could have returnedTLM_ACCEPTED, in which case the socket would expect to receive a subsequent END_RESPfrom the initiator. Also, the target could have called wait from within b_transport.
 g) Figure 35 shows the case where an initiator calls b_transport, but the target only registers annb_transport_fw callback with the simple target socket. The initiator calls b_transport, then thesocket and the target handshake using nb_transport and obeying the rules of the base protocol. Thetarget may or may not send the END_REQ phase; it may jump straight to the BEGIN_RESP phase.The socket returns TLM_COMPLETED from the call to nb_transport_bw for the BEGIN_RESPphase.
 Figure 35—Simple target socket b/nb adapter
 Example:
 #include "tlm.h"#include "tlm_utils/simple_initiator_socket.h" // Header files from utilities#include "tlm_utils/simple_target_socket.h"
 struct Initiator: sc_module{
 tlm_utils::simple_initiator_socket<Initiator, 32, tlm::tlm_base_protocol_types> socket;
 Simulation time = 100ns
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 Simulation time = 110ns
 Simulation time = 120ns
 Call b_transport(t,10ns)
 b_transport(t,0ns)
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 nb_transport_fw(t,BEGIN_REQ, 0ns)
 TLM_ACCEPTED
 Simulation time = 130ns
 Call
 Return
 nb_transport_bw(t,END_REQ, 0ns)
 TLM_ACCEPTED
 Call
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 nb_transport_bw(t,BEGIN_RESP,0ns)
 TLM_COMPLETED
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 SC_CTOR(Initiator): socket("socket") // Construct and name simple socket{ // Register callbacks with simple socket
 socket.register_nb_transport_bw( this, &Initiator::nb_transport_bw );socket.register_invalidate_direct_mem_ptr( this, &Initiator::invalidate_direct_mem_ptr );
 }
 virtual tlm::tlm_sync_enum nb_transport_bw(tlm::tlm_generic_payload& trans, tlm::tlm_phase& phase, sc_time& delay ) {
 return tlm::TLM_COMPLETED; // Dummy implementation}
 virtual void invalidate_direct_mem_ptr(sc_dt::uint64 start_range, sc_dt::uint64 end_range) { } // Dummy implementation
 };
 struct Target: sc_module // Target component{
 tlm_utils::simple_target_socket<Target, 32, tlm::tlm_base_protocol_types> socket;
 SC_CTOR(Target): socket("socket") // Construct and name simple socket{ // Register callbacks with simple socket
 socket.register_nb_transport_fw( this, &Target::nb_transport_fw ); socket.register_b_transport( this, &Target::b_transport );socket.register_get_direct_mem_ptr( this, &Target::get_direct_mem_ptr );socket.register_transport_dbg( this, &Target::transport_dbg );
 }
 virtual void b_transport( tlm::tlm_generic_payload& trans, sc_time& delay ){ } // Dummy implementation
 virtual tlm::tlm_sync_enum nb_transport_fw(tlm::tlm_generic_payload& trans, tlm::tlm_phase& phase, sc_time& delay ) {
 return tlm::TLM_ACCEPTED; // Dummy implementation}
 virtual bool get_direct_mem_ptr( tlm::tlm_generic_payload& trans, tlm::tlm_dmi& dmi_data){ return false; } // Dummy implementation
 virtual unsigned int transport_dbg(tlm::tlm_generic_payload& r){ return 0; } // Dummy implementation
 };
 SC_MODULE(Top){
 Initiator *initiator;Target *target;SC_CTOR(Top) {
 initiator = new Initiator("initiator");target = new Target("target");initiator->socket.bind( target->socket ); // Bind initiator socket to target socket
 }};
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 16.1.3 Tagged simple sockets
 16.1.3.1 Introduction
 The tagged simple sockets are a variation on the simple sockets that tag incoming interface method callswith an integer id that allows the callback to identify through which socket the incoming call arrived. This isuseful in the case where the same callback method is registered with multiple initiator sockets or multipletarget sockets. The id is specified when the callback is registered, and gets inserted as an extra first argumentto the callback method.
 16.1.3.2 Header file
 The class definitions for the tagged simple sockets shall be in the same header files as the correspondingsimple sockets, that is tlm_utils/simple_initiator_socket.h, tlm_utils/simple_target_socket.h, andtlm_utils/passthrough_target_socket.h.
 16.1.3.3 Class definition
 namespace tlm_utils {
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types
 >class simple_initiator_socket_tagged : public tlm::tlm_initiator_socket<BUSWIDTH, TYPES>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;
 simple_initiator_socket_tagged();explicit simple_initiator_socket_tagged( const char* n );
 void register_nb_transport_bw(MODULE* mod,sync_enum_type (MODULE::*cb)(int, transaction_type&, phase_type&, sc_core::sc_time&),int id);
 void register_invalidate_direct_mem_ptr(MODULE* mod,void (MODULE::*cb)(int, sc_dt::uint64, sc_dt::uint64),int id);
 };
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types
 >class simple_target_socket_tagged : public tlm::tlm_target_socket<BUSWIDTH, TYPES>{
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 public:typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;typedef tlm::tlm_fw_transport_if<TYPES> fw_interface_type;typedef tlm::tlm_bw_transport_if<TYPES> bw_interface_type;typedef tlm::tlm_target_socket<BUSWIDTH, TYPES> base_type;
 simple_target_socket_tagged();explicit simple_target_socket_tagged( const char* n );
 tlm::tlm_bw_transport_if<TYPES> * operator ->();
 void register_nb_transport_fw(MODULE* mod,sync_enum_type (MODULE::*cb)(int id, transaction_type&, phase_type&, sc_core::sc_time&),int id);
 void register_b_transport(MODULE* mod,void (MODULE::*cb)(int id, transaction_type&, sc_core::sc_time&),int id);
 void register_transport_dbg(MODULE* mod,
 unsigned int (MODULE::*cb)(int id, transaction_type&),int id);
 void register_get_direct_mem_ptr(MODULE* mod,bool (MODULE::*cb)(int id, transaction_type&, tlm::tlm_dmi&), int id);
 };
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types
 >class passthrough_target_socket_tagged : public tlm::tlm_target_socket<BUSWIDTH, TYPES>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;
 passthrough_target_socket_tagged();explicit passthrough_target_socket_tagged( const char* n );
 void register_nb_transport_fw(MODULE* mod,sync_enum_type (MODULE::*cb)(int id, transaction_type&, phase_type&, sc_core::sc_time&),int id);
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 void register_b_transport(MODULE* mod,void (MODULE::*cb)(int id, transaction_type&, sc_core::sc_time&),int id);
 void register_transport_dbg(MODULE* mod,unsigned int (MODULE::*cb)(int id, transaction_type&),int id);
 void register_get_direct_mem_ptr(MODULE* mod,bool (MODULE::*cb)(int id, transaction_type&, tlm::tlm_dmi&),int id);
 };
 } // namespace tlm_utils
 16.1.3.4 Rules
 a) Each constructor shall call the constructor of the corresponding base class passing through the char*argument, if there is one. In the case of the default constructors, the char* argument of the base classconstructor shall be set to sc_gen_unique_name ("simple_initiator_socket_tagged"),sc_gen_unique_name ("simple_target_socket_tagged"), or sc_gen_unique_name("passthrough_target_socket_tagged"), respectively.
 b) Apart from the int id tag, the tagged simple sockets behave in the same way as the untagged simplesockets.
 c) A given callback method can be registered with multiple sockets instances using different tags. Thisis the purpose of the tagged sockets.
 d) The int id tag is specified as the final argument of the methods used to register the callbacks. Thesocket shall prepend this tag as the first argument of the corresponding callback method. Note thatthe order of the id tag argument differs between the registration method and the callback method.See the example below.
 e) A tagged simple socket is not a multi-socket. A tagged simple socket cannot be bound to multiplesockets on other components (see 16.1.4).
 Example:
 struct my_target: sc_module {
 tlm_utils::simple_target_socket_tagged<my_target> socket1; tlm_utils::simple_target_socket_tagged<my_target> socket2;
 SC_CTOR(my_target) : socket1("socket1"), socket2("socket2") {
 socket1.register_b_transport(this, &my_target::b_transport, 1); // Registered with id = 1 socket2.register_b_transport(this, &my_target::b_transport, 2); // Registered with id = 2
 }
 void b_transport(int id, Transaction& trans, sc_time& delay); // May be called with id = 1 or id = 2 ...
 };
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 16.1.4 Multi-sockets
 16.1.4.1 Introduction
 The multi-sockets are a variation on the tagged simple sockets that permit a single socket to be bound tomultiple sockets on other components. In contrast to the tagged simple sockets, which identify throughwhich socket an incoming call arrives, a multi-socket callback is able to identify from which socket onanother component an incoming interface method call arrives, using the multi-port index number as the tag.Unlike the other convenience sockets, the multi-sockets also support hierarchical child-to-parent socketbinding on both the initiator and the target side.
 16.1.4.2 Header file
 The class definitions for the multi-sockets shall be in the header files tlm_utils/multi_passthrough_initiator_socket.h and tlm_utils/multi_passthrough_target_socket.h.
 16.1.4.3 Class definition
 namespace tlm_utils {
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types,unsigned int N=0,sc_core::sc_port_policy POL = sc_core::SC_ONE_OR_MORE_BOUND
 >class multi_passthrough_initiator_socket : public multi_init_base< BUSWIDTH, TYPES, N, POL>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type; typedef tlm::tlm_sync_enum sync_enum_type;typedef multi_init_base<BUSWIDTH, TYPES, N, POL> base_type;typedef typename base_type::base_target_socket_type base_target_socket_type;
 multi_passthrough_initiator_socket();multi_passthrough_initiator_socket(const char* name);~multi_passthrough_initiator_socket();
 void register_nb_transport_bw(MODULE* mod,sync_enum_type (MODULE::*cb)(int, transaction_type&, phase_type&, sc_core::sc_time&));
 void register_invalidate_direct_mem_ptr(MODULE* mod,void (MODULE::*cb)(int, sc_dt::uint64, sc_dt::uint64));
 // Override virtual functions of the tlm_initiator_socket:virtual tlm::tlm_bw_transport_if<TYPES>& get_base_interface();virtual const tlm::tlm_bw_transport_if<TYPES>& get_base_interface() const;
 virtual sc_core::sc_export<tlm::tlm_bw_transport_if<TYPES> >& get_base_export();virtual const sc_core::sc_export<tlm::tlm_bw_transport_if<TYPES> >& get_base_export() const;
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 virtual void bind(base_target_socket_type& s);void operator() (base_target_socket_type& s);
 // SystemC standard callback // multi_passthrough_initiator_socket::before_end_of_elaboration must be called from // any derived classvoid before_end_of_elaboration();
 // Bind multi initiator socket to multi initiator socket (hierarchical bind)virtual void bind(base_type& s);void operator() (base_type& s);
 tlm::tlm_fw_transport_if<TYPES>* operator[](int i); unsigned int size();
 };
 template <typename MODULE,unsigned int BUSWIDTH = 32,typename TYPES = tlm::tlm_base_protocol_types,unsigned int N=0,sc_core::sc_port_policy POL = sc_core::SC_ONE_OR_MORE_BOUND
 >class multi_passthrough_target_socket : public multi_target_base< BUSWIDTH, TYPES, N, POL>{public:
 typedef typename TYPES::tlm_payload_type transaction_type;typedef typename TYPES::tlm_phase_type phase_type;typedef tlm::tlm_sync_enum sync_enum_type;
 typedef sync_enum_type (MODULE::*nb_cb)(int, transaction_type&, phase_type&, sc_core::sc_time&);
 typedef void (MODULE::*b_cb)(int, transaction_type&, sc_core::sc_time&);typedef unsigned int (MODULE::*dbg_cb)(int, transaction_type& txn);typedef bool (MODULE::*dmi_cb)(int, transaction_type& txn, tlm::tlm_dmi& dmi);
 typedef multi_target_base<BUSWIDTH, TYPES, N, POL> base_type;typedef typename base_type::base_initiator_socket_type base_initiator_socket_type;typedef typename base_type::initiator_socket_type initiator_socket_type;
 multi_passthrough_target_socket();multi_passthrough_target_socket(const char* name);~multi_passthrough_target_socket();
 void register_nb_transport_fw (MODULE* mod, nb_cb cb);void register_b_transport (MODULE* mod, b_cb cb);void register_transport_dbg (MODULE* mod, dbg_cb cb);void register_get_direct_mem_ptr (MODULE* mod, dmi_cb cb);
 // Override virtual functions of the tlm_target_socket:virtual tlm::tlm_fw_transport_if<TYPES>& get_base_interface();virtual const tlm::tlm_fw_transport_if<TYPES>& get_base_interface() const;
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 virtual sc_core::sc_export<tlm::tlm_fw_transport_if<TYPES> >& get_base_export();virtual const sc_core::sc_export<tlm::tlm_fw_transport_if<TYPES> >& get_base_export() const;
 // SystemC standard callback // multi_passthrough_target_socket::end_of_elaboration must be called from any derived classvoid end_of_elaboration();
 virtual void bind(base_type& s);void operator() (base_type& s);
 tlm::tlm_bw_transport_if<TYPES>* operator[] (int i);unsigned int size();
 };
 } // namespace tlm_utils
 16.1.4.4 Rules
 a) The base classes multi_init_base and multi_target_base are implementation-defined, and should notbe used directly by applications.
 b) Each constructor shall call the constructor of the corresponding base class passing through the char*argument, if there is one. In the case of the default constructors, the char* argument of the base classconstructor shall be set to sc_gen_unique_name ("multi_passthrough_initiator_socket"), orsc_gen_unique_name ("multi_passthrough_target_socket"), respectively.
 c) Class multi_passthrough_initiator_socket and class multi_passthrough_target_socket each actas multi-sockets; that is, a single initiator socket can be bound to multiple target sockets, and a singletarget socket can be bound to multiple initiator sockets. The two class templates have templateparameters specifying the number of bindings and the port binding policy, which are used within theclass implementation to parameterize the associated sc_port template instantiation.
 d) A single multi_passthrough_initiator_socket can be bound to many tlm_target_sockets and/ormany simple_target_sockets and/or many passthrough_target_sockets and/or manymulti_passthrough_target_sockets. Many tlm_initiator_sockets and/or simple_initiator_socketsand/or multi_passthrough_initiators_sockets can be bound to a singlemulti_passthrough_target_socket.
 e) A multi_passthrough_initiator_socket can be bound hierarchically to exactly one othermulti_passthrough_initiator_socket. A multi_passthrough_target_socket can be boundhierarchically to exactly one other multi_passthrough_target_socket. Other than these twospecific cases, a multi-socket cannot be bound hierarchically to another socket. The multiple bindingcapabilities of multi-sockets do not apply to hierarchical binding but only apply when binding one ormore initiator sockets to one or more target sockets.
 f) The implementation of each operator() shall achieve its effect by calling the corresponding virtualmethod bind.
 g) The binding operators can only be used in the direction initiator-socket-to-target-socket. In otherwords, unlike classes tlm_target_socket and simple_target_socket, classmulti_passthrough_target_socket does not have operators to bind a target socket to an initiatorsocket.
 h) In the case of hierarchical binding (Figure 36), an initiator multi-socket of a child module shall bebound to an initiator multi-socket of a parent module, and a target multi-socket of a parent modulebound to a target multi-socket of a child module. This is consistent with the initiator-to-target bind-ing direction rule given above.
 i) If an object of class multi_passthrough_initiator_socket or multi_passthrough_target_socket isbound multiple times, then the method operator[] can be used to address the corresponding object
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 to which the socket is bound. The index value is determined by the order in which the methods bindor operator() were called to bind the sockets. This same index value is used to determine the id tagpassed to a callback.
 j) For example, consider a multi_passthrough_initiator_socket bound to two separate targets. Thecalls socket[0]->nb_transport_fw(...) and socket[1]->nb_transport_fw() would address the twotargets, and incoming nb_transport_bw() method calls from those two targets would carry the tags0 and 1, respectively.
 k) The method size shall return the number of socket instances to which the current multi-socket hasbeen bound. As for SystemC multi-ports, if size is called during elaboration and before the callbackend_of_elaboration, the value returned is implementation-defined because the time at which portbinding is completed is implementation-defined.
 l) In the absence of hierarchical binding to a multi-socket on a child module, a target should registerb_transport and nb_transport_fw callbacks with a target multi-socket. Not doing so will result ina run-time error if and only if the corresponding method is called.
 m) In the absence of hierarchical binding to a multi-socket on a child module, a target is not obliged toregister a transport_dbg callback with a target multi-socket, in which case an incomingtransport_dbg call shall return with a value of 0.
 n) In the absence of hierarchical binding to a multi-socket on a child module, a target is not obliged toregister a get_direct_mem_ptr callback with a target multi-socket, in which case an incomingget_direct_mem_ptr call shall return with a value of false.
 o) In the absence of hierarchical binding to a multi-socket on a child module, an initiator shouldregister an nb_transport_bw callback with an initiator multi-socket. Not doing so will result in arun-time error if and only if the nb_transport_bw method is called.
 p) In the absence of hierarchical binding to a multi-socket on a child module, an initiator is not obligedto register an invalidate_direct_mem_ptr callback with an initiator multi-socket, in which case anincoming invalidate_direct_mem_ptr call shall be ignored.
 Example:
 // Initiator component with a multi-socketstruct Initiator: sc_module{
 tlm_utils::multi_passthrough_initiator_socket<Initiator> socket;
 SC_CTOR(Initiator) : socket("socket") {// Register callback methods with socketsocket.register_nb_transport_bw(this, &Initiator::nb_transport_bw);socket.register_invalidate_direct_mem_ptr(this, &Initiator::invalidate_direct_mem_ptr);...
 };
 struct Initiator_parent: sc_module{
 tlm_utils::multi_passthrough_initiator_socket<Initiator_parent> socket;Initiator *initiator;
 SC_CTOR(Initiator_parent) : socket("socket") {initiator = new Initiator("initiator");// Hierarchical binding of initiator socket on child to initiator socket on parentinitiator->socket.bind( socket );
 }};
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 Figure 36—Hierarchical binding of multi-sockets
 struct Target: sc_module{
 tlm_utils::multi_passthrough_target_socket<Target> socket;
 SC_CTOR(Target) : socket("socket") {// Register callback methods with socketsocket.register_nb_transport_fw( this, &Target::nb_transport_fw);socket.register_b_transport( this, &Target::b_transport);socket.register_get_direct_mem_ptr(this, &Target::get_direct_mem_ptr);socket.register_transport_dbg( this, &Target::transport_dbg);...
 };
 // Target component with a multi-socketstruct Target_parent: sc_module{
 tlm_utils::multi_passthrough_target_socket<Target_parent> socket;Target *target;
 SC_CTOR(Target_parent) : socket("socket") {target = new Target("target");// Hierarchical binding of target socket on parent to target socket on childsocket.bind( target->socket );
 }};
 Initiatorchild module
 Initiator_parent
 Targetchild module
 Target_parent
 Initiatorchild module
 Initiator_parent
 Targetchild module
 Target_parent
 multi_passthrough_initiator_socket multi_passthrough_target_socket
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 SC_MODULE(Top){
 Initiator_parent *initiator1;Initiator_parent *initiator2;Target_parent *target1;Target_parent *target2;
 SC_CTOR(Top){
 // Instantiate two initiator and two target componentsinitiator1 = new Initiator_parent("initiator1");initiator2 = new Initiator_parent("initiator2");target1 = new Target_parent ("target1");target2 = new Target_parent ("target2");
 // Bind two initiator multi-sockets to two target multi-socketsinitiator1->socket.bind( target1->socket );initiator1->socket.bind( target2->socket );initiator2->socket.bind( target1->socket );initiator2->socket.bind( target2->socket );
 }};
 16.2 Quantum keeper
 16.2.1 Introduction
 Temporal decoupling permits SystemC processes to run ahead of simulation time for an amount of timeknown as the time quantum (see Clause 12 and Figure 37).
 The utility class tlm_quantumkeeper provides a set of methods for managing and interacting with the timequantum. When using temporal decoupling, use of the quantum keeper is recommended in order to maintaina consistent coding style. However, it is straightforward in principle to implement temporal decouplingdirectly in SystemC. Whether or not the utility class tlm_quantumkeeper is used, all temporally decoupledmodels should reference the global quantum maintained by the class tlm_global_quantum.
 Class tlm_quantumkeeper is in namespace tlm_utils.
 For a general description of temporal decoupling, see 10.3.2.
 For a description of timing annotation, see 11.1.3.
 16.2.2 Header file
 The class definitions for the quantum keeper shall be in the header file tlm_utils/tlm_quantumkeeper.h.
 16.2.3 Class definition
 namespace tlm_utils {
 class tlm_quantumkeeper{public:
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 static void set_global_quantum( const sc_core::sc_time& );static const sc_core::sc_time& get_global_quantum();
 tlm_quantumkeeper();virtual ~tlm_quantumkeeper();
 virtual void inc( const sc_core::sc_time& );virtual void set( const sc_core::sc_time& );virtual sc_core::sc_time get_current_time() const;virtual sc_core::sc_time get_local_time();
 virtual bool need_sync() const;virtual void sync();
 void set_and_sync(const sc_core::sc_time& t){
 set(t);if (need_sync())
 sync();}
 virtual void reset(); protected:
 virtual sc_core::sc_time compute_local_quantum();};
 } // namespace tlm_utils
 16.2.4 General guidelines for processes using temporal decoupling
 a) For maximum simulation speed, all initiators should use temporal decoupling, and the number ofother runnable SystemC processes should be zero or minimized.
 b) In an ideal scenario, the only runnable SystemC processes will belong to temporally decoupledinitiators, and each process will run ahead to the end of its time quantum before yielding to theSystemC kernel.
 c) A temporally decoupled initiator is not obliged to use a time quantum if communication with otherprocesses is explicitly synchronized. Where a time quantum is used, it should be chosen to be lessthan the typical communication interval between initiators; otherwise, important processinteractions may be lost, and the model may be broken.
 d) Yield means call wait in the case of a thread process, or return from the function in the case of amethod process.
 e) Temporal decoupling runs in the context of the standard SystemC simulation kernel, so events canbe scheduled, processes suspended and resumed, and loosely-timed models can be mixed with othercoding styles.
 f) There is no obligation for every initiator to use temporal decoupling. Processes with and withouttemporal decoupling can be mixed. However, any process that is not temporally decoupled is likelyto become a simulation speed bottleneck.
 g) Each temporally decoupled initiator may accumulate any local processing delays andcommunication delays in a local variable, referred to in this clause as the local time offset. It isrecommended that the quantum keeper should be used to maintain the local time offset.
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 h) Calls to the sc_time_stamp method will return the simulation time as it was at or near the start ofthe current time quantum.
 Figure 37—QuantumKeeper terminology
 i) The local time offset is unknown to the SystemC scheduler. When using the transport interfaces, thelocal time offset should be passed as an argument to the b_transport or nb_transport methods.
 j) Use of the nb_transport method with temporal decoupling and the quantum keeper is not ruled out,but it is not usually advantageous because the speed advantage to be gained from temporaldecoupling would be nullified by the high degree of inter-process communication inherent in theapproximately-timed coding style.
 k) The order in which processes resume within the quantum is under the control of the SystemCscheduler and, by the rules of SystemC, is indeterminate. In the absence of any explicitsynchronization mechanism, if a variable is modified by one such process and read by another, thevalue to be read will be indeterminate. The new value may become available in the current quantumor the next quantum, assuming it only changes relatively infrequently compared to the quantumlength, and the application would need to be tolerant of precisely when the new value becomesavailable. If this is not the case, the application should guard the variable access with an appropriatesynchronization mechanism.
 l) Any access to a variable or object from a temporally decoupled process will give the value it had atthe start of the current time quantum unless it has been modified by the current process or by anothertemporally decoupled process that has already run in the current quantum. In particular, anysc_signal accessed from a temporally decoupled process will have the same value it had at the startof the current time quantum. This is a consequence of the fact that conventional SystemC simulationtime (as returned by sc_time_stamp) does not advance within the quantum.
 16.2.5 Class tlm_quantumkeeper
 a) The constructor shall set the local time offset to SC_ZERO_TIME but shall not call the virtualmethod compute_local_quantum. Because the constructor does not calculate the local quantum, anapplication should call the method reset immediately after constructing a quantum keeper object.
 Global quantum Global quantum
 Local time offset
 Effective
 Local time offset
 sc_time_stamp()Time
 Initiator 1, first to run in 2nd quantum
 Initiator 2, currently running
 Initiator 3, not yet run in 2nd quantum
 local time
 Effectivelocal time
 Integer multiple ofglobal quantum
 Local quantum
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 b) The implementation of class tlm_quantumkeeper shall not create a static object of class sc_time,but the constructor may create objects of class sc_time. This implies that an application may callfunction sc_core::sc_set_time_resolution before, and only before, constructing the first quantumkeeper object.
 c) The method set_global_quantum shall set the value of the global quantum to the value passed as anargument, but it shall not modify the local quantum. The method get_global_quantum shall returnthe current value of the global quantum. After calling set_global_quantum, it is recommended tocall the method reset to recalculate the local quantum.
 d) The method get_local_time shall return the value of the local time offset.
 e) The method get_current_time shall return the value of the effective local time, that is,sc_time_stamp() + local_time_offset.
 f) The method inc shall add the value passed as an argument to the local time offset.
 g) The method set shall set the value of the local time offset to the value passed as an argument.
 h) The method need_sync shall return the value true if and only if the local time offset is greater thanthe local quantum.
 i) The method sync shall call wait( local_time_offset ) to suspend the process until simulation timeequals the effective local time, and shall then call method reset.
 j) The method set_and_sync is a convenience method to call set, need_sync, and sync in sequence. Itshould not be overridden.
 k) The method reset shall call the method compute_local_quantum and shall set the local time offsetback to SC_ZERO_TIME.
 l) The method compute_local_quantum of class tlm_quantumkeeper shall call the methodcompute_local_quantum of class tlm_global_quantum, but it may be overridden in order tocalculate a smaller value for the local quantum.
 m) The class tlm_quantumkeeper should be considered the default implementation for the quantumkeeper. Applications may derive their own quantum keeper from class tlm_quantumkeeper andoverride the method compute_local_quantum, but this is unusual.
 n) When the local time offset is greater than or equal to the local quantum, the process should yield tothe kernel. It is strongly recommended that the process does this by calling the sync method.
 o) There is no mechanism to enforce synchronization at the end of the time quantum. It is theresponsibility of the initiator to check need_sync and call sync as needed.
 p) The b_transport method may itself yield such that the value of sc_time_stamp can be differentbefore and after the call. The value of the local time offset and any timing annotations are alwaysexpressed relative to the current value of sc_time_stamp. On return from b_transport ornb_transport_fw, it is the responsibility of the initiator to set the local time offset of the quantumkeeper by calling the set method, and then to check for synchronization by calling the need_syncmethod.
 q) If an initiator needs to synchronize before the end of the time quantum; that is, if an initiator needs tosuspend execution so that simulation time can catch up with the local time, it may do so by callingthe sync method or by explicitly waiting on an event. This gives any other processes the chance toexecute, and it is known as synchronization-on-demand.
 r) Making frequent calls to sync will reduce the effectiveness of temporal decoupling.
 Example:
 struct Initiator: sc_module // Loosely-timed initiator{
 tlm_utils::simple_initiator_socket<Initiator> init_socket;
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 tlm_utils::tlm_quantumkeeper m_qk; // The quantum keeper
 SC_CTOR(Initiator) : init_socket("init_socket") {SC_THREAD(thread); // The initiator process...m_qk.set_global_quantum( sc_time(1, SC_US) ); // Replace the global quantumm_qk.reset(); // Re-calculate the local quantum
 }
 void thread() {tlm::tlm_generic_payload trans;sc_time delay;trans.set_command(tlm::TLM_WRITE_COMMAND);trans.set_data_length(4);
 for (int i = 0; i < RUN_LENGTH; i += 4) {int word = i;trans.set_address(i);trans.set_data_ptr( (unsigned char*)(&word) );
 delay = m_qk.get_local_time(); // Annotate b_transport with local timeinit_socket->b_transport(trans, delay );qk.set( delay ); // Update qk with time consumed by target
 m_qk.inc( sc_time(100, SC_NS) ); // Further time consumed by initiatorif ( m_qk.need_sync() ) m_qk.sync(); // Check local time against quantum
 }}...
 };
 16.3 Payload event queue
 16.3.1 Introduction
 A payload event queue (PEQ) is a class that maintains a queue of SystemC event notifications, where eachnotification carries an associated transaction object. Each transaction is written into the PEQ annotated witha delay, and each transaction emerges from the back of the PEQ at a time calculated from the currentsimulation time plus the annotated delay.
 Two payload event queues are provided as utilities. As well as being useful in their own right, the PEQ is ofconceptual relevance in understanding the semantics of timing annotation with the approximately-timedcoding style. However, it is possible to implement approximately-timed models without using the specificpayload event queues given here. In an approximately-timed model, it is often appropriate for the recipientof a transaction passed using nb_transport to put the transaction into a PEQ with the annotated delay. ThePEQ will schedule the timing point associated with the nb_transport call to occur at the correct simulationtime.
 Transactions are inserted into a PEQ by calling the notify method of the PEQ, passing a delay as anargument. There is also a notify method that schedules an immediate notification. The delay is added to thecurrent simulation time (sc_time_stamp) to calculate the time at which the transaction will emerge from theback end of the PEQ. The scheduling of the events is managed internally using a SystemC timed eventnotification, exploiting the property of class sc_event that if the notify method is called while there is a
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 notification pending, the notification with the earliest simulation time will remain while the other notification getscancelled.
 Transactions emerge in different ways from the two PEQ variants. In the case of peq_with_get, the methodget_event returns an event that is notified whenever a transaction is ready to be retrieved. The methodget_next_transaction should be called repeatedly to retrieve any available transactions one at a time.
 In the case of peq_with_cb_and_phase, a callback method is registered as a constructor argument, and thatmethod is called as each transaction emerges. This particular PEQ carries both a transaction object and a phaseobject with each notification, and both are passed as arguments to the callback method.
 For an example, see 15.1.
 16.3.2 Header file
 The class definitions for the two payload event queues shall be in the header files tlm_utils/peq_with_get.h andtlm_utils/peq_with_cb_and_phase.h.
 16.3.3 Class definition
 namespace tlm_utils {
 template <class PAYLOAD>class peq_with_get : public sc_core::sc_object{public:
 typedef PAYLOAD transaction_type;
 peq_with_get(const char* name);
 void notify( transaction_type& trans, const sc_core::sc_time& t );void notify( transaction_type& trans );
 transaction_type* get_next_transaction();sc_core::sc_event& get_event();void cancel_all();
 };
 template<typename OWNER, typename TYPES=tlm::tlm_base_protocol_types>class peq_with_cb_and_phase : public sc_core::sc_object{public:
 typedef typename TYPES::tlm_payload_type tlm_payload_type;typedef typename TYPES::tlm_phase_type tlm_phase_type;typedef void (OWNER::*cb)(tlm_payload_type&, const tlm_phase_type&);
 peq_with_cb_and_phase(OWNER* , cb );peq_with_cb_and_phase(const char* , OWNER* , cb);~peq_with_cb_and_phase();
 void notify ( tlm_payload_type& , const tlm_phase_type& , const sc_core::sc_time& );void notify ( tlm_payload_type& , const tlm_phase_type& );void cancel_all();
 };
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 } // namespace tlm_utils
 16.3.4 Rules
 a) The notify method shall insert a transaction into the PEQ. The transaction shall emerge from thePEQ at time t1 + t2, where t1 is the value returned from sc_time_stamp() at the time notify iscalled, and t2 is the value of the sc_time argument to notify. In the case of immediate notification,the transaction shall emerge in the current evaluation phase of the SystemC scheduler.
 b) Transactions may be queued in any order and emerge in the order given by the previous rule.Transactions do not necessarily emerge in the order in which they were inserted.
 c) There is no limit to the number of transactions that may be in the PEQ at any given time.
 d) If several transactions are queued to emerge at the same time, they shall all emerge in the sameevaluation phase (that is, the same delta cycle) in the order in which they were inserted.
 e) The cancel_all method shall immediately remove all queued transactions from the PEQ, effectivelyrestoring the PEQ to the state it had immediately after construction. This is the only way to removetransactions from a PEQ.
 f) The PAYLOAD template argument to class peq_with_get shall be the name of the transaction typeused by the PEQ.
 g) The get_event method shall return a reference to an event that is notified when the next transactionis ready to emerge from the PEQ. If more than one transaction is ready to emerge in the sameevaluation phase (that is, in the same delta cycle), the event is notified once only.
 h) The get_next_transaction method shall return a pointer to a transaction object that is ready toemerge from the PEQ, and shall remove the transaction object from the PEQ. If a transaction is notretrieved from the PEQ in the evaluation phase in which the corresponding event notification occurs,it will still be available for retrieval on a subsequent call to get_next_transaction at the current timeor at a later time.
 i) If there are no more transactions to be retrieved in the current evaluation phase,get_next_transaction shall return a null pointer.
 j) The TYPES template argument to class peq_with_cb_and_phase shall be the name of the protocoltraits class containing the transaction and phase types used by the PEQ.
 k) The OWNER template argument to class peq_with_cb_and_phase shall be the type of the class ofwhich the PEQ callback method is a member. This will usually be the parent module of the PEQinstance.
 l) The OWNER* argument to the constructor peq_with_cb_and_phase shall be a pointer to theobject of which the PEQ callback method is a member. This will usually be the parent module of thePEQ instance.
 m) The cb argument to the constructor peq_with_cb_and_phase shall be the name of the PEQ callbackmethod, which shall be a member function.
 n) The implementation of class peq_with_cb_and_phase shall call the PEQ callback methodwhenever a transaction object is ready to emerge from the PEQ. The first argument of the callback isa reference to the transaction object and the second argument a reference to the phase object, aspassed to the corresponding notify method.
 o) The implementation shall call the PEQ callback method from a SystemC method process, so thecallback method shall be non-blocking.
 p) The implementation shall only call the PEQ callback method once for each transaction. After callingthe PEQ callback method, the implementation shall remove the transaction object from the PEQ.The PEQ callback method may be called multiple times in the same evaluation phase.
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 16.4 Instance-specific extensions
 16.4.1 Introduction
 The generic payload contains an array of pointers to extension objects such that each transaction object cancontain at most one instance of each extension type. This mechanism alone does not directly permit multipleinstances of the same extension to be added to a given transaction object. This clause describes a set ofutilities that provide instance-specific extensions, that is, multiple extensions of the same type added to asingle transaction object.
 An instance-specific extension type is created using a class template instance_specific_extension, used in asimilar manner to class tlm_extension. Unlike tlm_extension, applications are not required or permitted toimplement virtual clone and copy_from methods. The access methods are restricted to set_extension,get_extension, clear_extension, and resize_extensions. Automatic deletion of instance-specific extensionsis not supported, so a component calling set_extension should also call clear_extension. As for classtlm_extension, method resize_extensions need only be called if a transaction object is constructed duringstatic initialization.
 An instance-specific extension is accessed using an object of type instance_specific_extension_accessor.This class provides a single method operator() that returns a proxy object through which the access methodscan be called. Each object of type instance_specific_extension_accessor gives access to a distinct set ofextension objects, even when used with the same transaction object.
 In the class definition in 16.4.3, terms in italics are implementation-defined names that should not be useddirectly by an application.
 16.4.2 Header file
 The class definitions for the instance-specific extensions shall be in the header file tlm_utils/instance_specific_extensions.h
 16.4.3 Class definition
 namespace tlm_utils {
 template <typename T>class instance_specific_extension : public implementation-defined {public:
 virtual ~instance_specific_extension();};
 template<typename U>class proxy {public:
 template <typename T> T* set_extension( T* );template <typename T> void get_extension( T*& ) const;template <typename T> void clear_extension( const T* );void resize_extensions();
 };
 class instance_specific_extension_accessor {public:
 instance_specific_extension_accessor();
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 template<typename T> proxy< implementation-defined >& operator() ( T& );
 };
 } // namespace tlm_utils
 Example:
 struct my_extn : tlm_utils::instance_specific_extension<my_extn> {
 int num; // User-defined extension attribute
 };
 struct Interconnect: sc_module
 {
 tlm_utils::simple_target_socket<Interconnect> targ_socket;
 tlm_utils::simple_initiator_socket<Interconnect> init_socket;
 ...
 tlm_utils::instance_specific_extension_accessor accessor;
 static int count;
 virtual tlm::tlm_sync_enum nb_transport_fw(
 tlm::tlm_generic_payload& trans, tlm::tlm_phase& phase, sc_time& delay )
 {
 my_extn* extn;
 accessor(trans).get_extension(extn); // Get existing extension
 if (extn) {
 accessor(trans).clear_extension(extn); // Delete existing extension
 } else {
 extn = new my_extn;
 extn->num = count++;
 accessor(trans).set_extension(extn); // Add new extension
 }
 return init_socket->nb_transport_fw( trans, phase, delay );
 } ...
 };
 ... SC_CTOR(Top) {
 // Transaction object passes through two instances of Interconnect
 interconnect1 = new Interconnect("interconnect1");
 interconnect2 = new Interconnect("interconnect2");
 interconnect1->init_socket.bind( interconnect2->targ_socket );
 ...
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 17. TLM-1 Message passing interface and analysis ports
 The TLM-1 message passing interface comprises the blocking and non-blocking put, get, peek, transport,write, and analysis interfaces, the tlm_fifo channel, the analysis port, and the analysis fifo. The TLM-1transport interface is distinct from the TLM-2.0 transport interface.
 17.1 Put, get, peek, and transport interfaces
 17.1.1 Description
 The TLM-1 message passing interfaces are fundamentally different from the TLM-2 core interfaces in thefollowing sense: Whereas the TLM-2 core interfaces pass a transaction object by reference and the lifetimeof that transaction object may span multiple interface method calls, the TLM-1 interfaces implementmessage-passing semantics. With TLM-1 message passing semantics, the intent is that there should be noshared memory between caller and callee, and that the message-passing abstraction implemented by TLM-1interface method calls should hide any internal state changes in one SystemC module from any othermodule. The TLM-1 blocking interfaces realize synchronous message passing, and the TLM-1 non-blockinginterfaces realize asynchronous message passing.
 TLM-1 message-passing, which equates to transaction-passing, is unidirectional. The TLM-1 bidirectionaltransport interface can be considered to be composed of two unidirectional message channels that passseparate messages in opposing directions. At an abstract level, the intent is that the recipient of a transaction(whether that transaction is passed using put or get) should receive the exact same value as was sent.Message passing systems would typically implement this requirement using strict pass-by-value semantics.However, TLM-1 uses so-called effective pass-by-value semantics, whereby although a transaction may insome cases be passed by reference, neither the caller nor the callee is permitted to modify the transactionobject once it has been assigned by the sender.
 TLM-1 imposes a further constraint to ensure the integrity of the message-passing semantics. The data typeof the transaction object should support deep copy semantics such that if a copy is taken using C++initialization (copy constructor) or assignment, then a subsequent modification to the copy should notmodify the original transaction object. In other words, if the transaction object contains any pointers orreferences to shared memory outside of itself, this standard does not specify the ownership, lifetime, access,or update rules for such shared memory locations. Hence, the responsibility for the use of any such sharedmemory lies entirely with the application and should be carefully documented.
 In what follows, the term sender means the caller in the case of method put, or the callee in the case ofmethods get or peek, and the term recipient means the callee in the case of put, or the caller in the case ofget of peek. In the case of method transport, the caller is the sender of the request and the recipient of theresponse, whereas the callee is the recipient of the request and the sender of the response.
 The transaction object is the object passed as an argument to the method put, nb_put, nb_get, nb_peek, ortransport, or as the return value from the method get, peek, or transport.
 17.1.2 Class Definition
 namespace tlm {
 template<class T>class tlm_tag {};
 // Uni-directional blocking interfacestemplate < typename T >
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 class tlm_blocking_put_if : public virtual sc_core::sc_interface{public:
 virtual void put( const T &t ) = 0;};
 template < typename T >class tlm_blocking_get_if : public virtual sc_core::sc_interface{public:
 virtual T get( tlm_tag<T> *t = 0 ) = 0;virtual void get( T &t ) { t = get(); }
 };
 template < typename T >class tlm_blocking_peek_if : public virtual sc_core::sc_interface{public:
 virtual T peek( tlm_tag<T> *t = 0 ) const = 0;virtual void peek( T &t ) const { t = peek(); }
 };
 // Uni-directional non blocking interfacestemplate < typename T >class tlm_nonblocking_put_if : public virtual sc_core::sc_interface{public:
 virtual bool nb_put( const T &t ) = 0;virtual bool nb_can_put( tlm_tag<T> *t = 0 ) const = 0;virtual const sc_core::sc_event &ok_to_put( tlm_tag<T> *t = 0 ) const = 0;
 };
 template < typename T >class tlm_nonblocking_get_if : public virtual sc_core::sc_interface{public:
 virtual bool nb_get( T &t ) = 0;virtual bool nb_can_get( tlm_tag<T> *t = 0 ) const = 0;virtual const sc_core::sc_event &ok_to_get( tlm_tag<T> *t = 0 ) const = 0;
 };
 template < typename T >class tlm_nonblocking_peek_if : public virtual sc_core::sc_interface{public:
 virtual bool nb_peek( T &t ) const = 0;virtual bool nb_can_peek( tlm_tag<T> *t = 0 ) const = 0;virtual const sc_core::sc_event &ok_to_peek( tlm_tag<T> *t = 0 ) const = 0;
 };
 // Uni-directional combined blocking and non blocking interfacestemplate < typename T >class tlm_put_if :
 public virtual tlm_blocking_put_if< T > ,
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 public virtual tlm_nonblocking_put_if< T > {};
 template < typename T >class tlm_get_if :
 public virtual tlm_blocking_get_if< T > ,public virtual tlm_nonblocking_get_if< T > {};
 template < typename T >class tlm_peek_if :
 public virtual tlm_blocking_peek_if< T > ,public virtual tlm_nonblocking_peek_if< T > {};
 // Uni-directional combined get-peek interfacestemplate < typename T >class tlm_blocking_get_peek_if :
 public virtual tlm_blocking_get_if<T> ,public virtual tlm_blocking_peek_if<T> {};
 template < typename T >class tlm_nonblocking_get_peek_if :
 public virtual tlm_nonblocking_get_if<T> ,public virtual tlm_nonblocking_peek_if<T> {};
 template < typename T >class tlm_get_peek_if :
 public virtual tlm_get_if<T> ,public virtual tlm_peek_if<T> ,public virtual tlm_blocking_get_peek_if<T> ,public virtual tlm_nonblocking_get_peek_if<T> {};
 // Bidirectional blocking transport interfacetemplate < typename REQ , typename RSP >class tlm_transport_if : public virtual sc_core::sc_interface{public:
 virtual RSP transport( const REQ& ) = 0;virtual void transport( const REQ& req , RSP& rsp ) { rsp = transport( req ); }
 };
 } // namespace tlm
 17.1.3 Blocking versus non-blocking interfaces
 a) The methods put, get, peek, and transport are blocking interface methods.
 b) The methods nb_put, nb_can_put, ok_to_put, nb_get, nb_can_get, ok_to_get, nb_peek,nb_can_peek, and ok_to_peek are non-blocking interface methods.
 c) Blocking interface methods may call wait, directly or indirectly.
 d) Blocking interface methods shall not be called from a method process.
 e) Non-blocking interface methods shall not call wait, directly or indirectly.
 f) Non-blocking interface methods may be called from a thread process or from a method process.
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 17.1.4 Blocking put, get, peek, and transport
 a) Consecutive calls to the put method and consecutive calls to the get method (through the same portor export) shall represent distinct transaction instances, regardless of whether or not the sametransaction object is passed on each occasion. In other words, on each call to put, the caller shallpass the next transaction in sequence, and on each return from get, the callee shall return the nexttransaction in sequence.
 b) The put method shall not return until the recipient has accepted the transaction object, that is, untilthe transaction object has been executed, copied, or passed downstream by the recipient. In otherwords, on return from the put method, the caller can assume that the callee has completed whateverprocessing of the transaction object was appropriate at that stage. The transaction may be executedwithin the body of the put method, or the put method may take a copy of the transaction object forsubsequent processing. In either case, the caller may attempt to send the next transactionimmediately.
 c) The get method shall not return until the next transaction object is ready to be returned. In otherwords, on return from the get method, the caller can assume that the callee is returning a validtransaction object ready to be processed, and the caller may attempt to get the next transactionimmediately.
 d) The peek method shall not return until the next transaction object is ready to be returned. However,unlike the get method, the peek method shall not remove the transaction from the callee. In otherwords, consecutive calls to peek (through the same port or export and with no intervening call toget) shall return the same transaction object representing the same transaction instance. Similarly, acall to peek followed by a single call to get shall each return the same transaction objectrepresenting the same transaction instance.
 e) The transport method shall combine two unidirectional transactions: a request object sent fromcaller to callee and a response object sent from callee to caller. The implementation of the transportmethod shall be semantically equivalent to a call to put that passes the request object followed by acall to get that returns the corresponding response object. The response object returned by the calleeshall represent the response of the callee to the given request object. In other words, the entireround-trip transaction shall be executed in a single call to the transport method.
 17.1.5 Non-blocking interface methods
 a) The non-blocking interface methods each depend on being able to determine whether or not thecallee is ready to accept (in the case of nb_put) or to return (in the case of nb_get and nb_peek) thenext transaction immediately, that is, as part of the execution of the current non-blocking methodcall. If the callee is able to respond immediately, then the non-blocking method (nb_put,nb_can_put, nb_get, nb_can_get, nb_peek, or nb_can_peek) shall return the value true.Otherwise, the non-blocking method shall return the value false, and shall not accept or return thenext transaction.
 b) If the interface methods nb_put, nb_get or nb_peek return the value true, they shall each behave aswould the corresponding blocking methods put, get or peek, respectively, except that they shallreturn immediately without calling wait.
 c) If the interface methods nb_put, nb_can_put, nb_get, nb_can_get, nb_peek, or nb_can_peekreturn the value false, they shall each return immediately without accepting or returning atransaction. In other words, they shall not modify the state of the callee with respect to sending orreceiving transactions using the particular port or export through which they are called.
 d) The interface methods nb_put and nb_can_put shall each return the same value (true or false) ifcalled in place of one another at a given time through a given port or export. The return value shallnot depend on the value of the transaction object passed as an argument.
 e) Similarly, the interface methods nb_get, nb_can_get, nb_peek, and nb_can_peek shall each returnthe same value (true or false) if called in place of one another at a given time through a given port or
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 export. In other words, it is not permitted that a callee would return true for nb_get but false fornb_can_get, and vice versa, or true for nb_can_get but false for nb_can_peek, and vice versa.
 f) The interface methods ok_to_put, ok_to_get, and ok_to_peek shall each return an sc_event that isnotified by the callee whenever the callee becomes ready to accept or to return the next transaction.The intent is that the notification of this event can act as a cue to the caller to attempt to put, get, orpeek the next transaction by calling one of the corresponding non-blocking interface methodsthrough the same port or export. However, the caller cannot assume that a non-blocking interfacemethod would necessarily return the value true immediately following the notification of one ofthese events: The caller is still obliged to check the value returned from the non-blocking interfacemethod.
 g) There is no obligation that the corresponding blocking and non-blocking interface methods haveconsistent behavior when called through the same port or export in place of one another, although itis recommended that they do. For example, in circumstances where put would return immediately, acall to nb_put or nb_can_put should normally return true, although it is not obliged to do so.Similarly, in circumstances where put would call wait, a call to nb_put or nb_can_put shouldnormally return false, although again it is not obliged to do so.
 17.1.6 Argument passing and transaction lifetime
 a) The argument of type tlm_tag<T>* may be used by the caller to differentiate between templateinstances in the case where there exist multiple instantiations of a TLM-1 interface that differ only intheir transaction type. The caller is not obliged to provide a value for this argument except asrequired by the C++ language rules to disambiguate the method call. The body of the interfacemethod shall not use this argument.
 b) In the case of the interface methods put, nb_put, and transport, which pass a transaction object asa const reference argument (of type const T&, where T is a class template parameter), the callershall initialize or assign the value of the transaction object passed as the actual argument (the one-and-only argument to put and nb_put and the first argument to transport) with a value representingthe transaction instance being sent before executing the method call.
 c) In the case of the interface methods get, peek, nb_get, nb_peek, and transport, which return atransaction object though a non-const reference argument (of type T&, where T is a class templateparameter), the callee shall (for get, peek, transport) or may (for nb_get, nb_peek) assign a valueto the formal argument representing the transaction instance being returned.
 d) In either case, subsequent to initializing or assigning a value to the actual or formal argument,respectively, neither caller nor callee shall modify the value of this transaction object (directly orindirectly) until after the return from the interface method call, bearing in mind that in some casesthe method call may block and that there may exist concurrent SystemC processes (within the calleror the callee) with access to the actual or formal argument that may execute while the interfacemethod itself is suspended.
 e) In the case of the interface methods get, peek, and transport that have a non-void return type, thetransaction object is returned by value, so the issue of modifying the transaction object during themethod call does not arise.
 f) The lifetime of a transaction object passed to a TLM-1 interface method is determined by the rulesof the C++ language, remembering that a transaction object is either passed as a reference argumentto an interface method call or is returned by value from an interface method call.
 g) A transaction object passed as an argument to a TLM-1 interface method shall represent a validtransaction instance from the point when the corresponding actual or formal argument is initializedor assigned a value representing the transaction instance to the point following the return from theinterface method call. For example, in the case of transport, the request object is valid from thepoint when it is initialized or assigned a value prior to the call to transport to the point following thereturn from transport, and the response object is valid from the point when the formal argument isassigned a value within the implementation of transport to the point following the return from
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 transport. (This standard does not define any obligations regarding the validity of the transactionobject beyond this point. In other words, the transaction object is valid on return from the interfacemethod call, but it is up to each application to determine the fate of the transaction object from thatpoint on.)
 h) The recipient of a transaction may take a copy of the transaction object for subsequent processing, inwhich case the application shall be responsible for ensuring that the copy is destroyed when it is nolonger needed.
 17.1.7 Constraints on the transaction data type
 a) The intent of the recommendation below is to ensure the integrity of the message-passing semanticsbetween sender and recipient, and to exclude the possibility of communication through sharedmemory.
 b) If a transaction object contains pointers or references, the recipient of the transaction should notmodify the contents of the storage accessible through those pointers or references.
 c) The data type of the transaction object should have deep copy semantics such that if the recipienttakes a copy of the actual or formal argument that represents the transaction (using C++initialization or assignment), any subsequent modification to the copy should not modify theoriginal.
 d) The above constraint could be met in various ways. For example, the transaction object data typecould implement copy-on-write semantics such that the original transaction and the copy both haveinternal pointers to an area of shared memory, but any assignment to either object causes a separatecopy to be made.
 e) The application shall provide a destructor for any transaction class that has non-trivial destructionsemantics (such as a transaction with non-trivial deep copy semantics). The application shall beresponsible for ensuring that each transaction object is destroyed when it is no longer required.
 f) If the transaction object data type does not adhere to the above constraints, for example, if it createsshallow copies of pointers, then it is the responsibility of the application to ensure that anappropriate communication protocol is followed to ensure message-passing semantics.
 17.2 TLM-1 fifo interfaces
 17.2.1 Description
 Class tlm_fifo_debug_if is an interface proper that provides debug access to a tlm_fifo. Classtlm_fifo_put_if and tlm_fifo_get_if are interfaces proper that combine the tlm_fifo_debug_if with thetlm_put_if and the tlm_get_peek_if, respectively. Each of these three interfaces is implemented by thepredefined channel tlm_fifo.
 17.2.2 Class Definition
 namespace tlm {
 // Fifo debug interfacetemplate< typename T >class tlm_fifo_debug_if : public virtual sc_core::sc_interface{public:
 virtual int used() const = 0;virtual int size() const = 0;virtual void debug() const = 0;
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 virtual bool nb_peek( T & , int n ) const = 0;virtual bool nb_poke( const T & , int n = 0 ) = 0;
 };
 // Fifo interfacestemplate < typename T >class tlm_fifo_put_if :
 public virtual tlm_put_if<T> ,public virtual tlm_fifo_debug_if<T> {};
 template < typename T >class tlm_fifo_get_if :
 public virtual tlm_get_peek_if<T> ,public virtual tlm_fifo_debug_if<T> {};
 } // namespace tlm
 17.2.3 Member functions
 The following member functions are all pure virtual functions. The descriptions refer to the expecteddefinitions of the functions when overridden in a channel that implements this interface. The precisesemantics will be channel-specific.
 Member function used shall return the number of items currently available to be retrieved from the fifousing get or nb_get.
 Member function size shall return the current size of the fifo, that is, the maximum number of items that thefifo can hold at any instant.
 Member function debug shall print diagnostic information pertaining to the current state of the fifo tostandard output.
 Member function nb_peek shall return a reference to the item at a given position in the fifo, where position0 holds the item that will next be retrieved by get or nb_get, and position used()-1 holds the item mostrecently inserted by put or nb_put. If there is no item at the given position or the given position is negative,nb_peek shall return the value false, or otherwise true.
 Member function nb_poke shall overwrite the item at a given position in the fifo with another item passedas an argument, where position 0 holds the item that will next be retrieved by get or nb_get, and positionused()-1 holds the item most recently inserted by put or nb_put. If there is no item at the given position orthe given position is negative, nb_peek shall return the value false, or otherwise true.
 17.3 tlm_fifo
 17.3.1 Description
 Class tlm_fifo is a predefined primitive channel intended to model the behavior of a fifo, that is, a first-in-first-out buffer. Each TLM fifo has a number of slots for storing items. The number of slots is set when theobject is constructed but a TLM fifo may be resized after construction and may be unbounded. The primarydifferences between classes tlm_fifo and sc_fifo are that first, the tlm_fifo implements the TLM-1 message-passing interface as opposed to the SystemC fifo interface, and second, a tlm_fifo may be resized orunbounded rather than having a fixed size. In the following description, the term fifo refers to an object ofclass tlm_fifo.
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 Each fifo shall implement the semantics of the tlm_put_if, tlm_get_if, tlm_peek_if, and tlm_fifo_debug_ifas described above by storing the sequence of transaction objects passed through those interfaces in a singlefirst-in-first-out buffer. Calls to get or nb_get shall retrieve transactions from the fifo in the same sequencein which transactions were previously inserted into the fifo using calls to put or nb_put. Whenever atransaction object is retrieved from the fifo through a call to get or nb_get, the fifo shall not retain anyinternal copy of or reference to the retrieved transaction object.
 Class tlm_fifo shall implement delta cycle semantics as described below.
 17.3.2 Class Definition
 namespace tlm {
 template <typename T>class tlm_fifo :
 public virtual tlm_fifo_get_if<T>,public virtual tlm_fifo_put_if<T>,public sc_core::sc_prim_channel
 {public:
 explicit tlm_fifo( int size_ = 1 );explicit tlm_fifo( const char* name_, int size_ = 1 );virtual ~tlm_fifo();
 T get( tlm_tag<T> *t = 0 );bool nb_get( T& );bool nb_can_get( tlm_tag<T> *t = 0 ) const;const sc_core::sc_event &ok_to_get( tlm_tag<T> *t = 0 ) const;
 T peek( tlm_tag<T> *t = 0 ) const;bool nb_peek( T& ) const;bool nb_can_peek( tlm_tag<T> *t = 0 ) const;const sc_core::sc_event &ok_to_peek( tlm_tag<T> *t = 0 ) const;
 void put( const T& );bool nb_put( const T& );bool nb_can_put( tlm_tag<T> *t = 0 ) const;const sc_core::sc_event& ok_to_put( tlm_tag<T> *t = 0 ) const;
 void nb_expand( unsigned int n = 1 );void nb_unbound( unsigned int n = 16 );bool nb_reduce( unsigned int n = 1 );bool nb_bound( unsigned int n );
 bool nb_peek( T & , int n ) const;bool nb_poke( const T & , int n = 0 );
 int used() const;int size() const;void debug() const;
 const char* kind() const;} // namespace tlm
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 17.3.3 Template parameter T
 The typename argument passed to template tlm_fifo shall be either a C++ type for which the predefinedsemantics for assignment are adequate (for example, a fundamental type or a pointer) or a type T that obeyseach of the following rules:
 a) If the default assignment semantics are inadequate to assign the state of the object, the followingassignment operator should be defined for the type T. The implementation shall use this operator tocopy the value being written into a fifo slot or the value being read out of a fifo slot.
 const T& operator= ( const T& );
 b) If any constructor for type T exists, a default constructor for type T shall be defined.
 NOTE 1—The assignment operator is not obliged to assign the complete state of the object, although it should typicallydo so. For example, diagnostic information may be associated with an object that is not to be propagated through thefifo.
 NOTE 2—The SystemC data types proper (sc_dt::sc_int, sc_dt::sc_logic, and so forth) all conform to the above rule set.
 NOTE 3—It is legal to pass type sc_module* through a fifo, although this would be regarded as an abuse of the modulehierarchy and thus bad practice.
 17.3.4 Constructors and destructor
 explicit tlm_fifo( int size_ = 1 );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_prim_channel( sc_gen_unique_name( "fifo" ) )
 explicit tlm_fifo( const char* name_, int size_ = 1 );
 This constructor shall call the base class constructor from its initializer list as follows:
 sc_prim_channel( name_ )
 Both constructors shall initialize the number of slots in the fifo using the value given by the parameter size_.This value may be positive, negative, or zero. A positive value shall indicate a bounded fifo of the givensize, and a negative value shall indicate an unbounded fifo. A bounded fifo may become full, an unboundedfifo cannot become full, and the behavior of a fifo with a size equal to 0 shall be undefined.
 virtual ~tlm_fifo();
 The destructor shall delete the first-in-first-out buffer and shall delete all transaction objects.
 17.3.5 Member functions
 The member functions of the interfaces tlm_put_if, tlm_get_if, and tlm_peek_if shall be implemented asdescribed in 17.1 with the addition of the delta cycle semantics described in 17.3.6.
 void nb_expand( unsigned int n = 1 );
 Member function nb_expand shall increase the size of a bounded fifo by the value passed as anargument (new_size = previous_size + n), and shall cause the event returned by ok_to_put to benotified in the immediately following update phase of the fifo. If the fifo is unbounded, the behaviorof nb_expand shall be undefined.
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 void nb_unbound( unsigned int n = 16 );
 Member function nb_unbound shall cause the fifo to become unbounded, and shall cause the eventreturned by ok_to_put to be notified in the immediately following update phase of the fifo,regardless of whether or not the fifo was previously unbounded. If the value passed as an argumentis greater than the current size of the fifo, nb_unbound shall resize the fifo to that value; otherwise,the size of the fifo shall remain unaltered.
 bool nb_reduce( unsigned int n = 1 );
 Member function nb_reduce shall return true and shall reduce the size of a bounded fifo by thevalue passed as an argument provided that the new size is not less than the number of items currentlyin the fifo (new_size = max(previous_size - n, used)). If the proposed size is less than the number ofitems currently in the fifo nb_reduce shall return false and shall reduce the size to the number ofitems currently in the fifo. If the fifo is unbounded, nb_reduce shall return false without modifyingthe size.
 bool nb_bound( unsigned int n );
 Member function nb_bound shall cause the fifo to become bounded regardless of whether or not thefifo was previously bounded. The size of the fifo shall be set to the value passed as an argument or tothe number of items currently in the fifo, whichever is the greater (new_size = max(n, used)).nb_bound shall return true if and only if the new size of the fifo is equal to the value passed as anargument.
 bool nb_peek( T & , int n ) const;
 Member function nb_peek shall return the item at a given position in the fifo, where position 0holds the item that will next be retrieved by get or nb_get, and position used()-1 holds the item mostrecently inserted by put or nb_put. If there is no item at the given position or the given position isnegative, nb_peek shall return the value false, or otherwise true.
 bool nb_poke( const T & , int n = 0 );
 Member function nb_poke shall overwrite the item at a given position in the fifo with another itempassed as an argument, where position 0 holds the item that will next be retrieved by get or nb_get,and position used()-1 holds the item most recently inserted by put or nb_put. If there is no item atthe given position or the given position is negative, nb_peek shall return the value false, orotherwise true.
 int used() const;
 Member function used shall return the number of items currently available to be retrieved from thefifo using get, nb_get, or nb_peek or modified using nb_poke. Member functions put and nb_putmay cause the value of used to be increased in the next update phase, member functions get andnb_get may cause the value of used to be decreased immediately, and member functions peek,nb_peek, and nb_poke shall not change the value of used.
 int size() const;
 Member function size shall return the current size of the fifo, that is, the maximum number of itemsthat the fifo can hold at any instant. The fifo may be re-sized. A non-negative size shall indicate thatthe fifo is bounded, that is, can become full. For non-negative size, member functions put, nb_put,get, and nb_get shall not change the value of size. A negative size shall indicated that the fifo isunbounded, in which case the actual value of size is undefined.
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 void debug() const;
 Member function debug shall print diagnostic information pertaining to the current state of the fifoto standard output. The detail of the diagnostic information is undefined.
 const char* kind() const;
 Member function kind shall return the string "tlm_fifo".
 17.3.6 Delta cycle semantics
 Any transactions inserted into the fifo by calls to put or nb_put shall only become available to get, nb_get,peek, or nb_peek in the next delta cycle, although they shall have an immediate effect on any subsequentcalls to put or nb_put in the current evaluation phase with respect to the fifo becoming full.
 Any vacated slots created in the fifo by a calls to get or nb_get shall only become available to put or nb_putin the next delta cycle, although they shall have an immediate effect on any subsequent calls to get ornb_get in the current evaluation phase.
 In other words, calls to put, nb_put, get, or nb_get in a given evaluation phase shall cause relevant statevariables to be modified in the update phase of the primitive channel such that the effect only becomesvisible in the immediately following evaluation phase. This shall include the notification of the eventsreturned by the member functions ok_to_put, ok_to_get, and ok_to_peek.
 For example, a sequence of calls to put on an empty fifo within a given evaluation phase may cause the fifoto become full and put to block, even though nb_get would still return false. Similarly, a sequence of callsto get on a full fifo within a given evaluation phase may cause the fifo to become empty and get to block,even though nb_put would still return false.
 The member functions nb_peek and nb_poke of class tlm_fifo_debug_if do not have access to anytransactions inserted into the fifo by calls to put or nb_put in the current evaluation phase, nor do they haveaccess to any transctions already removed from the fifo by calls to get or nb_get in the current evaluationphase.
 Example:
 struct Top: sc_module{
 typedef tlm_fifo<int> fifo_t;
 fifo_t *fifo;
 Top(sc_module_name _name){
 fifo = new fifo_t(2); // Construct bounded fifo with size of 2SC_THREAD(T1);SC_THREAD(T2);
 }
 sc_dt::uint64 delta;
 void T1(){
 sc_assert( fifo->size() == 2 );
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 for (int i = 0; i < 4; i++)fifo->put(i); // The third call will block
 fifo->nb_expand(2); // Increase fifo sizesc_assert( fifo->size() == 4 );
 for (int i = 4; i < 8; i++)
 fifo->put(i);
 sc_assert( fifo->nb_reduce(3) ); // Decrease fifo sizesc_assert( fifo->size() == 1 );
 for (int i = 8; i < 12; i++)
 fifo->put(i); // The second call will block
 fifo->nb_unbound(); // Make fifo unboundedsc_assert( fifo->size() < 0 );
 delta = sc_delta_count();
 for (int i = 101; i <= 104; i++)fifo->put(i);
 sc_assert( sc_delta_count() == delta );sc_assert( fifo->used() == 0 );
 }
 void T2(){
 for (int i = 0; i < 12; i++)sc_assert( fifo->get() == i );
 sc_assert( fifo->get() == 101 );sc_assert( fifo->used() == 3 );sc_assert( sc_delta_count() == delta + 1 );
 sc_assert( fifo->get() == 102 );sc_assert( fifo->used() == 2 );sc_assert( sc_delta_count() == delta + 1 );
 sc_assert( fifo->get() == 103 );sc_assert( fifo->used() == 1 );sc_assert( sc_delta_count() == delta + 1 );
 sc_assert( fifo->get() == 104 );sc_assert( fifo->used() == 0 );sc_assert( sc_delta_count() == delta + 1 );
 }
 SC_HAS_PROCESS(Top);};
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 17.4 Analysis interface and analysis ports
 Analysis ports are intended to support the distribution of transactions to multiple components for analysis,meaning tasks such as checking for functional correctness or collecting functional coverage statistics. Thekey feature of analysis ports is that a single port can be bound to multiple channels or subscribers such thatthe port itself replicates each call to the interface method write with each subscriber. An analysis port can bebound to zero or more subscribers or other analysis ports, and can be unbound.
 Class tlm_analysis_port is derived from class sc_object, not from class sc_port, so an analysis port is nottechnically a port. Analysis ports can be instantiated, deleted, bound, and unbound dynamically duringsimulation.
 Each subscriber implements the write method of the tlm_analysis_if. The method is passed a constreference to a transaction, which a subscriber may process immediately. Otherwise, if the subscriber wishesto extend the lifetime of the transaction, it is obliged to take a deep copy of the transaction object, at whichpoint the subscriber effectively becomes the initiator of a new transaction and is thus responsible for thememory management of the copy.
 Analysis ports should not be used in the main operational pathways of a model, but only where data istapped off and passed to the side for analysis. Interface tlm_analysis_if is derived from tlm_write_if. Thelatter interface is not specific to analysis, and may be used for other purposes. For example, see 16.3.
 The tlm_analysis_fifo is simply an infinite tlm_fifo that implements the tlm_analysis_if to write atransaction to the fifo.
 17.4.1 Class definition
 namespace tlm {
 // Write interfacetemplate <typename T>class tlm_write_if : public virtual sc_core::sc_interface {public:
 virtual void write( const T& ) = 0;};
 // Analysis interfacetemplate < typename T >class tlm_analysis_if : public virtual tlm_write_if<T>{};
 // Analysis porttemplate < typename T>class tlm_analysis_port : public sc_core::sc_object , public virtual tlm_analysis_if< T >{public:
 tlm_analysis_port();tlm_analysis_port( const char * );
 // bind and () work for both interfaces and analysis ports, // since analysis ports implement the analysis interfacevirtual void bind( tlm_analysis_if<T> & );void operator() ( tlm_analysis_if<T> & );
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 virtual bool unbind( tlm_analysis_if<T> & );
 void write( const T & );};
 // Analysis fifo - an unbounded tlm_fifotemplate< typename T >class tlm_analysis_fifo :
 public tlm_fifo< T > ,public virtual tlm_analysis_if< T > ,
 public:tlm_analysis_fifo( const char *nm ) : tlm_fifo<T>( nm, –16 ) {}tlm_analysis_fifo() : tlm_fifo<T>( –16 ) {}
 void write( const T &t ) { nb_put( t ); }};
 } // namespace tlm
 17.4.2 Rules
 a) tlm_write_if and tlm_analysis_if (and their delayed variants) are unidirectional, non-negotiated,non-blocking transaction-level interfaces, meaning that the callee has no choice but to acceptimmediately the transaction passed as an argument.
 b) The constructor shall pass any character string argument to the constructor belonging to the baseclass sc_object to set the string name of the instance in the module hierarchy.
 c) The bind method shall register the subscriber passed as an argument with the analysis port instanceso that any call to the write method shall be passed on to the registered subscriber. Multiplesubscribers may be registered with a single analysis port instance.
 d) The implementation of operator() shall achieve its effect by calling the virtual method bind.
 e) There may be zero subscribers registered with any given analysis port instance, in which case callsto the write method shall not be propagated.
 f) The unbind method shall reverse the effect of the bind method; that is, the subscriber passed as anargument shall be removed from the list of subscribers to that analysis port instance.
 g) The bind and unbind methods can be called during elaboration or can be called dynamically duringsimulation.
 h) The write method of class tlm_analysis_port shall call the write method of every subscriberregistered with that analysis port instance, passing on the argument as a const reference.
 i) The write method is non-blocking. It shall not call wait.
 j) The write method shall not modify the transaction object passed as a const reference argument, norshall it modify any data associated with the transaction object (such as the data and byte enablearrays of the generic payload).
 k) If the implementation of the write method in a subscriber is unable to process the transaction beforereturning control to the caller, the subscriber shall be responsible for taking a deep copy of thetransaction object and for managing any memory associated with that copy thereafter.
 l) The constructors of class tlm_analysis_fifo shall each construct an unbounded tlm_fifo.
 m) The write methods of class tlm_analysis_fifo shall call the nb_put method of the base classtlm_fifo, passing on their argument to nb_put.
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 Example:
 struct Trans // Analysis transaction class{ int i;};
 struct Subscriber: sc_object, tlm::tlm_analysis_if<Trans>{
 Subscriber(const char* n) : sc_object(n) {}
 virtual void write(const Trans& t){
 cout << "Hello, got " << t.i << "\n"; // Implementation of the write method}
 };
 SC_MODULE(Child){
 tlm::tlm_analysis_port<Trans> ap;
 SC_CTOR(Child) : ap("ap"){
 SC_THREAD(thread);}void thread(){
 Trans t = {999};ap.write(t); // Interface method call to the write method of the analysis port
 }};
 SC_MODULE(Parent){
 tlm::tlm_analysis_port<Trans> ap;
 Child* child;
 SC_CTOR(Parent) : ap("ap"){
 child = new Child("child");child->ap.bind(ap); // Bind analysis port of child to analysis port of parent
 }};
 SC_MODULE(Top){
 Parent* parent;Subscriber* subscriber1;Subscriber* subscriber2;
 SC_CTOR(Top){
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 parent = new Parent("parent");subscriber1 = new Subscriber("subscriber1");subscriber2 = new Subscriber("subscriber2");
 parent->ap.bind( *subscriber1 ); // Bind analysis port to two separate subscribersparent->ap.bind( *subscriber2 ); // This is the key feature of analysis ports
 }};
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 Annex A
 (informative)
 Introduction to SystemC
 This annex is informative and is intended to aid the reader in the understanding of the structure and intent ofthe SystemC class library.
 The SystemC class library supports the functional modeling of systems by providing classes to represent thefollowing:
 — The hierarchical decomposition of a system into modules
 — The structural connectivity between those modules using ports and exports
 — The scheduling and synchronization of concurrent processes using events and sensitivity
 — The passing of simulated time
 — The separation of computation (processes) from communication (channels)
 — The independent refinement of computation and communication using interfaces
 — Hardware-oriented data types for modeling digital logic and fixed-point arithmetic
 Loosely speaking, SystemC allows a user to write a set of C++ functions (processes) that are executed undercontrol of a scheduler in an order that mimics the passage of simulated time and that are synchronized andcommunicate in a way that is useful for modeling electronic systems containing hardware and embeddedsoftware. The processes are encapsulated in a module hierarchy that captures the structural relationships andconnectivity of the system. Inter-process communication uses a mechanism, the interface method call, thatfacilities the abstraction and independent refinement of system-level interfaces.
 Figure A-1—SystemC language architecture
 Application
 Written by the end user
 Methodology- and technology-specific libraries
 SystemC verification library, bus models, TLM interfaces
 Core language Predefined channels Utilities Data types
 ModulesPorts
 ProcessesInterfacesChannelsEvents
 Signal, clock, FIFO, mutex, semaphore
 Report handling, tracing
 4-valued logic type4-valued logic vectorsBit vectorsFinite-precision integers
 Fixed-point types
 Programming language C++
 Exports
 Limited-precision integers
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 The architecture of a SystemC application is shown in Figure A-1. The shaded blocks represent the SystemCclass library itself. The layer shown immediately above the SystemC class library represents standard orproprietary C++ libraries associated with specific design or verification methodologies or specificcommunication channels and is outside the scope of this standard.
 The classes of the SystemC library fall into four categories: the core language, the SystemC data types, thepredefined channels, and the utilities. The core language and the data types may be used independently ofone another, although they are more typically used together.
 At the core of SystemC is a simulation engine containing a process scheduler. Processes are executed inresponse to the notification of events. Events are notified at specific points in simulated time. In the case oftime-ordered events, the scheduler is deterministic. In the case of events occurring at the same point insimulation time, the scheduler is non-deterministic. The scheduler is non-preemptive (see 4.2.1).
 The module is the basic structural building block. Systems are represented by a module hierarchy consistingof a set of modules related by instantiation. A module can contain the following:
 — Ports (see 5.12)
 — Exports (see 5.13)
 — Channels (see 5.2 and 5.15)
 — Processes (see 5.2.10 and 5.2.11)
 — Events (see 5.10)
 — Instances of other modules (see 4.1.1)
 — Other data members
 — Other member functions
 Modules, ports, exports, channels, interfaces, events, and times are implemented as C++ classes.
 The execution of a SystemC application consists of elaboration, during which the module hierarchy iscreated, followed by simulation, during which the scheduler runs. Both elaboration and simulation involvethe execution of code both from the application and from the kernel. The kernel is the part of a SystemCclass library implementation that provides the core functionality for elaboration and the scheduler.
 Instances of ports, exports, channels, and modules can only be created during elaboration. Once createdduring elaboration, this hierarchical structure remains fixed for the remainder of elaboration and simulation(see Clause 4). Process instances can be created statically during elaboration (see 5.2.9) or dynamicallyduring simulation (see 5.5). Modules, channels, ports, exports, and processes are derived from a commonbase class sc_object, which provides methods for traversing the module hierarchy. Arbitrary attributes(name-value pairs) can be attached to instances of sc_object (see 5.16).
 Instances of ports, exports, channels, and modules can only be created within modules. The only exceptionto this rule is top-level modules.
 Processes are used to perform computations and hence to model the functionality of a system. Althoughnotionally concurrent, processes are actually scheduled to execute in sequence. Processes are C++ functionsregistered with the kernel during elaboration (static processes) or during simulation (dynamic processes),and called from the kernel during simulation.
 The sensitivity of a process identifies the set of events that would cause the scheduler to execute that processshould those events be notified. Both static and dynamic sensitivity are provided. Static sensitivity is createdat the time the process instance is created, whereas dynamic sensitivity is created during the execution of thefunction associated with the process during simulation. A process may be sensitive to named events or toevents buried within channels or behind ports and located using an event finder. Furthermore, dynamic
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 sensitivity may be created with a time-out, meaning that the scheduler executes the process after a giventime interval has elapsed (see 4.2.1 and 5.2.14 through 5.2.18).
 Channels serve to encapsulate the mechanisms through which processes communicate and hence to modelthe communication aspects or protocols of a system. Channels can be used for inter-module communicationor for inter-process communication within a module.
 Interfaces provide a means of accessing channels. An interface proper is an abstract class that declares a setof pure virtual functions (interface methods). A channel is said to implement an interface if it defines all ofthe methods (that is, member functions) declared in that interface. The purpose of interfaces is to exploit theobject-oriented type system of C++ in order that channels can be refined independently from the modulesthat use them. Specifically, any channel that implements a particular interface can be interchanged with anyother such channel in a context that names that interface type.
 The methods defined within a channel are typically called through an interface. A channel may implementmore than one interface, and a single interface may be implemented by more than one channel.
 Interface methods implemented in channels may create dynamic sensitivity to events contained within thosesame channels. This is a typical coding idiom and results in a so-called blocking method in which theprocess calling the method is suspended until the given event occurs. Such methods can only be called fromcertain kinds of processes known as thread processes (see 5.2.10 and 5.2.11).
 Because processes and channels may be encapsulated within modules, communication between processes(through channels) may cross boundaries within the module hierarchy. Such boundary crossing is mediatedby ports and exports, which serve to forward method calls from the processes within a module to channels towhich those ports or exports are bound. A port specifies that a particular interface is required by a module,whereas an export specifies that a particular interface is provided by a module. Ports allow interface methodcalls within a module to be independent of the context in which the module is instantiated in the sense thatthe module need have no explicit knowledge of the identity of the channels to which its ports are bound.Exports allow a single module to provide multiple instances of the same interface.
 Ports belonging to specific module instances are bound to channel instances during elaboration. The portbinding policy can be set to control whether a port need be bound, but the binding cannot be changedsubsequently. Exports are bound to channel instances that lie within or below the module containing theexport. Hence, each interface method call made through a port or export is directed to a specific channelinstance in the elaborated module hierarchy—the channel instance to which that port is bound.
 Ports can only forward method calls up or out of a module, whereas exports can only forward method callsdown or into a module. Such method calls always originate from processes within a module and are directedto channels instantiated elsewhere in the module hierarchy.
 Ports and exports are instances of a templated class that is parameterized with an interface type. The port orexport can only be bound to a channel that implements that particular interface or one derived from it (see5.12 through 5.14).
 There are two categories of channel: hierarchical channels and primitive channels. A hierarchical channel isa module. A primitive channel is derived from a specific base class (sc_prim_channel) and is not a module.Hence, a hierarchical channel can contain processes and instances of modules, ports, and other channels,whereas a primitive channel can contain none of these. It is also possible to define channels derived fromneither of these base classes, but every channel implements one or more interfaces.
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 A primitive channel provides unique access to the update phase of the scheduler, enabling the very efficientimplementation of certain communication schemes. This standard includes a set of predefined channels,together with associated interfaces and ports, as follows:
 sc_signal (see 6.4)
 sc_buffer (see 6.6)
 sc_clock (see 6.7)
 sc_signal_resolved (see 6.13)
 sc_signal_rv (see 6.17)
 sc_fifo (see 6.23)
 sc_mutex (see 6.27)
 sc_semaphore (see 6.29)
 sc_event_queue (see 6.29)
 Class sc_signal provides the semantics for creating register transfer level or pin-accurate models of digitalhardware. Class sc_fifo provides the semantics for point-to-point FIFO-based communication appropriatefor models based on networks of communicating processes. Classes sc_mutex and sc_semaphore providecommunication primitives appropriate for software modeling.
 This standard includes a set of data types for modeling digital logic and fixed-point arithmetic, as follows:
 sc_int<> (see 7.5.4)
 sc_uint<> (see 7.5.5)
 sc_bigint<> (see 7.6.5)
 sc_biguint<> (see 7.6.6)
 sc_logic (see 7.9.2)
 sc_lv<> (see 7.9.6)
 sc_bv<> (see 7.9.6)
 sc_fixed<> (see 7.10.18)
 sc_ufixed<> (see 7.10.19)
 Classes sc_int and sc_uint provide signed and unsigned limited-precision integers with a word lengthlimited by the C++ implementation. Classes sc_bigint and sc_biguint provide finite-precision integers.Class sc_logic provides four-valued logic. Classes sc_bv and sc_lv provide two- and four-valued logicvectors. Classes sc_fixed and sc_ufixed provide signed and unsigned fixed-point arithmetic.
 The classes sc_report and sc_report_handler provide a general mechanism for error handling that is usedby the SystemC class library itself and is also available to the user. Reports can be categorized by severityand by message type, and customized actions can be set for each category of report, such as writing amessage, throwing an exception, or aborting the program (see 8.2 and 8.3).
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 Annex B
 (informative)
 Glossary
 This glossary contains brief, informal descriptions for a number of terms and phrases used in this standard.Where appropriate, the complete, formal definition of each term or phrase is given in the main body of thestandard. Each glossary entry contains either the clause number of the definition in the main body of thestandard or an indication that the term is defined in ISO/IEC 14882:2003.
 B.1 abstract class: A class that has or inherits at least one pure virtual function that is not overridden by anon-pure virtual function. (C++ term)
 B.2 adapter: A module that connects a transaction level interface to a pin level interface (in the generalsense of the word interface) or that connects together two transaction level interfaces, often at differentabstraction levels. An adapter may be used to convert between two sockets specialized with differentprotocol types. See also: bridge; transactor. (See 14.2.2.)
 B.3 application: A C++ program, written by an end user, that uses the SystemC or TLM-2.0 class libraries,that is, uses classes, calls functions, uses macros, and so forth. An application may use as few or as manyfeatures of C++ as is seen fit and as few or as many features of SystemC as is seen fit. (See 3.1.2.)
 B.4 approximately-timed: A modeling style for which there exists a one-to-one mapping between theexternally observable states of the model and the states of some corresponding detailed reference modelsuch that the mapping preserves the sequence of state transitions but not their precise timing. The degree oftiming accuracy is undefined. See also: cycle-approximate. (See 10.3.4.)
 B.5 argument: An expression in the comma-separated list bounded by the parentheses in a function call (ormacro or template instantiation), also known as an actual argument. See also: parameter. (C++ term)
 B.6 attach: To associate an attribute with an object by calling member function add_attribute of classsc_object. (See 5.16.8.)
 B.7 attribute (of a transaction): Data that is part of and carried with the transaction and is implemented asa member of the transaction object. These may include attributes inherent in the bus or protocol beingmodeled, and attributes that are artifacts of the simulation model (a timestamp, for example). (See 11.1.2and 14.7.)
 B.8 automatic deletion: A generic payload extension marked for automatic deletion will be deleted at theend of the transaction lifetime, that is, when the transaction reference count reaches 0. (See 14.21.4.)
 B.9 backward path: The calling path by which a target or interconnect component makes interface methodcalls back in the direction of another interconnect component or the initiator. (See 10.4.)
 B.10 base class sub-object: A sub-object whose type is the base class type of a given object. See also: sub-object. (C++ term)
 B.11 base protocol: A protocol traits class consisting of the generic payload and tlm_phase types, alongwith an associated set of protocol rules that together ensure maximal interoperability between transaction-level models. (See 15.2.)

Page 591
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 567Copyright © 2012 IEEE. All rights reserved.
 B.12 base-protocol-compliant: Obeying all the rules of the TLM-2.0 base protocol. (See 9.1.)
 B.13 bidirectional interface: A TLM-1 transaction level interface in which a pair of transaction objects, therequest and the response, are passed in opposite directions, each being passed according to the rules of theunidirectional interface. For each transaction object, the transaction attributes are strictly read-only in theperiod between the first timing point and the end of the transaction lifetime. (See 17.1.1.)
 B.14 binding, bound: An asymmetrical association created during elaboration between a port or export onthe one hand and a channel (or another port or export) on the other. If a port (or export) is bound to achannel, a process can make an interface method call through the port to a method defined in the channel.Ports can be bound by name or by position. Exports can only be bound by name. See also: InterfaceMethod Call. (See 4.1.3.)
 B.15 bit-select: A class that references a single bit within a multiple-bit data type or an instance of such aclass. Bit-selects are defined for each SystemC numeric type and vector class. Bit-selects corresponding tolvalues and rvalues of a particular type are distinct classes. (See 7.2.5.)
 B.16 bit vector: A class that is derived from class sc_bv_base, or an instance of such a class. A bit vectorimplements a multiple-bit data type, where each bit is represented by the symbol “0” or “1”. (See 7.1.)
 B.17 blocking: Permitted to call the wait method. A blocking function may consume simulation time orperform a context switch and, therefore, shall not be called from a method process. A blocking interfacedefines only blocking functions.
 B.18 blocking transport interface: A blocking interface of the TLM-2.0 standard that contains a singlemethod b_transport. Beware that there still exists a blocking transport method named transport, part ofTLM-1. (See 11.1.1.)
 B.19 body: A compound statement immediately following the parameter declarations and constructorinitializer (if any) of a function or constructor, and containing the statements to be executed by the function.(C++ term)
 B.20 bridge: A component connecting two segments of a communication network together. A bus bridge isa device that connects two similar or dissimilar memory-mapped buses together. See also: adapter;transaction bridge; transactor. (See 10.4 and 14.21.3.)
 B.21 buffer: An instance of class sc_buffer, which is a primitive channel derived from class sc_signal. Abuffer differs from a signal in that an event occurs on a buffer whenever a value is written to the buffer,regardless of whether the write causes a value change. An event only occurs on a signal when the value ofthe signal changes. (See 6.6.1.)
 B.22 call: The term call is taken to mean that a function is called either directly or indirectly by calling anintermediate function that calls the function in question. (See 3.1.3.)
 B.23 caller: In a function call, the sequence of statements from which the given function is called. Thereferent of the term may be a function, a process, or a module. This term is used in preference to initiator torefer to the caller of a function as opposed to the initiator of a transaction.
 B.24 callee: In a function call, the function that is called by the caller, or the module in which that functionis defined. The referent of the term may be a function or a module. This term is used in preference to targetto refer to the function body as opposed to the target of a transaction.
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 B.25 callback: A member function overridden within a class in the module hierarchy that is called back bythe kernel at certain fixed points during elaboration and simulation. The callback functions arebefore_end_of_elaboration, end_of_elaboration, start_of_simulation, and end_of_simulation. (See 4.4.)
 B.26 channel: A class that implements one or more interfaces or an instance of such a class. A channel maybe a hierarchical channel or a primitive channel, or if neither of these, it is strongly recommended that achannel at least be derived from class sc_object. Channels serve to encapsulate the definition of acommunication mechanism or protocol. (See 3.1.4.)
 B.27 child: An instance that is within a given module. Module A is a child of module B if module A iswithin module B. (See 3.1.4 and 5.16.1.)
 B.28 class template: A pattern for any number of classes whose definitions depend on the templateparameters. The compiler treats every member function of the class as a function template with the sameparameters as the class template. A function template is itself a pattern for any number of functions whosedefinitions depend on the template parameters. (C++ term)
 B.29 clock: An instance of class sc_clock, which is a predefined primitive channel that models the behaviorof a periodic digital clock signal. Alternatively, a clock can be modeled as an instance of the classsc_signal<bool>. (See 6.7.1.)
 B.30 clocked thread process: A thread process that is resumed only on the occurrence of a single explicitclock edge. A clocked thread process is created using the SC_CTHREAD macro. There are no dynamicclocked threads. (See 5.2.9 and 5.2.12.)
 B.31 combined interfaces: Pre-defined groups of core interfaces used to parameterize the socket classes.There are four combined interfaces: the blocking and non-blocking forward and backward interfaces. (See10.6 and 13.1.)
 B.32 complete object: An object that is not a sub-object of any other object. If a complete object is of classtype, it is also called a most derived object. (C++ term)
 B.33 component: An instance of a SystemC module. This standard recognizes three kinds of component;the initiator, interconnect component, and target. (See 10.4.)
 B.34 concatenation: An object that references the bits within multiple objects as if they were part of asingle aggregate object. (See 7.2.7.)
 B.35 contain: The inverse relationship to within between two modules. Module A contains module B ifmodule B is within module A. (See 3.1.4.)
 B.36 convenience socket: A socket class, derived from tlm_initiator_socket or tlm_target_socket, thatimplements some additional functionality and is provided for convenience. Several convenience sockets areprovided as utilities. (See 16.1.)
 B.37 conversion function: A member function of the form operator type_id that specifies a conversionfrom the type of the class to the type type_id. See also: user-defined conversion. (C++ term)
 B.38 copy-constructible type: A type T for which T(t) is equivalent to t and &t denotes the address of t.This includes fundamental types as well as certain classes. (C++ term)
 B.39 core interface: One of the specific transaction level interfaces defined in this standard, including theblocking and non-blocking transport interface, the direct memory interface, and the debug transport
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 interface. Each core interface is an interface proper. The core interfaces are distinct from the genericpayload API. (See Clause 9.)
 B.40 custom-protocol-compliant: Using the TLM-2.0 standard sockets (or classes derived from these)specialized with a traits class other than tlm_base_protocol_types and using the TLM-2.0 generic payload.(See 9.1.)
 B.41 cycle-accurate: A modeling style in which it is possible to predict the state of the model in any givencycle at the external boundary of the model and thus to establish a one-to-one correspondence between thestates of the model and the externally observable states of a corresponding RTL model in each cycle, butwhich is not required to re-evaluate explicitly the state of the entire model in every cycle or to representexplicitly the state of every boundary pin or internal register. This term is only applicable to models thathave a notion of cycles. (See 10.3.7.)
 B.42 cycle-approximate: A model for which there exists a one-to-one mapping between the externallyobservable states of the model and the states of some corresponding cycle-accurate model such that themapping preserves the sequence of state transitions but not their precise timing. The degree of timingaccuracy is undefined. This term is only applicable to models that have a notion of cycles.
 B.43 cycle count accurate, cycle count accurate at transaction boundaries: A modeling style in which itis possible to establish a one-to-one correspondence between the states of the model and the externallyobservable states of a corresponding RTL model as sampled at the timing points marking the boundaries ofa transaction. A cycle count accurate model is not required to be cycle-accurate in every cycle, but it isrequired to predict accurately both the functional state and the number of cycles at certain key timing pointsas defined by the boundaries of the transactions through which the model communicates with other models.
 B.44 data member: An object declared within a class definition. A non-static data member is a sub-objectof the class. A static data member is not a sub-object of the class but has static storage duration. Outside of aconstructor or member function of the class or of any derived class, a data member can only be accessedusing the dot . and arrow -> operators. (C++ term)
 B.45 declaration: A C++ language construct that introduces a name into a C++ program and specifies howthe C++ compiler is to interpret that name. Not all declarations are definitions. For example, a classdeclaration specifies the name of the class but not the class members, while a function declaration specifiesthe function parameters but not the function body. See also: definition. (C++ term)
 B.46 definition: The complete specification of a variable, function, type, or template. For example, a classdefinition specifies the class name and the class members, and a function definition specifies the functionparameters and the function body. See also: declaration. (C++ term)
 B.47 delta cycle: A control loop within the scheduler that consists of one evaluation phase followed by oneupdate phase. The delta cycle mechanism serves to ensure the deterministic simulation of concurrentprocesses by separating and alternating the computation (or evaluation) phase and the communication (orupdate) phase. (See 4.2.2.)
 B.48 delta notification: A notification created as the result of a call to function notify with a zero timeargument. The event is notified one delta cycle after the call to function notify. (See 4.2.1 and 5.10.6.)
 B.49 delta notification phase: The control step within the scheduler during which processes are maderunnable as a result of delta notifications. (See 4.2.1.4.)
 B.50 during elaboration, during simulation: The phrases during elaboration and during simulation areused to indicate that an action may or may not happen at these times. The meaning of these phrases is closelytied to the definition of the elaboration and simulation callbacks. For example, a number of actions that are
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 permitted during elaboration are explicitly forbidden from the end_of_elaboration callback. (See 3.1.4 and4.4.)
 B.51 dynamic process: A process created from the end_of_elaboration callback or during simulation.
 B.52 dynamic sensitivity: The set of events or time-outs that would cause a process to be resumed ortriggered, as created by the most recent call to the wait method (in the case of a thread process) or thenext_trigger method (in the case of a method process). See also: sensitivity. (See 4.2.)
 B.53 effective local time: The current time within a temporally decoupled initiator. effective_local_time =sc_time_stamp() + local_time_offset. (See 11.1.3.1.)
 B.54 elaboration: The execution phase during which the module hierarchy is created and ports are bound.The execution of a C++ application consists of elaboration followed by simulation. (See Clause 4.)
 B.55 error: An obligation on the implementation to generate a diagnostic message using the report-handlingmechanism (function report of class sc_report_handler) with a severity of SC_ERROR. (See 3.2.5.)
 B.56 evaluation phase: The control step within the scheduler during which processes are executed. Theevaluation phase is complete when the set of runnable processes is empty. See also: delta cycle. (See4.2.1.2.)
 B.57 event: An object of class sc_event. An event provides the mechanism for synchronization betweenprocesses. The notify method of class sc_event causes an event to be notified at a specific point in time.(The notification of an event is distinct from an object of type sc_event. The former is a dynamic occurrenceat a unique point in time, and the latter is an object that can be notified many times during its lifetime.) Seealso: notification. (See 3.1.4, and 5.10.)
 B.58 event expression: A list of events or event lists, separated by either operator& or operator|, and passedas an argument to either the wait or the next_trigger method. (See 5.9.)
 B.59 event finder: A member function of a port class that returns an event within a channel instance towhich the port is bound. An event finder can only be called when creating static sensitivity. (See 5.7.)
 B.60 event list: An object of type sc_event_and_list or sc_event_or_list that may be passed as an argumentto member function wait or next_trigger. (See 5.8.)
 B.61 exclusion rule: A rule of the base protocol that prevents a request or a response from being sentthrough a socket if there is already a request or a response (respectively) in progress through that socket. Thebase protocol has two exclusion rules, the request exclusion rule and the response exclusion rule, which actindependently of one another. (See 15.2.6.)
 B.62 export: An instance of class sc_export. An export specifies an interface provided by a module. Duringsimulation, a port forwards method calls to the channel to which the export was bound. An export forwardsmethod calls down and into a module instance. (See 3.1.4 and 5.13.)
 B.63 extension: A user-defined object added to and carried around with a generic payload transactionobject, or a user-defined class that extends the set of values that are assignment compatible with thetlm_phase type. An ignorable extension may be used with the base protocol, but a non-ignorable ormandatory extension requires the definition of a new protocol traits class. (See 14.21.)
 B.64 fifo: An instance of class sc_fifo, which is a primitive channel that models a first-in-first-out buffer.Alternatively, a fifo can be modeled as a module. (See 6.23.)
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 B.65 finite-precision fixed-point type: A class that is derived from class sc_fxnum or an instance of such aclass. A finite-precision fixed-point type represents a signed or unsigned fixed-point value at a precisionlimited only by its specified word length, integer word length, quantization mode, and overflow mode. (See7.1.)
 B.66 finite-precision integer: A class that is derived from class sc_signed, class sc_unsigned, or aninstance of such a class. A finite-precision integer represents a signed or unsigned integer value at aprecision limited only by its specified word length. (See 7.1.)
 B.67 forward path: The calling path by which an initiator or interconnect component makes interfacemethod calls forward in the direction of another interconnect component or the target. (See 10.4.)
 B.68 generic payload: A specific set of transaction attributes and their semantics together defining atransaction payload that may be used to achieve a degree of interoperability between loosely-timed andapproximately-timed models for components communicating over a memory-mapped bus. The sametransaction class is used for all modeling styles. (See Clause 14.)
 B.69 global quantum: The default time quantum used by every quantum keeper and temporally decoupledinitiator. The intent is that all temporally decoupled initiators should typically synchronize on integermultiples of the global quantum, or more frequently on demand. (See Clause 12.)
 B.70 hierarchical binding: Binding a socket on a child module to a socket on a parent module, or a socketon a parent module to a socket on a child module, passing transactions up or down the module hierarchy.(See 16.1.4.)
 B.71 hierarchical channel: A class that is derived from class sc_module and that implements one or moreinterfaces or, more informally, an instance of such a class. A hierarchical channel is used when a channelrequires its own ports, processes, or module instances. See also: channel). (See 3.1.4 and 5.2.23.)
 B.72 hierarchical name: The unique name of an instance within the module hierarchy. The hierarchicalname is composed from the string names of the parent-child chain of module instances starting from a top-level module and terminating with the string name of the instance being named. The string names areconcatenated and separated with the dot character. (See 5.3.4 and 5.16.4.)
 B.73 hop: One initiator socket bound to one target socket. The path from an initiator to a target may consistof multiple hops, each hop connecting two adjacent components. The number of hops between an initiatorand a target is always one greater than the number of interconnect components along that path. For example,if an initiator is connected directly to a target with no intervening interconnect components, the number ofhops is one. (See 10.4.)
 B.74 ignorable extension: A generic payload extension that may be ignored by any component other thanthe component that set the extension. An ignorable extension is not required to be present. Ignorableextensions are permitted by the base protocol. (See 14.21.1.1.)
 B.75 ignorable phase: A phase, created by the macro DECLARE_EXTENDED PHASE, that may beignored by any component that receives the phase and that cannot demand a response of any kind. Ignorablephases are permitted by the base protocol. (See 15.2.5.)
 B.76 immediate notification: A notification created as the result of a call to function with an emptyargument list. Any process sensitive to the event becomes runnable immediately. (See 4.2.1 and 5.10.6.)
 B.77 implementation: A specific concrete implementation of the full SystemC and TLM-2.0 class libraries,only the public shell of which need be exposed to the application (for example, parts may be precompiledand distributed as object code by a tool vendor). See also: kernel. (See 3.1.2.)
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 B.78 implement: To create a channel that provides a definition for every pure virtual function declared inthe interface from which it is derived. (See 5.14.1.)
 B.79 implicit conversion: A C++ language mechanism whereby a standard conversion or a user-definedconversion is called implicitly under certain circumstances. User-defined conversions are only appliedimplicitly where they are unambiguous, and at most one user-defined conversion is applied implicitly to agiven value. See also: user-defined conversion. (C++ term)
 B.80 initialization phase: The first phase of the scheduler, during which every process is executed onceuntil it suspends or returns. (See 4.2.1.1.)
 B.81 initializer list: The part of the C++ syntax for a constructor definition that is used to initialize baseclass sub-objects and data members. (Related to the C++ term mem-initializer-list)
 B.82 initiator: A module that can initiate transactions. The initiator is responsible for initializing the state ofthe transaction object, and for deleting or reusing the transaction object at the end of the transaction'slifetime. An initiator is usually a master and a master is usually an initiator, but the term initiator means thata component can initiate transactions, whereas the term master means that a component can take control of abus. In the case of the TLM-1 interfaces, the term initiator as defined here may not be strictly applicable, sothe terms caller and callee may be used instead for clarity. (See 10.4.)
 B.83 initiator socket: A class containing a port for interface method calls on the forward path and an exportfor interface method calls on the backward path. A socket overloads the SystemC binding operators to bindboth the port and the export. (See 13.2.)
 B.84 interconnect component: A module that accesses a transaction object, but it does not act as aninitiator or a target with respect to that transaction. An interconnect component may or may not be permittedto modify the attributes of the transaction object, depending on the rules of the payload. An arbiter or arouter would typically be modeled as an interconnect component, the alternative being to model it as a targetfor one transaction and an initiator for a separate transaction. (See 10.4.)
 B.85 instance: A particular case of a given category. For example, a module instance is an object of a classderived from class sc_module. Within the definition of the core language, an instance is typically an objectof a class derived from class sc_object and has a unique hierarchical name. (See 3.1.4.)
 B.86 instantiation: The creation of a new object. For example, a module instantiation creates a new objectof a class derived from class sc_module. (See 4.1.1.)
 B.87 integer: A limited-precision integer or a finite-precision integer. (See 7.2.1.)
 B.88 interface: A class derived from class sc_interface. An interface proper is an interface, and in theobject-oriented sense a channel is also an interface. However, a channel is not an interface proper. (See3.1.4.)
 B.89 Interface Method Call (IMC): A call to an interface method. An interface method is a memberfunction declared within an interface. The IMC paradigm provides a level of indirection between a methodcall and the implementation of the method within a channel such that one channel can be substituted withanother without affecting the caller. (See 4.1.3 and 5.12.1.)
 B.90 interface proper: An abstract class derived from class sc_interface but not derived from classsc_object. An interface proper declares the set of methods to be implemented within a channel and to becalled through a port. An interface proper contains pure virtual function declarations, but typically itcontains no function definitions and no data members. (See 3.1.4 and 5.14.1.)
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 B.91 interoperability: The ability of two or more transaction level models from diverse sources toexchange information using the interfaces defined in this standard. The intent is that models that implementcommon memory-mapped bus protocols in the programmers view use case should be interoperable withoutthe need for explicit adapters. Furthermore, the intent is to reduce the amount of engineering effort needed toachieve interoperability for models of divergent protocols or use cases, although it is expected that adapterswill be required in general. (See Clause 9.)
 B.92 interoperability layer: The subset of classes in this standard that are necessary for interoperability.The interoperability layer comprises the TLM-2.0 core interfaces, the initiator and target sockets, the genericpayload, tlm_global_quantum and tlm_phase. Closely related to the base protocol. (See Clause 9.)
 B.93 kernel: The core of any SystemC implementation including the underlying elaboration and simulationengines. The kernel honors the semantics defined by this standard but may also contain implementation-specific functionality outside the scope of this standard. See also: implementation. (See Clause 4.)
 B.94 lifetime (of an object): The lifetime of an object starts when storage is allocated and the constructorcall has completed, if any. The lifetime of an object ends when storage is released or immediately before thedestructor is called, if any. (C++ term)
 B.95 lifetime (of a transaction): The period of time that starts when the transaction becomes valid and endswhen the transaction becomes invalid. Because it is possible to pool or re-use transaction objects, thelifetime of a transaction object may be longer than the lifetime of the corresponding transaction. Forexample, a transaction object could be a stack variable passed as an argument to multiple put calls of theTLM-1 interface.
 B.96 limited-precision fixed-point type: A class that is derived from class sc_fxnum_fast, or an instanceof such a class. A limited-precision fixed-point type represents a signed or unsigned fixed-point value at aprecision limited by its underlying native C++ floating-point representation and its specified word length,integer word length, quantization mode, and overflow mode. (See 7.1.)
 B.97 limited-precision integer: A class that is derived from class sc_int_base, class sc_uint_base, or aninstance of such a class. A limited-precision integer represents a signed or unsigned integer value at aprecision limited by its underlying native C++ representation and its specified word length. (See 7.1.)
 B.98 local quantum: The amount of simulation time remaining before the initiator is required tosynchronize. Typically, the local quantum equals the current simulation time subtracted from the nextlargest integer multiple of the global quantum, but this calculation can be overridden for a given quantumkeeper. (See 16.2.)
 B.99 local time offset: Time as measured relative to the most recent quantum boundary in a temporallydecoupled initiator. The timing annotation arguments to the b_transport and nb_transport methods arelocal time offsets. effective_local_time = sc_time_stamp() + local_time_offset. (See 16.2.)
 B.100 logic vector: A class that is derived from class sc_lv_base or an instance of such a class. A logicvector implements a multiple bit data type, where each bit is represented by a four-valued logic symbol “0”,“1”, “X”, or “Z”. (See 7.1.)
 B.101 loosely-timed: A modeling style that represents minimal timing information sufficient only tosupport features necessary to boot an operating system and to manage multiple threads in the absence ofexplicit synchronization between those threads. A loosely-timed model may include timer models and anotional arbitration interval or execution slot length. Some users adopt the practice of inserting randomdelays into loosely-timed descriptions in order to test the robustness of their protocols, but this practice doesnot change the basic characteristics of the modeling style. (See 10.3.2.)

Page 598
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 574Copyright © 2012 IEEE. All rights reserved.
 B.102 lvalue: An object reference whose address can be taken. The left-hand operand of the built-inassignment operator must be a non-const lvalue. (C++ term)
 B.103 mandatory extension: A generic payload extension that is required to be present on everytransaction that is sent through a socket of a given user-defined protocol type. (See 14.21.1.2.)
 B.104 master: This term has no precise technical definition in this standard, but it is used to mean a moduleor port that can take control of a memory-mapped bus in order to initiate bus traffic, or a component that canexecute an autonomous software thread and thus initiate other system activity. Generally, a bus masterwould be an initiator.
 B.105 member function: A function declared within a class definition, excluding friend functions. Outsideof a constructor or member function of the class or of any derived class, a non-static member function canonly be accessed using the dot . and arrow -> operators. See also: method. (C++ term)
 B.106 memory manager: A user-defined class that performs memory management for a generic payloadtransaction object. A memory manager must provide a free method, called when the reference count of thetransaction reaches 0. (See 14.5.)
 B.107 method: A function that implements the behavior of a class. This term is synonymous with the C++term member function. In SystemC, the term method is used in the context of an interface method call.Throughout this standard, the term member function is used when defining C++ classes (for conformance tothe C++ standard), and the term method is used in more informal contexts and when discussing interfacemethod calls.
 B.108 method process: A process that executes in the thread of the scheduler and is called (or triggered) bythe scheduler at times determined by its sensitivity. An unspawned method process is created using theSC_METHOD macro, a spawned method process by calling the function sc_spawn. (See 5.2.9 and 5.2.10.)
 B.109 module: A class that is derived from class sc_module or, more informally, an instance of such aclass. A SystemC application is composed of modules, each module instance representing a hierarchicalboundary. A module can contain instances of ports, processes, primitive channels, and other modules. (See3.1.4 and 5.2.)
 B.110 module hierarchy: The set of all instances created during elaboration and linked together using themechanisms of module instantiation, port instantiation, primitive channel instantiation, process instantiation,and port binding. The module hierarchy is a subset of the object hierarchy. (See 3.1.4 and Clause 4.)
 B.111 multiport: A port that may be bound to more than one channel or port instance. A multiport is usedwhen an application wishes to bind a port to a set of addressable channels and the number of channels is notknown until elaboration. (See 4.1.3 and 5.12.3.)
 B.112 multi-socket: One of a family of convenience sockets that can be bound to multiple socketsbelonging to other components. An initiator multi-socket can be bound to more than one target socket, andmore than one initiator socket can be bound to a single target multi-socket. When calling interface methodsthrough multi-sockets, the destinations are distinguished using the subscript operator. (See 16.1.4.)
 B.113 mutex: An instance of class sc_mutex, which is a predefined channel that models a mutual exclusioncommunication mechanism. (See 6.27.1.)
 B.114 nb_transport: The nb_transport_fw and nb_transport_bw methods. In this document, the italicizedterm nb_transport is used to describe both methods in situations where there is no need to distinguishbetween them. (See 11.1.2.4.)
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 B.115 non-abstract class: A class that is not an abstract class. (C++ term)
 B.116 non-blocking: Not permitted to call the wait method. A non-blocking function is guaranteed to returnwithout consuming simulation time or performing a context switch and, therefore, may be called from athread process or from a method process. A non-blocking interface defines only non-blocking functions.
 B.117 non-blocking transport interface: A non-blocking interface of the TLM-2.0 standard. There a twosuch interfaces, containing methods named nb_transport_fw and nb_transport_bw. (See 10.3.8.)
 B.118 non-ignorable extension: A generic payload extension that, if present, every component receivingthe transaction is obliged to act on. (See 14.21.1.2.)
 B.119 notification: The act of scheduling the occurrence of an event as performed by the notify method ofclass sc_event. There are three kinds of notification: immediate notification, delta notification, and timednotification. See also: event. (See 4.2.1 and 5.10.6.)
 B.120 notified: An event is said to be notified at the control step of the scheduler in which the event isremoved from the set of pending events and any processes that are currently sensitive to that event are maderunnable. Informally, the event occurs precisely at the point when it is notified. (See 4.2.)
 B.121 numeric type: A finite-precision integer, a limited-precision integer, a finite-precision fixed-pointtype, or a limited-precision fixed-point type. (See 7.1.)
 B.122 object: A region of storage. Every object has a type and a lifetime. An object created by a definitionhas a name, whereas an object created by a new expression is anonymous. (C++ term)
 B.123 object hierarchy: The set of all objects of class sc_object. Each object has a unique hierarchicalname. Objects that do not belong to the module hierarchy may be created and destroyed dynamically duringsimulation. (See 3.1.4 and 5.16.1.)
 B.124 occurrence: The notification of an event. Except in the case of immediate notification, a call to thenotify method of class sc_event will cause the event to occur in a later delta cycle or at a later point insimulation time. Of a time-out: a time-out occurs when the specified time interval has elapsed. (See 5.10.1.)
 B.125 opposite path: The path in the opposite direction to a given path. For the forward path, the oppositepath is the forward return path or the backward path. For the backward path, the opposite path is the forwardpath or the backward return path. (See 10.4.)
 B.126 overload: To create two or more functions with the same name declared in the same scope and thatdiffer in the number or type of their parameters. (C++ term)
 B.127 override: To create a member function in a derived class has the same name and parameter list as amember function in a base class. (C++ term)
 B.128 parameter: An object declared as part of a function declaration or definition (or macro definition ortemplate parameter), also known as a formal parameter. See also: argument. (C++ term)
 B.129 parent: The inverse relationship to child. Module A is the parent of module B if module B is a childof module A. (See 3.1.4 and 5.16.1.)
 B.130 part-select: A class that references a contiguous subset of bits within a multiple-bit data type or aninstance of such a class. Part-selects are defined for each SystemC numeric and vector class. Part-selectscorresponding to lvalues and rvalues of a particular type are distinct classes. (See 7.2.7.)
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 B.131 paused: The state of simulation after the scheduler has been exited following a call to sc_pause.
 B.132 payload event queue (PEQ): A class that maintains a queue of SystemC event notifications, whereeach notification carries an associated transaction object. Transactions are put into the queue annotated witha delay, and each transaction pops out of the back of queue at the time it was put in plus the given delay.Useful when combining the non-blocking interface with the approximately-timed coding style. (See 16.3.)
 B.133 pending: The state of an event for which a notification has been posted; that is, the notify method hasbeen called, but the event has not yet been notified.
 B.134 phase: A period in the lifetime of a transaction. The phase is passed as an argument to the non-blocking transport method. Each phase transition is associated with a timing point. The timing point may bedelayed by an amount given by the time argument to nb_transport. (See 11.1.2.6.)
 B.135 phase transition: A transition from one phase to another, where the phase is represented by the valueof the phase argument to the non-blocking transport method. Each call to nb_transport, and each return fromnb_transport with a return value of TLM_UPDATED, marks a phase transition. The base protocol does notpermit calls to nb_transport where the value of the phase argument is unchanged from the previous state.(See 15.2.4.)
 B.136 port: A class that is derived from class sc_port or, more informally, an instance of such a class. Aport is the primary mechanism for allowing communication across the boundary of a module. A portspecifies an interface required by a module. During simulation, a port forwards method calls made from aprocess within a module to the channel to which the port was bound when the module was instantiated. Aport forwards method calls up and out of a module instance. (See 3.1.4 and 5.12.)
 B.137 portless channel access: Calling the member functions of a channel directly and not through a port orexport. (See 5.12.1.)
 B.138 primitive channel: A class that is derived from class sc_prim_channel and implements one or moreinterfaces or, more informally, an instance of such a class. A primitive channel has access to the updatephase of the scheduler but cannot contain ports, processes, or module instances. (See 3.1.4 and 5.15.)
 B.139 process: A process instance belongs to an implementation-defined class derived from classsc_object. Each process instance has an associated function that represents the behavior of the process. Aprocess may be a static process, a dynamic process, a spawned process, or an unspawned process. Theprocess is the primary means of describing a computation. See also: dynamic process; spawned process;static process; unspawned process. (See 3.1.4.)
 B.140 process handle: An object of class sc_process_handle that provides safe access to an underlyingspawned or unspawned process instance. A process handle can be valid or invalid. A process handlecontinues to exist in the invalid state even after the associated process instance has been destroyed. (See3.1.4 and 5.6.)
 B.141 programmers view (PV): The use case of the software programmer who requires a functionallyaccurate, loosely-timed model of the hardware platform for booting an operating system and runningapplication software.
 B.142 protocol traits class: A class containing a typedef for the type of the transaction object and the phasetype, which is used to parameterize the combined interfaces, and effectively defines a unique type for aprotocol. (See 14.2.2 and 14.2.3.)
 B.143 proxy class: A class whose only purpose is to extend the readability of certain statements that wouldotherwise be restricted by the semantics of C++. An example is to allow an sc_int variable to be used as if it
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 were a C++ array of bool. Proxy classes are only intended to be used for the temporary (unnamed) valuereturned by a function. A proxy class constructor shall not be called explicitly by an application to create anamed object. (See 7.2.5.)
 B.144 quantum: In temporal decoupling, the amount a process is permitted to run ahead of the currentsimulation time. (See 10.3.2, 11.1.1.7, and Clause 12.)
 B.145 quantum keeper: A utility class used to store the local time offset from the current simulation time,which it checks against a local quantum. (See 16.2.)
 B.146 request: For the base protocol, the stage during the lifetime of a transaction when information ispassed from the initiator to the target. In effect, the request transports generic payload attributes from theinitiator to the target, including the command, the address, and for a write command, the data array. (Thetransaction is actually passed by reference and the data array by pointer.)
 B.147 resolved signal: An instance of class sc_signal_resolved or sc_signal_rv, which are signal channelsthat may be written to by more than one process, with conflicting values being resolved within the channel.(See 6.13.1.)
 B.148 response: For the base protocol, the stage during the lifetime of a transaction when information ispassed from the target back to the initiator. In effect, the response transports generic payload attributes fromthe target back to the initiator, including the response status, and for a read command, the data array. (Thetransaction is actually passed by reference and the data array by pointer.)
 B.149 resume: To cause a thread or clocked thread process to continue execution starting with theexecutable statement immediately following the wait method at which it was suspended, dependent on thesensitivity of the process. (See 5.2.11.) Also, a member function of class sc_process_handle that cancels theeffect of a previous call to suspend. (See 5.6.6.1.)
 B.150 return path: The control path by which the call stack of a set of interface method calls is unwoundalong either the forward path or the backward path. The return path for the forward path can carryinformation from target to initiator, and the return path for the backward path can carry information frominitiator to target. (See 10.4.)
 B.151 rvalue: A value that does not necessarily have any storage or address. An rvalue of fundamental typecan only appear on the right-hand side of an assignment. (C++ term)
 B.152 scheduled: The state of an event or of a process as a result of a call to the notify, next_trigger orwait methods. An event can be scheduled to occur, or a process can be scheduled to be triggered or resumed,either in a later delta cycle or at a later simulation time.
 B.153 scheduler: The part of the kernel that controls simulation and is thus concerned with advancing time,making processes runnable as events are notified, executing processes, and updating primitive channels.(See Clause 4.)
 B.154 sensitivity: The set of events or time-outs that would cause a process to be resumed or triggered.Sensitivity make take the form of static sensitivity or dynamic sensitivity. (See 4.2.)
 B.155 signal: An instance of class sc_signal, which is a primitive channel intended to model relevantaspects of the behavior of a simple wire as appropriate for digital hardware simulation. (See 3.1.4 and 6.4.)
 B.156 signature: The information about a function relevant to overload resolution, such as the types of itsparameters and any qualifiers. (C++ term)
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 B.157 simple socket: One of a family of convenience sockets that are simple to use because they allowcallback methods to be registered directly with the socket object rather than the socket having to be bound toanother object that implements the required interfaces. The simple target socket avoids the need for a targetto implement both blocking and non-blocking transport interfaces by providing automatic conversionbetween the two. (See 16.1.2.)
 B.158 simulation: The execution phase that consists of the execution of the scheduler together with theexecution of user-defined processes under the control of the scheduler. The execution of a SystemCapplication consists of elaboration followed by simulation. (See Clause 4.)
 B.159 slave: This term has no precise technical definition in this standard, but it is used to mean a reactivemodule or port on a memory-mapped bus that is able to respond to commands from bus masters, but it is notable itself to initiate bus traffic. Generally, a slave would be modeled as a target.
 B.160 socket: See: initiator socket; target socket.
 B.161 spawned process: A process instance created by calling the function sc_spawn. See also: process.(See 3.1.4 and 5.5.6.)
 B.162 specialized port: A class derived from template class sc_port that passes a particular type as the firstargument to template sc_port, and which provides convenience functions for accessing ports of that specifictype. (See 6.8.)
 B.163 standard error response: The behavior prescribed by this standard for a generic payload target thatis unable to execute a transaction successfully. A target should either (1) execute the transaction successfullyor (2) set the response status attribute to an error response or c) call the SystemC report handler. (See14.17.1.)
 B.164 statement: A specific category of C++ language construct that is executed in sequence, such as the ifstatement, switch statement, for statement, and return statement. A C++ expression followed by a semicolonis also a statement. (C++ term)
 B.165 static process: A process created during the construction of the module hierarchy or from thebefore_end_of_elaboration callback.
 B.166 static sensitivity: The set of events or time-outs that would cause a process to be resumed ortriggered, as created using the data member sensitive of class sc_module (in the case of an unspawnedprocess) or using class sc_spawn_options (in the case of a spawned process). See also: sensitivity;spawned process; unspawned process. (See 4.2.)
 B.167 sticky extension: A generic payload extension object that is not deleted (either automatically orexplicitly) at the end of life of the transaction object, and thus remains with the transaction object when it ispooled. Sticky extensions are not deleted by the memory manager. (See 14.5.)
 B.168 string name: A name passed as an argument to the constructor of an instance to provide an identityfor that object within the module hierarchy. The string names of instances having a common parent modulewill be unique within that module and that module only. See also: hierarchical name. (See 5.3 and 5.16.4.)
 B.169 sub-object: An object contained within another object. A sub-object of a class may be a data memberof that class or a base class sub-object. (C++ term)
 B.170 suspend: To cause a process to cease execution by having the associated function call wait. Also, amember function of class sc_process_handle that causes a process to remain suspended and whose effect
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 can be cancelled by calling resume. Also, to cause a process to cease execution by calling member functionsuspend of a process handle associated with the process itself. (See 5.6.6.1.)
 B.171 synchronize: To yield such that other processes may run, or when using temporal decoupling, toyield and wait until the end of the current time quantum. (See 10.3.2.)
 B.172 synchronization-on-demand: The action of a temporally decoupled process when it yields controlback to the SystemC scheduler so that simulation time may advance and other processes run in addition tothe synchronization points that may occur routinely at the end of each quantum. (See 10.3.3.)
 B.173 synchronous reset state: The state entered by a process instance when its reset signal becomes activeor when sync_reset_on is called. When in the synchronous reset state, a process instance is reset each timeit is resumed. (See 5.6.6.3.)
 B.174 tagged socket: One of a family of convenience sockets that add an int id tag to every incominginterface method call in order to identify the socket (or element of a multi-socket) through which thetransaction arrived. (See 16.1.3.4.)
 B.175 target: A module that represents the final destination of a transaction, able to respond to transactionsgenerated by an initiator, but not itself able to initiate new transactions. For a write operation, data is copiedfrom the initiator to one or more targets. For a read operation, data is copied from one target to the initiator.A target may read or modify the state of the transaction object. In the case of the TLM-1 interfaces, the termtarget as defined here may not be strictly applicable, so the terms caller and callee may be used instead forclarity. (See 10.4.)
 B.176 target socket: A class containing a port for interface method calls on the backward path and anexport for interface method calls on the forward path. A socket also overloads the SystemC bindingoperators to bind both port and export. (See 10.4.)
 B.177 temporal decoupling: The ability to allow one or more initiators to run ahead of the currentsimulation time in order to reduce context switching and thus increase simulation speed. (See 10.3.2.)
 B.178 terminated: The state of a thread or clocked thread process when the associated function executes tocompletion or executes a return statement and thus control returns to the kernel or after the process has beenkilled. Calling function wait does not terminate a thread process. See also: clocked thread process; methodprocess; thread process. (See 5.2.11 and 5.6.5.)
 B.179 thread process: A process that executes in its own thread and is called once only by the schedulerduring initialization. A thread process may be suspended by the execution of a wait method, in which case itwill be resumed under the control of the scheduler. An unspawned thread process is created using theSC_THREAD macro, a spawned thread process by calling the function sc_spawn. See also: spawnedprocess; unspawned process. (See 5.2.9 and 5.2.11.)
 B.180 time-out: The thing that causes a process to resume or trigger as a result of a call to the wait ornext_trigger method with a time-valued argument. The process that called the method will resume ortrigger after the specific time has elapsed, unless it has already resumed or triggered as a result of an eventbeing notified. (See 4.2 and 4.2.1.)
 B.181 timed notification: A notification created as the result of a call to function notify with a non-zerotime argument. (See 4.2.1 and 5.10.6.)
 B.182 timed notification phase: The control step within the scheduler during which processes are maderunnable as a result of timed notifications. (See 4.2.1.5.)

Page 604
                        

IEEE Std 1666-2011IEEE Standard for Standard SystemC® Language Reference Manual
 580Copyright © 2012 IEEE. All rights reserved.
 B.183 timing annotation: The sc_time argument to the b_transport and nb_transport methods. A timingannotation is a local time offset. The recipient of a transaction is required to behave as if it had received thetransaction at effective_local_time = sc_time_stamp() + local_time_offset. (See 11.1.2.12 and 11.1.3.)
 B.184 timing point: A significant time within the lifetime of a transaction. A loosely-timed transaction hastwo timing points corresponding to the call to and return from b_transport. An approximately-timed baseprotocol transaction has four timing points, each corresponding to a phase transition.
 B.185 TLM-1: The first major version of the OSCI Transaction Level Modeling standard. TLM-1 wasreleased in 2005. (See Clause 9.)
 B.186 TLM-2.0: The second major version of the OSCI Transaction Level Modeling standard. TLM-2.0was first released in 2008 and the OSCI TLM-2.0 LRM was released in 2009. (See Clause 9.)
 B.187 TLM-2.0-compliant implementation: An implementation that provides all of the TLM-2.0 classesdescribed in this standard with the semantics described in this standard, including both the TLM-2.0interoperability layer and the TLM-2.0 utilities. (See 9.1.)
 B.188 top-level module, top-level object: A module or object that is not instantiated within any othermodule or process. Top-level modules are either instantiated within sc_main, or in the absence of sc_main,are identified using an implementation-specific mechanism. (See 3.1.4 and 5.16.1.)
 B.189 traits class: In C++ programming, a class that contains definitions such as typedefs that are used tospecialize the behavior of a primary class, typically by having the traits class passed as a template argumentto the primary class. The default template parameter provides the default traits for the primary class. (See14.2.2 and 14.2.3.)
 B.190 transaction: An abstraction for an interaction or communication between two or more concurrentprocesses. A transaction carries a set of attributes and is bounded in time, meaning that the attributes areonly valid within a specific time window. The timing associated with the transaction is limited to a specificset of timing points, depending on the type of the transaction. Processes may be permitted to read or modifyattributes of the transaction, depending on the protocol.
 B.191 transaction bridge: A component that acts as the target for an incoming transaction and as theinitiator for an outgoing transaction, usually for the purpose of modeling a bus bridge. See also: bridge. (See10.4.)
 B.192 transaction instance: A unique instance of a transaction. A transaction instance is represented by onetransaction object, but the same transaction object may be re-used for several transaction instances.
 B.193 transaction level (TL): The abstraction level at which communication between concurrent processesis abstracted away from pin wiggling to transactions. This term does not imply any particular level ofgranularity with respect to the abstraction of time, structure, or behavior. (See 10.2.)
 B.194 transaction object: The object that stores the attributes associated with a transaction. The type of thetransaction object is passed as a template argument to the core interfaces.
 B.195 transaction level model, transaction level modeling (TLM): A model at the transaction level andthe act of creating such a model, respectively. Transaction level models typically communicate usingfunction calls, as opposed to the style of setting events on individual pins or nets as used by RTL models.(See 10.2.)
 B.196 transactor: A module that connects a transaction level interface to a pin level interface (in thegeneral sense of the word interface) or that connects together two or more transaction level interfaces, often
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 at different abstraction levels. In the typical case, the first transaction level interface represents a memory-mapped bus or other protocol, and the second interface represents the implementation of that protocol at alower abstraction level. However, a single transactor may have multiple transaction level or pin levelinterfaces. See also: adapter; bridge.
 B.197 transparent component: A interconnect component with the property that all incoming interfacemethod calls are propagated immediately through the component without delay and without modification tothe arguments or to the transaction object (extensions excepted). The intent of a transparent component is toallow checkers and monitors to pass ignorable phases. (See 15.2.5.)
 B.198 transport interface: The one and only bidirectional core interface in TLM-1. The transport interfacepasses a request transaction object from caller to callee, and it returns a response transaction object fromcallee to caller. TLM-2.0 adds separate blocking and non-blocking transport interfaces. (See 10.3.8.)
 B.199 trigger: To cause the member function associated with a method process instance to be called by thescheduler, dependent on its sensitivity. See also: method process; sensitivity. (See 5.2.10.)
 B.200 unidirectional interface: A TLM-1 transaction level interface in which the attributes of thetransaction object are strictly read-only in the period between the first timing point and the end of thetransaction lifetime. Effectively, the information represented by the transaction object is strictly passed inone direction either from caller to callee or from callee to caller. In the case of void put(const T& t), thefirst timing point is marked by the function call. In the case of void get(T& t), the first timing point ismarked by the return from the function. In the case of T get(), strictly speaking there are two separatetransaction objects, and the return from the function marks the degenerate end-of-life of the first object andthe first timing point of the second. (See 17.1.1.)
 B.201 unspawned process: A process created by invoking one of the three macros SC_METHOD,SC_THREAD, or SC_CTHREAD during elaboration. See also: process. (See 3.1.4 and 4.1.2.)
 B.202 untimed: A modeling style in which there is no explicit mention of time or cycles, but which includesconcurrency and sequencing of operations. In the absence of any explicit notion of time as such, thesequencing of operations across multiple concurrent threads must be accomplished using synchronizationprimitives such as events, mutexes, and blocking FIFOs. Some users adopt the practice of inserting randomdelays into untimed descriptions in order to test the robustness of their protocols, but this practice does notchange the basic characteristics of the modeling style. (See 10.3.1.)
 B.203 update phase: The control step within the scheduler during which the values of primitive channelsare updated. The update phase consists of executing the update method for every primitive channel thatcalled the request_update method during the immediately preceding evaluation phase. (See 4.2.1.3.)
 B.204 undefined: The absence of any obligations on the implementation. Where this standard states that abehavior or a result is undefined, the implementation may or may not generate an error or a warning. (See3.3.5.)
 B.205 user: The creator of an application, as distinct from an implementor, who creates an implementation.A user may be a person or an automated process such as a computer program. (See 3.1.2.)
 B.206 user-defined conversion: Either a conversion function or a non-explicit constructor with exactly oneparameter. See also: conversion function; implicit conversion. (C++ term)
 B.207 utilities: A set of classes of the TLM-2.0 standard that are provided for convenience only and are notstrictly necessary to achieve interoperability between transaction-level models. (See Clause 16.)
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 B.208 valid: The state of a process handle, or of an object passed to or returned from a function by pointer orby reference, during any period in which the handle or object is not deleted and its value or behavior remainsaccessible to the application. A process handle is valid when it is associated with a process instance. (See3.3.3 and 5.6.1.)
 B.209 variable-precision fixed-point type: Classes sc_fxval and sc_fxval_fast represent variable-precision fixed-point values that do not model overflow and quantization effects but are used as operandtypes and return types by many fixed-point operations. These types are not typically used directly by anapplication. (See 7.1.)
 B.210 vector: See: bit vector; logic vector. (See 7.1 and 8.5.)
 B.211 warning: An obligation on the implementation to generate a diagnostic message using the report-handling mechanism (function report of class sc_report_handler) with a severity of SC_WARNING. (See3.3.5.)
 B.212 within: The relationship that exists between an instance and a module if the constructor of theinstance is called from the constructor of the module, and also provided that the instance is not within anested module. (See 3.1.4.)
 B.213 yield: Return control to the SystemC scheduler. For a thread process, to yield is to call wait. For amethod process, to yield is to return from the function.
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 Annex C
 (informative)
 Deprecated features
 This annex contains a list of deprecated features. A deprecated feature is a feature that was present inversion 2.0.1 of the OSCI open source proof-of-concept SystemC implementation but is not part of thisstandard. Deprecated features may or may not remain in the Accellera Systems Initiative implementation inthe future. The user is strongly discouraged from using deprecated features because an implementation is notobliged to support such features. An implementation may issue a warning on the first occurrence of eachdeprecated feature but is not obliged to do so.
 a) Functions sc_cycle and sc_initialize (Use sc_start instead)
 b) Class sc_simcontext (Replaced by functions sc_delta_count, sc_is_running,sc_get_top_level_objects, and sc_find_object, and by member functions get_child_objects andget_parent_object)
 c) Type sc_process_b (Replaced by class sc_process_handle)
 d) Function sc_get_curr_process_handle (Replaced by function sc_get_current_process_handle)
 e) Member function notify_delayed of class sc_event (Use notify(SC_ZERO_TIME) instead)
 f) Non-member function notify (Use member function notify of class sc_event instead)
 g) Member function timed_out of classes sc_module and sc_prim_channel
 h) operator, and operator<< of class sc_module for positional port binding (Use operator() instead)
 i) operator() of class sc_module for positional port binding when called more than once per moduleinstance (Use named port binding instead)
 j) Constructors of class sc_port that bind the port at the time of construction of the port object
 k) operator() of class sc_sensitive (Use operator<< instead)
 l) Classes sc_sensitive_pos and sc_sensitive_neg and the corresponding data members of classsc_module (Use the event finders pos and neg instead)
 m) Member function end_module of class sc_module
 n) Default time units and all the associated functions and constructors, including:
 1) Function sc_simulation_time
 2) Function sc_set_default_time_unit
 3) Function sc_get_default_time_unit
 4) Function sc_start(double)
 5) Constructor sc_clock(const char*, double, double, double, bool)
 o) Member function trace of classes sc_object, sc_signal, sc_clock, and sc_fifo (Use sc_traceinstead)
 p) Member function add_trace of classes sc_in and sc_inout (Use sc_trace instead)
 q) Member function get_data_ref of classes sc_signal and sc_clock (Use member function readinstead)
 r) Member function get_new_value of class sc_signal
 s) Typedefs sc_inout_clk and sc_out_clk (Use sc_out<bool> instead)
 t) Typedef sc_signal_out_if
 u) Constant SC_DEFAULT_STACK_SIZE (Function set_stack_size is not deprecated)
 v) Constant SC_MAX_NUM_DELTA_CYCLES
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 w) Constant SYSTEMC_VERSION (Function sc_version is not deprecated)
 x) Support for the wif and isdb trace file formats (The vcd trace file format is not deprecated)
 y) Member function sc_set_vcd_time_unit of class vcd_trace_file
 z) Function sc_trace_delta_cycles
 aa) Function sc_trace for writing enumeration literals to the trace file (Other sc_trace functions are notdeprecated)
 ab) Type sc_bit (Use type bool instead)
 ac) Macro SC_CTHREAD, except for the case where the second argument is an event finder, which isstill supported
 ad) Global and local watching for clocked threads (Use function reset_signal_is instead)
 ae) The reporting mechanism based on integer ids and the corresponding member functions of classsc_report, namely, register_id, get_message, is_suppressed, suppress_id, suppress_infos,suppress_warnings, make_warnings_errors, and get_id. (Replaced by a reporting mechanismusing string message types)
 af) Utility classes sc_string, sc_pvector, sc_plist, sc_phash, and sc_ppq
 ag) Macro DECLARE_EXTENDED_PHASE (From TLM-2.0.1. UseTLM_DECLARE_EXTENDED_PHASE instead)
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 Annex D
 (informative)
 Changes between IEEE Std 1666-2005 and IEEE Std 1666-2011
 This annex lists the more significant changes between the above two versions of the SystemC standard andalso lists changes between the OSCI TLM-2.0 Language Reference Manual (version JA32) and thisstandard.
 a) New process control member functions by which processes can suspend, resume, reset, or kill otherprocesses or themselves (see 5.6.6).
 New types and functions:sc_descendant_inclusion_infosc_process_handle::suspendsc_process_handle::resumesc_process_handle::disablesc_process_handle::enablesc_process_handle::sync_reset_onsc_process_handle::sync_reset_offsc_process_handle::resetsc_process_handle::reset_eventsc_process_handle::killsc_process_handle::throw_itsc_process_handle::is_unwindingsc_is_unwindingsc_unwind_exception
 b) Any kind of process can have any number of synchronous or asynchronous resets, effectivelyunifying thread and clocked thread processes (see 5.2.13).
 New and extended objects:sc_module::reset_signal_issc_module::async_reset_signal_issc_spawn_options::reset_signal_issc_spawn_options::async_reset_signal_is
 c) Simulation can be paused, and there is a function to get the current state of simulation (elaboration,running, paused, stopped, and so forth) (see 4.5.2 and 4.5.8).
 New types and functions:sc_pausesc_statussc_get_status
 d) The addtion of a starvation policy to sc_start combined with new behavior for sc_start in the caseof event starvation, allowing more control when pausing and restarting simulation (see 4.3.4.2).
 New types:sc_starvation_policy
 e) The definition of sc_delta_count has been refined to accommodate sc_start(0) and sc_pause (see4.5.5).
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 f) The definition of immediate notification has been clarified such that a process cannot make itselfrunnable as a result of an immediate notification (see 4.2.1.2).
 g) New functions to detect pending activity at the current time and at future times (see 4.5.7).
 New functions:sc_pending_activity_at_current_timesc_pending_activity_at_future_timesc_pending_activitysc_time_to_pending_activity
 h) There is a function to return the maximum value of simulation time (see 5.11.4).
 New functions:sc_max_time
 i) Event lists, as passed to the functions wait and next_trigger, can be constructed as explicit objects,making it possible to create event lists containing a parameterized or variable number of events (see5.8).
 New types:sc_event_and_listsc_event_or_list
 j) Events can be given hierarchical names in the same way as sc_objects and can be searched for byname (see 5.10 and 5.17).
 New functions:sc_module::get_child_eventssc_process_handle::get_child_eventssc_object::get_child_eventssc_event::namesc_event::basenamesc_event::in_hierarchysc_event::get_parent_objectsc_hierarchical_name_existssc_get_top_level_eventssc_find_event
 k) There is a new operator< in class sc_process_handle so that unique process handles can usefullybe stored in standard containers (see 5.6.5).
 New functions:sc_process_handle::operator<sc_process_handle::swap
 l) The definition of function terminated of class sc_process_handle has changed such thatterminated remains true even after the handle has become invalid (see 5.6.5).
 m) A new utility class sc_vector makes it easy to construct vectors of modules, ports, exports, andchannels and to bind vectors of ports (see 8.5).
 New types and functions:sc_vector_basesc_vectorsc_vector_assembly
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 sc_assemble_vector
 n) A signal can now only be written once per delta cycle, and there is explicit control over whether asignal can have one or many writers across different delta cycles (see 6.3).
 New types, functions, and template parameters:sc_writer_policysc_signal_write_if::get_writer_policyWRITER_POLICY
 o) The bind function of the standard port and socket classes has been made virtual (see 5.12.7 and5.13.7).
 p) sc_mutex and sc_semaphore are now derived from sc_object rather than from sc_prim_channel,so they may be instantiated dynamically (see 6.27 and 6.29).
 q) There is a new asynchronous version of the request_update method of the primitive channel classthat can be called safely from operating system threads outside of the SystemC kernel (see 5.15.6).
 New functions:sc_prim_channel::async_request_update
 r) Many of the constructors to convert C++ build-in types to SystemC fixed-point values have beenmade explicit, removing certain cases of type ambiguity in fixed-point expressions.
 s) A verbosity argument has been added to SC_INFO reports such that the application can suppressreports exceeding a given verbosity level (see 8.2.4 and 8.3.5).
 New types, functions, and macros:sc_verbositysc_report::get_verbositysc_report_handler::set_verbosity_levelsc_report_handler::get_verbosity_levelSC_REPORT_INFO_VERB
 t) There is a new namespace sc_unnamed, which includes the Boost argument placeholders _1, _2,_3, ... and so forth (see 5.5.6).
 New namespace:sc_unnamed
 u) The version of the SystemC implementation is now available to the preprocessor using a set ofmacros, mirroring a feature already present in TLM-2.0 (see 8.6.5).
 New macros:IEEE_1666_SYSTEMCSC_VERSION_MAJORSC_VERSION_MINORSC_VERSION_PATCHand so forth...
 v) The TLM-2.0 implementation can now be accessed through the header "tlm" as well as "tlm.h"(see 10.8).
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 w) The terms "base-protocol-compliant," "custom-protocol-compliant," and "TLM-2.0-compliant-implementation" have been defined (see 9.1).
 x) A new option attribute has been added to the TLM-2.0 generic payload to allow the use of the fullset of generic payload attributes with the DMI and debug transport interface (see 14.8).
 New types and functions:tlm_gp_optiontlm_generic_payload::get_gp_optiontlm_generic_payload::set_gp_option
 y) There are a few minor TLM-2.0 base protocol changes, not expected to cause backwardcompatibility problems. For TLM_IGNORE_COMMAND, the generic payload data pointer may benull. Also for TLM_IGNORE_COMMAND, the target is free to chose the value returned from thetransport_dbg method (see 11.3.4 and 14.11).
 z) The macro DECLARE_EXTENDED_PHASE has been renamed toTLM_DECLARE_EXTENDED_PHASE (see 15.1).
 New macros:TLM_DECLARE_EXTENDED_PHASE
 aa) The permitted values of macro TLM_IS_PRERELEASE have changed from FALSE or TRUE to 0or 1 (see 10.8.3).
 ab) The TLM-1 Message Passing Interface has been given a more full and precise definition (seeClause 17).
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 b/nb conversion 526bridge 465
 add_attribute, member functionclass sc_object 129
 address alignment 489, 490address attribute 475, 476, 478
 DMI 476endianness 489overlapping 516transport_dbg 451, 474
 allow_none 446allow_read 446allow_read_write 446allow_write 446analysis port 558and_reduce, reduction operator 197application
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 approximately-timed 419message sequence chart 434PEQ 541phase sequence 503timing annotation 439, 514timing parameters 510
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 async_reset_signal_is, member functionclass sc_module 24, 46, 585class sc_spawn_options 24, 63, 585
 asynchronous message passing 546attach
 attribute 129glossary 566
 attr_cltn, member functionclass sc_object 130
 auto-extension 496
 Bb_transport 426
 base protocol 503message sequence chart 428
 re-entrant 514simple socket 525simple sockets 519switching to nb_transport 516timing annotation 514
 b/nb conversion 526backward path 421, 431, 433base class sub-object, glossary 566base protocol
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 basename, member functionclass sc_event 97, 99, 586class sc_object 126
 base-protocol-compliant 588before_end_of_elaboration, member function 24
 class sc_clock 151class sc_export 117class sc_module 55class sc_port 112class sc_prim_channel 123
 BEGIN_REQ 500BEGIN_RESP 500
 base protocol 504begin, member function
 class sc_attr_cltn 133class sc_fxcast_context 383class sc_fxtype_context 381class sc_length_context 377class sc_vector 406
 big-endian 489, 491binary fixed-point representation 293bind order 456bind, member function
 class sc_export 115class sc_in 153class sc_port 108class sc_vector 406, 587class simple_initiator_socket 525class tlm_analysis_port 559class tlm_base_initiator_socket 460
 binding 463, 522, 534export binding 14glossary 567hierarchical 460, 522, 534
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 named binding 53order 456port binding 14positional binding 53
 bit concatenationclass sc_concatref 253vectors 286
 bit vectordefinition 189glossary 567
 bit-selectdefinition 194glossary 567
 bit-select classesfinite-precision integer types 244fixed-point types 299, 367introduction 194limited-precision integer types 217vectors 277
 blocking transport interface 426, 546vs non_blocking 548vs non-blocking 419
 body, glossary 567Boost, support for the free C++ library 65bound
 glossary 567port to channel 14
 bridge 423, 465, 467, 474, 495buffer
 definition 147glossary 567
 BUSWIDTH 460, 480, 488byte enable array 475, 480
 deep_copy_from 473endianness 487update_original_from 473
 byte enable length attribute 475, 481byte enable pointer attribute 475, 480byte order mode
 endianness 491
 CC++ header file 35C++, relationship with SystemC 2call
 definition 5glossary 567
 callback 525, 543from kernel 23glossary 568
 called from, definition 5can, usage 5cancel_all, member function
 class get_with_peq 543class sc_event_queue 188
 cancel, member functionclass sc_event 101
 canonical signed digit 199cast_switch, member function
 limited-precision fixed-point classes 301causality
 and base protocol 510channel
 glossary 568hierarchical 6instance 110interface proper 117ordered set of channel instances 109port binding 54primitive 6, 119pure virtual functions 135trace 153
 childdefinition 6get_child_objects, member function 55glossary 568port binding 15
 class sc_prim_channel 587class template, glossary 568classes
 sc_attr_base 131sc_attr_cltn 133sc_attribute 132sc_bigint 240sc_biguint 242sc_bind_proxy 37sc_bitref_r 277sc_buffer 147sc_bv 273sc_bv_base 262sc_clock 149sc_concatref 253sc_concref 286sc_concref_r 286sc_context_begin 377, 380, 382, 383sc_event 97sc_event_and_expr 95sc_event_and_list 92sc_event_finder 90sc_event_finder_t 90sc_event_or_expr 95sc_event_or_list 92sc_event_queue 186sc_event_queue_if 186sc_export 113sc_export_base 113, 114sc_fifo 173
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 sc_fifo_blocking_in_if 171sc_fifo_in 178sc_fifo_in_if 171sc_fifo_nonblocking_in_if 171sc_fifo_out 179sc_fifo_out_if 172sc_fix 346sc_fix_fast 296, 352sc_fixed 358sc_fixed_fast 296, 362sc_fxcast_context 382sc_fxcast_switch 381sc_fxnum 295, 327sc_fxnum_bitref 367sc_fxnum_fast 332sc_fxnum_fast_bitref 367sc_fxnum_fast_subref 369sc_fxnum_subref 369sc_fxtype_context 380sc_fxtype_params 378sc_fxval 337sc_fxval_fast 341sc_generic_base 256sc_in 152sc_in_resolved 164sc_in_rv 168sc_in<bool> 153sc_in<sc_dt::sc_logic> 153sc_inout 156sc_inout_resolved 165sc_inout_rv 169sc_int 213sc_int_base 203sc_int_bitref 218sc_int_bitref_r 217sc_int_subref 222sc_int_subref_r 222sc_interface 117sc_length_context 377sc_length_param 375sc_logic 257sc_lv 275sc_lv_base 267sc_module 37sc_module_name 57sc_mutex 182sc_mutex_if 182sc_object 124sc_out 160sc_out_resolved 166sc_out_rv 170sc_plist (deprecated) 584sc_port_base 104sc_ppq (deprecated) 584
 sc_prim_channel 16, 119sc_process_handle 67sc_pvector (deprecated) 584sc_report 388sc_report_handler 391sc_semaphore 185sc_semaphore_if 184sc_sensitive 60sc_sensitive_neg (deprecated) 583sc_sensitive_pos (deprecated) 583sc_signal 139sc_signal_in_if 135sc_signal_in_if<bool> 136sc_signal_in_if<sc_logic> 136sc_signal_inout_if 137sc_signal_resolved 161sc_signal_rv 167sc_signal_write_if 137sc_signal<bool> 144sc_signal<sc_logic> 144sc_signed 227sc_signed_bitref 244sc_signed_bitref_r 244sc_signed_subref 248sc_signed_subref_r 248sc_simcontext (deprecated) 583sc_spawn_options 61sc_string (deprecated) 584sc_subref 280sc_subref_r 280sc_switch 381sc_time 101sc_trace_file 385sc_ufix 295, 349sc_ufixed 295, 360sc_ufixed_fast 365sc_uint 215sc_uint_base 208sc_uint_bitref 218sc_uint_bitref_r 218sc_uint_subref 222sc_uint_subref_r 222sc_unsigned 234sc_unsigned_bitref 245sc_unsigned_bitref_r 244sc_unsigned_subref 248sc_unsigned_subref_r 248sc_value_base 201
 clear_extension 472, 497, 544clock
 class sc_clock 149glossary 568thread processes 45
 clocked thread process
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 arguments for macros 42glossary 568introduction 43reset_signal_is, function 44
 clone 473, 495coding style 415, 416combined interfaces 423, 455command attribute 475, 477
 DMI 445transport_dbg 451
 complete objectglossary 568module name 59
 compute_local_quantum 454, 539concat_clear_data, member function
 class sc_value_base 202concat_get_ctrl, member function
 class sc_value_base 202concat_get_data, member function
 class sc_value_base 202concat_get_uint64, member function
 class sc_value_base 202concat_length, member function
 class sc_value_base 202concat_set, member function
 class sc_value_base 202concat, function
 integers 255logic and vector types 289overview 196template 292
 concatenationbase type 196bits 286class sc_value_base 201glossary 568integer 253introduction 196
 constSC_BIND_PROXY_NIL 37SC_LOGIC_0 261SC_LOGIC_1 261SC_LOGIC_X 261SC_LOGIC_Z 261SC_ZERO_TIME 103
 const_iterator, typedef 133contain
 definition 6glossary 568
 convenience socket 419, 456conversion function 568
 endianness 491SystemC data types 192
 conversion, b/nb 526
 co-operative multitasking 17copy_from 473, 495copy-constructible type
 glossary 568sc_attribute template 132
 core interface 413co-routine semantics 17custom-protocol-compliant 588cycle-accurate 419
 Ddagger symbol, usage 7data array 475, 479
 bridge 495deep_copy_from 473destructor 474DMI 445endianness 487, 488transport_dbg 451update_original_from 473
 data length attribute 475, 480endianness 489transport_dbg 451
 data member, glossary 569data pointer attribute 475, 479
 transport_dbg 451data transfer time 510data type classes 189data_read_event, member function
 class sc_fifo 177class sc_fifo_out 180class sc_fifo_out_if 173
 data_read, member functionclass sc_fifo_out 180
 data_written_event, member functionclass sc_fifo 177class sc_fifo_in 179class sc_fifo_in_if 172
 data_written, member functionclass sc_fifo_in 179
 debug 552debug transport interface 423, 450declaration, glossary 569DECLARE_EXTENDED_PHASE 588deep_copy_from 473, 495default_event, member function
 class sc_event_queue 188class sc_in 153class sc_inout 157class sc_interface 60, 119class sc_signal 142
 default_value, member functionclass sc_fxcast_context 383
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 class sc_fxtype_context 381class sc_length_context 377
 definition, glossary 569delay
 approximately-timed 419, 510base protocol 510timing annotation 438
 delta cycleclass sc_signal_inout_if 138definition 19glossary 569write 142
 delta notificationcancel, function 100definition 16description 18glossary 569notify, function 100
 delta notification phaseglossary 569overview 18
 deprecated featuresclass sc_phash 584class sc_plist 584class sc_ppq 584class sc_pvector 584class sc_sensitive_neg 583class sc_sensitive_pos 583class sc_sim_context 583class sc_string 584sc_bit, type 584sc_cycle, function 583SC_DEFAULT_STACK_SIZE, const 583sc_get_curr_process, function 583sc_get_default_time_unit, function 583sc_initialize, function 583sc_inout_clk, typedef 583SC_MAX_NUM_DELTA_CYCLES, const
 583sc_out_clk, typedef 583sc_process_b, type 583sc_set_default_time_unit, function 583sc_set_vcd_time_unit, member function 584sc_signal_out_if, typedef 583sc_start(double), function 583sc_trace_delta_cycles, function 584set_simulation_time, function 583
 derived from, definition 5direct memory interface 423, 442disable, member function
 class sc_process_handle 79, 585disabled, usage 7DMI 423, 442
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 DMI allowed attribute 450, 474, 482modification at target 476
 DMI descriptor 445DMI hint 450, 482
 modification at target 476DMI_ACCESS_NONE 447DMI_ACCESS_READ 446DMI_ACCESS_READ_WRITE 446DMI_ACCESS_WRITE 446dmi_data 444dont_initialize, member function
 class sc_module 24, 48class sc_spawn_options 63semantics 17
 double, member functionclass sc_fxval 340
 draft version 413dump, member function
 class sc_fifo 177class sc_object 127class sc_signal 143
 during elaborationdefinition 7glossary 569
 during simulationdefinition 7glossary 569
 duty_cycle, member functionclass sc_clock 151
 dynamic processclass sc_process_handle 67definition 6description 563dynamic, member function 72glossary 570parent 64
 dynamic sensitivitydefinition 16glossary 570next_trigger, function 43, 50wait, function 52
 dynamic, member functionclass sc_process_handle 72
 dynamic, spawned processsc_spawn, function 64
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 base protocol 504effective local time 439, 514
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 elaboration 12callback functions 23glossary 570instantiation 12keeping track of module hierarchy 58port binding 15port instantiation 107running 20sc_main, function 21sc_set_time_resolution, function 103simulation time resolution 15
 elem_type, typedef 133ellipsis, usage 7enable, member function
 class sc_process_handle 80, 585end_of_elaboration, member function 25
 class sc_export 117class sc_in 153class sc_in_resolved 165class sc_in_rv 169class sc_inout 158class sc_inout_resolved 166class sc_inout_rv 170class sc_module 55class sc_port 112class sc_prim_channel 123size of socket 534
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 END_RESP 500base protocol 504
 end, member functionclass sc_attr_cltn 134class sc_fxcast_context 383class sc_fxtype_context 381class sc_length_context 377class sc_vector 406
 endianness 487conversion functions 491helper functions 490
 enumerationsc_curr_proc_kind_return 68sc_descendant_inclusion_info 68, 585sc_fmt 303sc_logic_value_t 257sc_numrep 199, 383sc_o_mode 301sc_port_policy 104sc_q_mode 301
 sc_severity 388, 389sc_starvation_policy 20, 585sc_status 28sc_stop_mode 27sc_time_unit 101sc_verbosity 388, 587sc_writer_policy 137tlm_gp_option 468, 588
 errordefinition 11glossary 570
 evaluation phasedefinition 17glossary 570sc_spawn, function 64sc_stop, function 30update, function 122
 eventdefinition 6, 97glossary 570simulation 16
 event expressionglossary 570
 event finderclass sc_fifo_in 179class sc_fifo_out 180class sc_in 153, 156class sc_inout 157class sc_inout<bool> 160class sc_inout<sc_dt::sc_logic> 160class sc_sensitive 61clocked thread process 45description 90glossary 570
 event listclass sc_event 101class sc_event_and_expr 95class sc_event_and_list 92class sc_event_or_expr 95class sc_event_or_list 92glossary 570
 event, member functionclass sc_in 153class sc_inout 157class sc_signal 142class sc_signal_in_if 135
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 IEEE_1666_SYSTEMC 411, 587sc_assert 394sc_bind 65SC_COPYRIGHT 411sc_cref 65SC_CTHREAD 39, 41SC_CTOR 39, 40, 58SC_DEFAULT_FATAL_ACTIONS 393SC_DEFAULT_INFO_ACTIONS 393SC_DEFAULT_WARNING_ACTIONS 393SC_FORK 66SC_HAS_PROCESS 39, 41SC_IS_PRERELEASE 411SC_JOIN 66SC_METHOD 14, 39, 41SC_MODULE 39, 40sc_ref 65SC_REPORT_ERROR 394SC_REPORT_FATAL 394SC_REPORT_INFO 394SC_REPORT_INFO_VERB 394SC_REPORT_WARNING 394SC_THREAD 14, 39, 41SC_VERSION 411SC_VERSION_MAJOR 411, 587SC_VERSION_MINOR 411, 587SC_VERSION_ORIGINATOR 411SC_VERSION_PATCH 411, 587SC_VERSION_PRERELEASE 411SC_VERSION_RELEASE_DATE 411TLM_COPYRIGHT 424TLM_DECLARE_EXTENDED_PHASE 588TLM_IS_PRERELEASE 424, 588TLM_VERSION 424TLM_VERSION_MAJOR 424TLM_VERSION_MINOR 424TLM_VERSION_ORIGINATOR 424TLM_VERSION_PATCH 424TLM_VERSION_PRERELEASE 424TLM_VERSION_RELEASE_DATE 424
 malloc 471mandatory extension 494, 574max_num_extensions 496may, usage 5member functions
 glossary 574process control 86
 memcpy 479memory management
 extensions 495, 496generic payload 470, 474get_direct_mem_ptr 473hops 504transport_dbg 473
 memory-mapped bus 413, 426, 465, 484, 502message passing
 asynchronous 546synchronous 546
 message sequence chartapproximately-timed 510b/nb adapter 527blocking transport 428early completion 436ignorable phase 509nb/b adapter 526quantum 429temporal decoupling 428timing point 434using the return path 435
 method processarguments for macros 42glossary 574spawn_method, function 63
 method, glossary 574module
 class sc_module 37definition 5glossary 574
 module hierarchyabnormal usage 107callbacks 24class sc_prim_channel 121definition 6elaboration 12, 58glossary 574
 most significant 293MSB 293multi_passthrough_initiator_socket 532multi_passthrough_target_socket 532multiport
 definition 15event finder 90glossary 574port policy 106positional port binding 53
 multi-socket 461, 531, 532, 536multitasking 17mutex
 class sc_mutex 182glossary 574
 Nn_bits, member function
 class sc_fxtype_params 379limited-precision fixed-point classes 301
 name, member functionclass sc_attr_base 132
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 class sc_event 99, 586class sc_object 126class sc_process_handle 71
 namespace 423sc_core 10, 20sc_dt 10, 189sc_unnamed 10, 587tlm 10tlm_utils 10usage 10
 nand_reduce, reduction operator 197nb_get 546, 552nb_peek 546, 552nb_poke 552nb_put 546, 552nb_read, member function
 class sc_fifo 175class sc_fifo_in 179class sc_fifo_in_if 172
 nb_transport 431base protocol 503called from b_transport 427ignorable phase 508memory management 471phase argument 432phase transitions 506simple socket 525simple sockets 519switching to b_transport 516timing annotation 439, 514
 nb_transport_bw 431nb_transport_fw 431nb_write, member function
 class sc_fifo 176class sc_fifo_out 180class sc_fifo_out_if 173
 need_sync 540negedge_event, member function
 class sc_signal 146class sc_signal_in_if 137
 negedge, member functionclass sc_signal 146class sc_signal_in_if 137
 next_trigger, member functionclass sc_module 17, 50, 92, 95class sc_prim_channel 17, 123creating dynamic sensitivity 43
 non_blocking interfacevs blocking 548
 non-abstract class, glossary 575non-blocking transport 430non-blocking transport interface 546non-ignorable extension 575nor_reduce, reduction operator 197
 notes, usage 11notification
 delta notification 100glossary 575immediate 100timed notification 100
 notifiedevents 16glossary 575timed notification 18
 notify 543notify, member function
 class sc_event 16, 17, 100, 122class sc_event_queue 187delta notification phase 18
 num_attributes, member functionclass sc_object 129
 num_available, member functionclass sc_fifo 177class sc_fifo_in 179class sc_fifo_in_if 172
 num_free, member functionclass sc_fifo 177class sc_fifo_out 180class sc_fifo_out_if 173
 numeric typedefinition 190glossary 575
 Oo_mode, member function
 class sc_fxtype_params 379limited-precision fixed-point classes 301
 objectclass sc_object 124glossary 575
 object hierarchyclass sc_object 124definition 6glossary 575hierarchical instance name 126
 occurrenceclass sc_event 97class sc_report_handler 391events 16glossary 575warning 30
 operations, additionlimited-precision fixed-point classes 298, 299variable-precision fixed-point classes 298, 299
 operations, arithmeticclass sc_int 215class sc_int_base 206
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 class sc_signed 231class sc_uint 218class sc_uint_base 211class sc_unsigned 237fixed-point classes 297
 operations, bitwiseclass sc_bitref_r 280class sc_bv_base 266class sc_concref 291class sc_concref_r 291class sc_int 215class sc_int_base 206class sc_logic 261class sc_lv_base 272class sc_signed 232class sc_subref 285class sc_subref_r 284class sc_uint 218class sc_uint_base 211class sc_unsigned 239fixed-point classes 297
 operations, comparisonclass sc_bitref_r 280class sc_bv_base 267class sc_concref_r 292class sc_int_base 206class sc_logic 261class sc_lv_base 273class sc_signed 233class sc_subref_r 285class sc_uint_base 211class sc_unsigned 240
 operator 501operator bool
 bit-select classes 221class sc_fxnum_bitref 369class sc_fxnum_fast_bitref 369
 operator doubleclass sc_fxnum 332, 336class sc_fxval_fast 345
 operator IF&class sc_export 116
 operator int_typeclass sc_int_base 206class sc_int_subref_r 226
 operator sc_bv_baseclass sc_fxnum_fast_subref 375class sc_fxnum_subref 375
 operator sc_logicbit-select classes 279
 operator sc_unsignedclass sc_signed 255class sc_signed_subref_r 252class sc_unsigned_subref_r 252
 operator uint_typeclass sc_uint_base 210class sc_uint_subref_r 226
 operator uint64bit-select classes 248class sc_unsigned 255
 operator˜bit-select classes 221, 248
 operator!bit-select classes 221, 248
 operator!=class sc_fxcast_switch 382class sc_fxtype_params 380class sc_length_param 376class sc_process_handle 70
 operator‚concatenation overview 196integers 255logic and vector types 289template 292
 operator() 460, 525, 535, 559class sc_export 115class sc_inout 157class sc_module_name 59class sc_module, port binding 53class sc_port 108part-select classes 195sc_spawn, function 64
 operator[] 461, 534bit-select classes 194class sc_port 110
 operator<class sc_process_handle 70, 586
 operator<< 143class ostream 143, 175class sc_sensitive 60SystemC data types 198
 operator=class sc_buffer 148class sc_fifo 176class sc_fxcast_switch 382class sc_fxtype_params 380class sc_inout 157class sc_length_param 376class sc_process_handle 70class sc_signal 142class sc_signal_resolved 162, 163
 operator==class sc_fxcast_switch 382class sc_fxtype_params 380class sc_length_param 376class sc_process_handle 70
 operator-> 461class sc_export 116
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 class sc_port 109operator>>
 SystemC data types 198option attribute 476or_reduce, reduction operator 197overflow modes 304overflow_flag
 fixed-point classes 302overlapping addresses 516overload, glossary 575override, glossary 575
 Pparameter, glossary 575parent
 definition 6glossary 575
 part-select classesdefinition 195fixed-point types 299glossary 575limited-precision integers 222vectors 280
 part-word access 489passthrough_target_socket 523passthrough_target_socket_tagged 530passthrough_target_socket.h 525payload event queue 541peek 546pending
 cancel, function 101class sc_event_queue 186glossary 576update, function 18
 PEQ 541peq_with_cb_and_phase 542peq_with_get 542period, member function
 class sc_clock 151phase
 argument to nb_transport 432base protocol 503ignorable 508message sequence chart 434PEQ 541template argument 431tlm_phase 500transitions 505
 pipelining 431, 434, 510pool
 memory management 470, 474, 496, 502port 104
 binding 14, 158
 class sc_port 111definition 5glossary 576named binding 53port binding 54positional binding 53
 port policy 15, 106portless channel access
 description 104glossary 576
 posedge_event, member functionclass sc_signal 146class sc_signal_in_if 137
 posedge_first, member functionclass sc_clock 150, 151
 posedge, member functionclass sc_signal 146class sc_signal_in_if 137
 positional binding 53post, member function
 class sc_semaphore 186primitive channel
 class sc_buffer 147class sc_clock 149class sc_prim_channel 119class sc_signal 139, 144definition 6glossary 576
 print, member functionbit-select classes 221, 248, 253, 280class sc_bv_base 267class sc_concatref 256class sc_concref 292class sc_fifo 177class sc_fxcast_switch 382class sc_int_base 207class sc_length_param 376class sc_logic 261class sc_lv_base 273class sc_object 127class sc_signal 143class sc_signed 233class sc_time 103class sc_unsigned 240part-select classes 198, 226, 286
 proc_kind, member functionclass sc_process_handle 71
 processassociating 42clocked thread 43definition 6dynamic sensitivity 50glossary 576instance 67, 124
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 method 43resume 78resumed 43sensitivity 16static sensitivity 48, 60suspend 78synchronization 97triggered 43
 process control 73interaction between member functions 86
 process handleclass sc_process_handle 67definition 6glossary 576
 protocol traits class 455, 456, 467, 498, 502proxy class
 bit-selects 194class sc_generic_base 199, 256concatenations 196definition 191glossary 576part-selects 195
 put 546, 552
 Qq_mode, member function
 class sc_fxtype_params 379limited-precision fixed-point classes 301
 quantization modes, definition 316quantization_flag, member function
 fixed-point classes 302quantum 418
 global quantum 453message sequence chart 429quantum keeper 453, 537
 Rrange, member function
 numeric types and vectors 195read, member function
 class sc_fifo 175class sc_fifo_in 179class sc_fifo_in_if 172class sc_in 153class sc_inout 157class sc_signal 141class sc_signal_in_if 135
 recipient 546of a transaction 439of an ignorable phase 508
 reduction operators 197re-entrancy
 b_transport 514
 reference count 441, 470, 471, 472, 496, 516register_port, member function
 class sc_fifo 175class sc_interface 118class sc_signal 141class sc_signal_resolved 163
 release 471, 472, 496, 505, 519, 520release_extension 496, 497remove_all_attributes, member function
 class sc_object 129remove_attribute, member function
 class sc_object 129request exclusion rule 510request_update, member function
 class sc_prim_channel 17, 121scheduling algorithm 16
 resetgeneric payload 471, 472, 496quantum keeper 539
 reset_event, member functionclass sc_process_handle 81, 83, 585
 reset_signal_is, member functionclass sc_module 24, 46, 585class sc_spawn_options 24, 63, 585
 reset, member functionclass sc_process_handle 81, 585
 resize_extensions 497, 544resolved signal
 class sc_in_resolved 164class sc_in_rv 168class sc_inout_resolved 165class sc_inout_rv 169class sc_out_resolved 166class sc_signal_resolved 161class sc_signal_rv 168definition 161glossary 577
 response exclusion rule 511response status attribute 474, 483
 DMI 445extensions 484modification at target 476update_original_from 473
 resumeclass sc_event 97dont_initialize, function 48evaluation phase 17glossary 577lock, function 183notify, function 100sc_start, function 22scheduler 15thread process 43wait, function 52
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 resume process 78resume, member function
 class sc_process_handle 78, 585return path 421
 message sequence chart 435reverse, member function
 class sc_bv_base 267class sc_concref 290class sc_lv_base 271part-select classes 286
 reversed, member functionpart-select classes 286
 rounding modes 317routing
 address attribute 476base protocol 515
 rrotate, member functionclass sc_bv_base 267class sc_concref 290class sc_lv_base 271part-select classes 285
 rvalue, glossary 577
 SSC_ABORT, value of type sc_actions 391, 398sc_abs, function 411sc_actions, typedef 393SC_ALL_BOUND, value of type sc_port_policy
 104sc_argc, function 21sc_argv, function 21sc_assemble_vector, function 400, 587sc_assert, macro 394sc_attr_base, class 131sc_attr_cltn, class 133sc_attribute, class 132SC_BEFORE_END_OF_ELABORATION, value
 of type sc_status 28sc_behavior, typedef 39, 56sc_bigint, class template 190, 240sc_biguint, class template 190, 242SC_BIN_SM, value of type sc_numrep 383SC_BIN_US, value of type sc_numrep 383SC_BIN, value of type sc_numrep 383SC_BIND_PROXY_NIL, const 37sc_bind_proxy, class 37sc_bind, macro 65sc_bit, type (deprecated) 584sc_bitref_r, class template 277sc_bitref, class template 277sc_buffer, class 147
 derived from sc_signal 144sc_bv_base, class 190, 262
 sc_bv, class template 190, 273SC_CACHE_REPORT, value of type sc_actions
 388, 391, 398sc_channel, typedef 39, 56sc_clock, class 149sc_close_vcd_trace_file, function 386sc_concatref, class 253sc_concref_r, class template 286sc_concref, class template 286sc_context_begin, class 377, 380, 382, 383sc_copyright 412sc_copyright_string, function 411sc_copyright, function 412SC_COPYRIGHT, macro 411sc_core, namespace 10, 20sc_create_vcd_trace_file, function 386sc_cref, macro 65SC_CSD, value of type sc_numrep 200, 383SC_CTHREAD_PROC_, sc_curr_proc_kind const
 68, 71sc_cthread_process 44SC_CTHREAD, macro 14, 39, 41SC_CTOR, macro 39, 40, 58sc_curr_proc_kind, enumeration 68sc_cycle, function (deprecated) 583SC_DEBUG, value of type sc_verbosity 389SC_DEC, value of type sc_numrep 383SC_DEFAULT_ERROR_ACTIONS, macro 393SC_DEFAULT_FATAL_ACTIONS, macro 393SC_DEFAULT_INFO_ACTIONS, macro 393SC_DEFAULT_STACK_SIZE, const (deprecated)
 583SC_DEFAULT_WARNING_ACTIONS, macro
 393sc_delta_count, function 31, 585sc_descendant_inclusion_info, enumeration 68, 585SC_DISPLAY, value of type sc_actions 391, 398SC_DO_NOTHING, value of type sc_actions 391,
 398sc_dt, namespace 10, 189SC_E, value of type sc_fmt 303sc_elab_and_sim, function 20SC_ELABORATIONS, value of type sc_status 28SC_END_OF_ELABORATION, value of type
 sc_status 28sc_end_of_simulation_invoked, function 24SC_END_OF_SIMULATION, value of type
 sc_status 28SC_ERROR, sc_severity constant 388, 390sc_event_and_expr, class 95sc_event_and_list, class 92, 586sc_event_finder_t, class template 90sc_event_finder, class 61, 90, 157sc_event_or_expr, class 95
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 sc_event_or_list, class 92, 586sc_event_queue_if, class 186sc_event_queue, class 186sc_event, class 16, 97sc_exception, typedef 399SC_EXIT_ON_STARVATION, value of type
 sc_starvation_policy 20, 22sc_export_base, class 113, 114sc_export, class 113SC_F, value of type sc_fmt 303SC_FATAL, sc_severity constant 388, 390sc_fifo_blocking_in_if class 171sc_fifo_in_if, class 171sc_fifo_in, class 178sc_fifo_nonblocking_in_if, class 171sc_fifo_out_if, class 172sc_fifo_out, class 179sc_fifo, class 173sc_find_event, function 100, 586sc_find_object, function 128sc_fix_fast, class 190, 296, 352sc_fix, class 190, 295, 346sc_fixed_fast, class template 190, 296, 362sc_fixed, class template 190, 358sc_fmt, enumeration 303SC_FORK, macro 66SC_FS, value of type sc_time_unit 101SC_FULL, value of type sc_verbosity 389sc_fxcast_context, class 382sc_fxcast_switch, class 381sc_fxnum_bitref, class 367sc_fxnum_fast_bitref, class 367sc_fxnum_fast_subref, class 369sc_fxnum_fast, class 190, 332sc_fxnum_subref, class 369sc_fxnum, class 190, 295, 327sc_fxtype_context, class 380sc_fxtype_params, class 378sc_fxval_fast, class 190, 296, 341sc_fxval, class 190, 295, 337sc_gen_unique_name, function 39, 56sc_gen_unique_name, sockets 460sc_generic_base, class 256sc_get_curr_process_handle, function (deprecated)
 583sc_get_current_process_handle, function 88sc_get_default_time_unit, function (deprecated)
 583sc_get_status, function 32, 585sc_get_stop_mode, function 29sc_get_time_resolution, function 103sc_get_top_level_events, function 100, 586sc_get_top_level_objects, function 128SC_HAS_PROCESS, macro 39, 41
 SC_HEX_SM, value of type sc_numrep 383SC_HEX_US, value of type sc_numrep 383SC_HEX, value of type sc_numrep 383sc_hierarchical_name_exists, function 130, 586SC_HIGH, value of type sc_verbosity 388sc_in_clk, typedef 151sc_in_resolved, class 164sc_in_rv, class 168sc_in, class 152
 specialized port 144sc_in<bool>, class 153sc_in<sc_dt::sc_logic>, class 153SC_INCLUDE_DESCENDANTS
 process control 77SC_INCLUDE_DESCENDANTS ,
 sc_descendant_inclusion_info constant 68SC_INFO, sc_severity constant 388, 390SC_INFO, standard error response 485sc_initialize, function (deprecated) 583sc_inout_clk, typedef (deprecated) 583sc_inout_resolved, class 165sc_inout_rv, class 169sc_inout, class 156
 specialized port 144sc_int_base, class 190, 203sc_int_bitref_r, class 217sc_int_bitref, class 218sc_int_subref_r, class 222sc_int_subref, class 222sc_int, class template 190, 213sc_interface, class 117sc_interrupt_here, function 398SC_INTERRUPT, value of type sc_actions 391,
 398sc_is_prerelease, function 411SC_IS_PRERELEASE, macro 411sc_is_running, function 31sc_is_unwinding, function 89, 585SC_JOIN, macro 66SC_LATER, constant of type sc_context_begin
 193, 377, 380, 383sc_length_context, class 377sc_length_param, class 375SC_LOG, value of type sc_actions 391, 398, 399SC_LOGIC_0, const 261SC_LOGIC_1, const 261sc_logic_value_t, enumeration 257SC_LOGIC_X, const 261SC_LOGIC_Z, const 261sc_logic, class 190, 257SC_LOW, value of type sc_verbosity 388sc_lv_base, class 190, 267sc_lv, class template 190, 275sc_main, function 21
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 calling sc_start 22SC_MAX_NUM_DELTA_CYCLES, const (depre-
 cated) 583SC_MAX_SEVERITY, sc_severity constant 388sc_max_time, function 103, 586sc_max, function 411SC_MEDIUM, value of type sc_verbosity 388SC_METHOD_PROC_, sc_curr_proc_kind con-
 stant 68, 71sc_method_process 43SC_METHOD, macro 14, 39, 41sc_min, function 411sc_module_name, class
 definition 57module instantiation 13usage in sc_module constructor 39
 sc_module, classdefinition 37member sensitive 60use of sc_module_name 58
 SC_MODULE, macro 39, 40SC_MS, sc_time_unit constant 101sc_mutex_if, class 182sc_mutex, class 182, 587SC_NO_DESCENDANTS
 process 77SC_NO_DESCENDANTS ,
 sc_descendant_inclusion_info constant 68SC_NO_PROC_, sc_curr_proc_kind constant 68,
 71SC_NOBASE, value of type sc_numrep 383SC_NONE, value of type sc_verbosity 388SC_NOW, constant of type sc_context_begin 193,
 377, 380, 383SC_NS, sc_time_unit constant 101sc_numrep, enumeration 199, 383sc_o_mode, enumeration 301sc_object, class
 definition 124usage of sc_module_name 58
 SC_OCT_SM, value of type sc_numrep 383SC_OCT_US, value of type sc_numrep 383SC_OCT, value of type sc_numrep 383SC_OFF, constant of type sc_switch 300, 382SC_ON, constant of type sc_switch 300, 382SC_ONE_OR_MORE_BOUND, value of type
 sc_port_policy 104sc_out_clk, typedef (deprecated) 583sc_out_resolved, class 166sc_out_rv, class 170sc_out, class 160
 specialized port 144sc_pause, function 28, 585SC_PAUSED, value of type sc_status 28
 sc_pending_activity_at_current_time, function 32, 586
 sc_pending_activity_at_future_time, function 32, 586
 sc_pending_activity, function 32, 586sc_phash, class (deprecated) 584sc_plist, class (deprecated) 584sc_port 460sc_port_base, class 104sc_port_policy, enumeration 104sc_port, class
 definition 105positional port binding 54
 sc_ppq, class (deprecated) 584sc_prim_channel, class 16
 definition 119module hierarchy 58
 sc_process_b, type (deprecated) 583sc_process_handle 42sc_process_handle, class 67SC_PS, sc_time_unit constant 101sc_pvector, class (deprecated) 584sc_q_mode, enumeration 301sc_ref, macro 65sc_release, function 412SC_REPORT_ERROR, macro 394SC_REPORT_FATAL, macro 394sc_report_handler_proc, typedef 397sc_report_handler, class 391SC_REPORT_INFO_VERB, macro 394, 587SC_REPORT_INFO, macro 394SC_REPORT_WARNING, macro 394sc_report, class 388SC_RND_CONV, quantization mode 324SC_RND_INF, quantization mode 323SC_RND_MIN_INF, quantization mode 322SC_RND_ZERO, quantization mode 321SC_RND, quantization mode 319SC_RUN_TO_TIME, value of type
 sc_starvation_policy 20, 22SC_RUNNING, value of type sc_status 28SC_SAT_SYM, overflow mode 309SC_SAT_ZERO, overflow mode 309SC_SAT, overflow mode 308SC_SEC, sc_time_unit constant 101sc_semaphore_if, class 184sc_semaphore, class 185, 587sc_sensitive_neg, class (deprecated) 583sc_sensitive_pos, class (deprecated) 583sc_sensitive, class
 data member of sc_module 48module instantiation 13
 sc_sensitive, class definition 60sc_set_default_time_unit, function (deprecated) 583
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 sc_set_stop_mode, function 29sc_set_time_resolution
 quantum keeper 540setting the time resolution 15
 sc_set_time_resolution, function 15, 103sc_set_vcd_time_unit, member function (deprecat-
 ed) 584sc_severity, enumeration 388, 389sc_signal_in_if, class 135sc_signal_in_if<bool>, class 136sc_signal_in_if<sc_logic>, class 136sc_signal_inout_if, class 137sc_signal_out_if, typedef (deprecated) 583sc_signal_resolved, class 161
 multiple writers 144sc_signal_rv, class 167sc_signal_write_if, class 137sc_signal, class 139sc_signal<bool>, class 144sc_signal<sc_logic>, class 144sc_signed_bitref_r, class 244sc_signed_bitref, class 244sc_signed_subref_r, class 248sc_signed_subref, class 248sc_signed, class 190, 227sc_simcontext, class (deprecated) 583sc_simulation_time, function (deprecated) 583sc_spawn_options, class 61sc_spawn, function 61, 64sc_start_of_simulation_invoked, function 24SC_START_OF_SIMULATION, value of type
 sc_status 28sc_start, function 21, 585sc_start(double), function (deprecated) 583sc_starvation_policy, enumeration 20, 585sc_status, enumeration 28sc_status, function 585SC_STOP_FINISH_DELTA 30SC_STOP_FINISH_DELTA, value of type
 sc_stop_mode 27, 29, 30sc_stop_here, function 398SC_STOP_IMMEDIATE, value of type
 sc_stop_mode 27, 29, 30sc_stop_mode, enumeration 27sc_stop, function 29
 impact on clock 150SC_STOP, value of type sc_actions 391, 398SC_STOPPED, value of type sc_status 28sc_string, class (deprecated) 584sc_subref_r, class template 280sc_subref, class template 280sc_switch, class 381SC_THREAD_PROC_, sc_curr_proc_kind con-
 stant 68, 71
 sc_thread_process 44SC_THREAD, macro 14, 39, 41SC_THROW, value of type sc_actions 389, 391,
 398sc_time
 argument to nb_transport 438sc_time_stamp
 b_transport 427base protocol 514global quantum 453, 454PEQ 541quantum keeper 540scheduler 417timing annotation 438
 sc_time_stamp, function 30sc_time_to_pending_activity, function 32, 586sc_time_unit, enumeration 101sc_time, class 16, 101sc_trace_delta_cycles, function (deprecated) 584sc_trace_file, class 385sc_trace, function 153, 157, 386, 388SC_TRN_ZERO, quantization mode 326SC_TRN, quantization mode 325sc_ufix_fast, class 190, 296sc_ufix, class 190, 295, 349sc_ufixed_fast, class template 190, 365sc_ufixed, class template 190, 360sc_uint_base, class 190, 208sc_uint_bitref_r, class 218sc_uint_bitref, class 218sc_uint_subref_r, class 222sc_uint_subref, class 222sc_uint, class template 190, 215sc_unnamed, namespace 10, 587sc_unsigned_bitref_r, class 244sc_unsigned_bitref, class 245sc_unsigned_subref_r, class 248sc_unsigned_subref, class 248sc_unsigned, class 190, 234SC_UNSPECIFIED, value of type sc_actions 391,
 398sc_unwind_exception class 82sc_unwind_exception, function 585SC_US, sc_time_unit constant 101sc_value_base, class 201sc_vector_assembly, class 400, 586sc_vector_base, class 400, 586sc_vector, class 400, 586sc_verbosity, enumeration 388, 587sc_version_major, function 411SC_VERSION_MAJOR, macro 411, 587sc_version_minor, function 411SC_VERSION_MINOR, macro 411, 587sc_version_originator, function 411
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 SC_VERSION_ORIGINATOR, macro 411sc_version_patch, function 411SC_VERSION_PATCH, macro 411, 587sc_version_prerelease, function 411SC_VERSION_PRERELEASE, macro 411sc_version_release_date, function 411SC_VERSION_RELEASE_DATE, macro 411sc_version_string, function 411sc_version, function 412SC_VERSION, macro 411SC_WARNING
 standard error response 485SC_WARNING, sc_severity constant 388, 390SC_WRAP_SM, overflow mode 312SC_WRAP, overflow mode 310sc_write_comment, function 386sc_writer_policy, enumeration 137, 587SC_ZERO_OR_MORE_BOUND, value of type
 sc_port_policy 104SC_ZERO_TIME, const 103scan, member function
 bit-select classes 221, 248, 253, 280class sc_bv_base 267class sc_concatref 256class sc_concref 292class sc_int_base 207class sc_logic 261class sc_lv_base 273class sc_signed 233class sc_uint_base 212class sc_unsigned 239part-select classes 226, 286SystemC data types 198
 scheduleddescription 563glossary 577multiple event notification 101
 scheduler 417behavior 15glossary 577
 sender 546sensitive, data member
 class sc_module 48sensitivity
 dynamic 52glossary 577method process instance 43, 50spawned process instance 63thread process instance 43unspawned process instance 48, 60
 setquantum keeper 540tlm_global_quantum 454
 set_address 478
 set_and_sync 540set_auto_extension 473, 496set_byte_enable_length 481set_byte_enable_ptr 480set_command 477set_data_length 480set_data_ptr 479set_dmi_allowed 482set_dmi_ptr 446set_end_address 447set_extension 472, 473, 495, 544set_global_quantum 540set_gp_option, member function
 class tlm_generic payload 476class tlm_generic_payload 588
 set_granted_access 446set_mm 471set_read 478set_read_latency 448set_response_status 483set_sensitivity, member function
 class sc_spawn_options 24, 63set_stack_size, member function
 class sc_module 24, 49class sc_spawn_options 63
 set_start_address 447set_streaming_width 482set_time_unit, member function
 class sc_trace_file 386set_verbosity_level, member function
 class sc_report_handler 587sc_report_handler 396
 set_write 478set_write_latency 448shall, usage 5should, usage 5sign extension 192signal
 definition 6glossary 577reading and writing 140resolved 161, 162value of sc_signal 139
 signature, glossary 577simple 526, 528simple socket 523
 b/nb conversion 526binding 522nb_transport 432tagged 529
 simple_initiator_socket 523simple_initiator_socket_tagged 529simple_initiator_socket.h 525simple_target_socket 524
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 simple_target_socket_tagged 529simple_target_socket.h 525simulation
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